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## DEC-08-COCO-D

## ABSTRACT

ODT (Octal Debugging Technique) is a debugging aid for the PDP-8, which facilitates communication with, and alteration of, the program being run. Communication between operator and program occurs via the Teletype, using defined commands and octal numbers. This version of ODT has been completely revised and replaces both versions of the former ODT-II program.

## 2 PRELIMINARY REQUIREMENTS

### 2.1 Equipment

Standard PDP-8 or PDP-5 with basic 4k memory and Teletype.

### 2.2 Storage

ODT requires 600 (octal) consecutive core locations and one location on page 0 which will be used as an intercom register. It is page relocatable.

## 3 LOADING OR CALLING PROCEDURE

NOTE: ODT cannot be called as a subroutine.
a. ODT is normally distributed in binary with the source available on request and is
loaded with the Binary Loader.

1. Place the ODT tape in the reader.
2. Set 7777 in the SWITCH REGISTER and press LOAD ADDRESS. (If using the high-speed photoelectric reader, put switch 0 down).
3. Press START.
b. Load the binary tape of the program to be debugged in the same manner as ODT was loaded. Be sure that the two do not overlap.

## USING THE PROGRAM OR ROUTINE

4.1 Starting Procedure
a. The starting address of ODT is the address of the symbol START. For standard library versions the high version starts at 7000 and the low at 1000 .
b. Set the starting address in the SWITCH REGISTER. Press LOAD ADDRESS, and START on the console. ODT will issue a carriage return and line feed to indicate that it is now running and awaiting commands from the keyboard.
c. To restart ODT wihout clearing the checksum, set the address of START +1 (usually 7001 high version, or 1001 low version) into the SWITCH REGISTER and press LOAD ADDRESS and START on the console.
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a. Slash (/)-Open register preceding/

The register examination character / causes the register addressed by the octal number preceding the slash to be opened and its contents typed out in octal. The open register can then be modified by typing the desired octal number and closing the register. Any octal number from 1 to 4 digits in length is a legal input. Typing a fifth digit is an error and will cause the entire modification to be ignored and a question mark to be typed back by ODT. Typing (/) with no preceding argument causes the latest named register to be opened (again). Typing 0 / is interpreted as / with no argument.

Example: 400/6046
400/6046 2468?
$400 / 604612345$ ?
16046
b. Carriage Return () )-Close register

If the user has typed a valid octal number, after the content of a register was printed by ODT, typing causes the binary value of that number to replace the original contents of the opened register and the register to be closed. If nothing has been typed by the user, the register is closed but the content of the register is not changed.
$\begin{array}{ll}\text { Example: } & 400 / 6046 \\ & 400 / 60462345 \\ & 23456046\end{array} \quad \begin{aligned} & \text { Register } 400 \text { is unchanged. } \\ & \text { Register } 400 \text { is changed to contain } 2345 . \\ & \text { Replace } 6046 \text { in register } 400 .\end{aligned}$
Typing another command will also close an opened register.
Example: $400 / 6046401 / 60312346$ Register 400 is closed and unchanged and $4 0 0 \longdiv { 6 0 4 6 } 4 0 1 / \underline { 2 3 4 6 } \quad 4 0 1$ is opened and changed to 2346 .
c. Line Feed ( $\downarrow$ ) - Close register, open next sequential register

The line feed has the same effect as the carriage return, but, in addition, the next sequential register is opened and its contents typed.

Example: $\xrightarrow{\begin{array}{l}400 / 6046 \downarrow \\ 040176031 \\ 0402 / 5201\end{array}} 1234 \downarrow$
Register 400 is closed unchanged and 401
is opened. User types change, 401 is closed containing 1234 and 402 is opened.
d. Up arrow ( $\uparrow$ ) - Close register, take contents as memory reference and open same Up arrow will close an open register just as will carriage return. Further, it will interpret the contents of the register as a memory reference instruction, open the register referenced and type its contents.

Example: \begin{tabular}{l}
$404 / 3270 \uparrow$ <br>
<br>

| $0470 / 0212$ |
| :--- |
| $404 / 3270 \uparrow$ |
| $0470 / 0000$ |

\end{tabular}

e. Back Arrow ( $\leftarrow$ ) - Close register, open indirectly.

Back arrow will also close the currently open register and then interrupt its contents as the address of the register whose contents it is to type and open for modification.

$$
\text { Example: } \quad \begin{aligned}
& 365 / 5760 \uparrow \\
& \\
& \underline{036070426} \longleftarrow \\
& \hline \underline{0426 / 5201}
\end{aligned}
$$

## f. Any Illegal Character

Any character that is neither a valid control character nor an octal digit, or is the fifth octal digit in a series, causes the current line to be ignored and a question mark typed.


ODT opens no register.
ODT ignores modification and closes register 406.
g. $x \times x \times G$ - Transfer control to user at location $x \times x x$.

Clear the AC then go to the location specified before the G. All indicators and registers will be initialized and the break-trap, if any, will be inserted. Typing $G$ alone is an error but will nevertheless cause a jump to location 0.
h. $x \times x \times B-$ Set breakpoint at user location $x x x x$.

Conditions ODT to establish a breakpoint at the location specified before the B. If $B$ is typed alone, ODT removes any previously established breakpoint and restores the original contents of the break location. A breakpoint may be changed to another location, whenever ODT is in control, by simply typing $x \times x \times B$ where $x \times x x$ is the new location. Only one breakpoint may be in effect at one time; therefore, requesting a new breakpoint removes any previously existing one. The previous restriction on placing a breakpoint on a JMS followed by arguments has been removed as of the June 1967 revision. This means ODT can now be more effectively used, especially in debugging programs which utilize floating point. The only restriction in this regard is that a breakpoint may not be set on any of the floating point instructions which appear as arguments of a JMS.


The breakpoint (B) command does not make the actual exchange of ODT instruction for user instruction, it only sets up the mechanism for doing so. The actual exchange does not occur until a "go to" or a "proceed from breakpoint" command is executed.

When, during execution, the user's program encounters the location containing the breakpoint, control passes immediately to ODT (via location 0004). The $C(A C)$ and $C(L)$ at the point of interruption are saved in special registers accessible to ODT. The user instruction that the breakpoint was replacing is restored, before the address of the trap and the content of the AC are typed. The restored instruction has not been executed at this time. It will not be executed until the "proceed from breakpoint" command is given. Any user register, including those containing the stored AC and Link, can now be modified in the usual manner. The breakpoint can also be moved or removed at this time.
i. A-Open register containing AC.

When the breakpoint is encountered the $C(A C)$ and $C(L)$ are saved for later restoration. Typing A after having encountered a breakpoint, opens for modification the register in which the AC was saved and types its contents. This register may now be modified in the normal manner (see SLASH) and the modification will be restored to the AC when the "proceed from breakpoint" is given.
$\downarrow$ after A - Open register containing Link
After opening the AC storage register, typing linefeed ( $\downarrow$ ) closes the AC storage register, then opens the Link storage register for modification and types its contents. The Link register may now be modified as usual (see SLASH) and that modification will be restored to the Link when the "proceed from breakpoint" is given.
i. C - Proceed (continue) from a breakpoint.

Typing C, after having encountered a breakpoint, causes ODT to insert the latest specified breakpoint (if any), restore the contents of the AC and Link, execute the instruction trapped by the previous breakpoint, and transfer control back to the user program at the appropriate location. The user program then runs until the breakpoint is again encountered.

NOTE: If a trap set by ODT is not encountered while ODT is running the object (user's) program, the instruction which causes the break to occur will not be removed from the user's program.
$x x x C$ - Continue and iterate loop $x x x$ times before break.
The programmer may wish to establish the breakpoint at some location within a loop of his program. Since loops often run to many iterations, some means must be available to prevent a break from occuring each time the break location is encountered. This is the function of $x x x C$ (where $x x x$ is an octal number). After having encountered the breakpoint for the first time, the user specifies, with this command, how many times the loop is to be iterated before another break is to occur. The break operations have been described previously is section $h$.
k. M-Open search mask.

Typing $M$ causes ODT to open for modification the register containing the current value of the search mask and type its contents. Initially the mask is set to 7777. It may be changed by opening the mask register and typing the desired value after the value typed by ODT, then closing the register.
$\downarrow$ - Open lower search limit
The register immediately following the mask storage register contains the location at which the search is to begin. Typing line feed $(\downarrow)$ to close the mask register causes this, the lower search limit register to be opened for modification and its contents typed. Initially the lower search limit is set to 0001 . It may be changed by typing the desired lower limit after that typed by ODT, then closing the register.
$\downarrow$ - Open upper search limit
The next sequential register contains the location with which the search is to terminate. Typing line feed $(\downarrow)$ to close the lower searchlimit register causes this; the upper search limit register to be opened for modification and its contents typed. Initially, the upper search limit is the beginning of ODT itself, 7000 ( 1000 for low version). It may also be changed by typing the desired upper search limit after the one typed by ODT, then closing the register with a carriage return.

1. $x \times x x W$ - Word search .

The command $x \times x x W$ (where $x x x x$ is an octal number) will cause ODT to conduct a search of a defined section of core, using the mask and the lower and upper limits which the user has specified, as indicated in section $k$. Word searching using ODT is similar to word
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searching using DDT. The searching operations are used to determine if a given quantity is present in any of the registers of a particular section of memory.

The search is conducted as follows: ODT masks the expression $x x x x$ which the user types preceding the $W$ and saves the result as the quantity for which it is searching. (All masking is done by performing a Boolean AND between the contents of the mask register, $C(M)$, and the register containing the thing to be masked.) ODT then masks each register within the user's specified limits and compares the result to the quantity for which it is searching. If the two quantities are identical, the address and the actual unmasked contents of the matching register are typed and the search continues until the upper limit is reached.

A search never alters the contents of any registers.
Example: Search locations 3000 to 4000 for all ISZ instructions, regardless of what register they refer to (i.e. search for all registers beginning with an octal 2).

| M7777 7000 $\downarrow$ | Change the mask to 7000, open lower search limit |
| ---: | :--- |
| $7453 / 00013000 \downarrow$ | Change the lower limit to 3000, open upper limit |
| $7454 / 70004000 \downarrow$ | Change the upper limit to 4000, close register <br> 2000 W |
| $\frac{2000 / 2467}{3057 / 2501}$ Initiate the search for ISZ instructions <br> $\frac{\text { These are 4 ISZ instructions in this section }}{4000 / 2152}$ of core. |  |

m. T-Punch leader

ODT is capable of producing leader (code 200) on-line. This is done by typing $T$ and then turning ON the punch. When enough leader has been punched, turn off the punch and hit STOP on the console. It is imperative that the punch be turned OFF before typing again on the keyboard, since anything typed will be punched also, if the punch is left on. To issue any further commands, reload the starting address and press START on the console.
n. xxxx; yyyyP - Punch binary

To punch a binary core image of a particular section of core, the above command is used where $x x x x$ is the initial (octal) address and yyyy is the final (octal) address of the section of core to be punched. The computer will halt (with 7402 displayed) to allow the user to turn ON the punch. Pressing CONTINUE on the console initiates the actual punching of
the block. The punching terminates without having punched a checksum, to allow subsequent blocks to be punched and to allow an all inclusive checksum to be punched at the end by a separate command. This procedure is optional, however, and the user may punch individually checksummed blocks.

It is imperative that the punch be turned OFF before typing another command, since the keyboard and punch are linked.
o. E - Punch checksum and trailer

Given the command E, ODT will halt to allow the punch to be turned on. Pressing CONTINUE on the console will cause it to punch the accumulated checksum for the preceding block(s) of binary output followed by trailer (code 200). When a sufficient length of trailer has been output, turn OFF the punch and press STOP on the console. To continue with ODT reload the starting address and press START on the console.

The binary tape produced in this manner by ODT can now be loaded into core and run. However, the changes should be made to the symbolic source tapes as soon as possible.

Additional Techniques
a. TTY I/O-Flag

Sometimes the program being debugged may require that the TTY flag be up before it can continue output, i.e., the program output routine will be coded as follows:

```
TSF JMP .-1
TLS
```

Since ODT normally leaves the TTY flag in an off (lowered) state, the above coding will cause the program to loop at the JMP.-1. To avoid this, ODT may be modified to leave the TTY flag in the raised (on) state when transferring control through either a "go to" or a "continue" command. This modification is accomplished by changing location XCONT-3 (normally at 7341 ) to a NOP (7000). To make the actual change, load ODT as usual. Open register XCONT-3 and modify it as follows:

$$
7341 / \underline{6042} 7000)(1341 / 60427000) \text { for low version) }
$$

## b. Current Location

The address of the current register or last register examined is remembered by ODT and remains the same, even after the commands $G, C, B, T, E$, and $P$. This location may be opened for inspection merely by typing / .

```
DEC-08-COCO-D
```


## c. Programs Written in ODT Commands

ODT will also correctly read tapes prepared off-line (e.g., a tape punched with 1021/1157 $\uparrow 7775$ will cause location 1021 to be opened and changed to 1157; then the memory reference address 157 will be opened and changed to $7775(-3)$. This procedure will work with breakpoints, continues, punch commands, etc. Thus, debugging programs may be read into ODT to execute the program, list registers of interest, modify locations, etc.

## d. Binary Tape from High Speed Punch

It is possible to obtain a binary tape from the high speed punch, instead of the Teletype, however, this requires switch manipulation. Proceed as follows:

1. Type the punch command $x \times x x$; yyyyP as explained in section $4.2(n)$. The computer will halt.
2. Set 7231 ( 1231 for low version) in the SWITCH REGISTER (SR) and press LOAD ADDRESS.
3. Set 6026 in the SR and press DEPOSIT.
4. Set 6021 in the SR and press DEPOSIT.
5. Set 7225 ( 1225 for low version) in the SR and press LOAD ADDRESS and START on the console, and leader (code 200) will be output.
6. When a sufficient length of leader has been produced, press STOP on the console.
7. Set 7203 ( 1203 for low version) in the SR and press LOAD ADDRESS and START on the console, and the section of core specified in the punch command will be output.
8. If another block of data is desired on the same tape, the original contents of the locations changed in steps 3, 4 and 5 must be replaced. (See step 11.) Steps 1, 2, 3,4 , and 8 must then be repeated to output the data block via the high speed punch.
9. Set 7222 ( 1222 for low version) in the SR and press LOAD ADDRESS and START on the console, and the accumulated checksum will be punched followed by trailer (code 200).
10. When a sufficient amount of trailer has been produced, press STOP on the console and press the TAPE FEED button, then remove the tape from the punch.
11. To continue using ODT, the locations changed in steps 3 and 4 must be restored as follows:

Set 7231 (1231 for low version) in the SR and press LOAD ADDRESS.
Set 6046 in the SR and press DEPOSIT.
Set 6041 in the SR and press DEPOSIT.
12. Set the starting address (7000 or 1000) in the SR and press LOAD ADDRESS and START on the console, and ODT is ready to go again.
e. Interrupt Program Debugging

ODT executes an IOF when a breakpoint is encountered. (It does not do this when more iterations remain in an x-continue command.) This is done so that an interrupt will not occur when ODT types out the breakpoint information. It thus protects itself against spurious interrupts and may be used safely in debugging programs that turn on the interrupt mode .

However, the user must remember that there is no way in which ODT could know whether the interrupt was on when the breakpoint was encountered, and hence it does not turn on the interrupt when transferring control back to the program after receiving a "go" or a "continue" command.

## f. Octal Dump

By setting the search mask to zero and typing W, all locations between the search limits will be printed on the Teletype.
g. Indirect References

When an indirect memory reference instruction is encountered, the actual address may be opened by typing $\uparrow$ and $\longleftarrow$.

### 4.4 Errors

The only legal inputs are control characters and octal digits. Any other character will cause the character or line to be ignored and a question mark to be typed out by ODT. Typing G alone is an error. It must be preceded by an address to which control will be transferred. This will elicit no question mark also if not preceded by an address, but will cause control be transferred to location 0 .

Typing any punch command with the punch ON is an error and will cause ASCII characters to be punched on the binary tape. This means the tape cannot be loaded and run properly.

```
DEC-08-COCO-D
```


## 4.5

Miscellaneous
If a trap set by ODT is not encountered by the user's program, the breaktrap instruction will not be removed. ODT can now be used to debug programs using floating point, since the intercom register is now register 0004, and since breaktraps may now be set on a JMS with arguments following. This version of ODT will operate on a Teletype with an ALT mode key or an ESCAPE key. To restart ODT without clearing the checksum, set the SWITCH REGISTER to the value of start + 1 (7001 or 1001 in library versions) and press LOAD ADDRESS and START on the console. The high speed punch may be used by patching three locations after typing the punch command. (See section 4.3 d .)

## 5 DETAILS OF OPERATION AND STORAGE

### 5.1 Features

ODT features include register examination and modification; binary punchouts (to the Teletype or high speed punch) of user designated blocks of memory; octal core dumps to the Teletype using the word search mechanism, as in DDT; and instruction breakpoints to return control to ODT (breakpoints). ODT makes no use of the program interrupt facility and will not operate outside of the core memory bank in which it is residing.

The breakpoint is one of ODT's most useful features. When debugging a program, it is often desirable to allow the program to run normally up to a predetermined point, at which the programmer may examine and possibly modify the contents of the accumulator (AC), the Link (L), or various instruction or storage registers within his program, depending on the results he finds. To accomplish this, ODT acts as a monitor to the user program. The user decides how far he wishes the program to run and ODT inserts an instruction in the user's program which, when encountered, causes control to transfer back to ODT. ODT immediately preserves in designated storage registers, the contents of the $A C$ and $L$ at the break. It then prints out the location at which the break occurred, as well as the contents of the AC at that point. ODT will then allow examination and modification of any register of the user's program (or those registers storing the $A C$ and $L$ ). The user may also move the breakpoint, and request that ODT continue running his program. This will cause ODT to restore the $A C$ and $L$, execute the trapped instruction and continue in the user's program until the breakpoint is again encountered or the program terminated normally.

## $5.2 \quad$ Storage

ODT requires 600 (octal) locations and, as distributed by the Program Library, resides in memory between 7000 and 7577 (or 1000 and 1577 for the low version). It is, however, page relocatable.
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The source tape can be re-origined to the start of any memory page except page 0 and assembled to reside in the three pages following that location, assuming they are all in the same memory bank. ODT also uses location 4 on page 0 as an intercom register between itself and the user's program when executing a breaktrap. If the user wishes to change the location of the intercom register, he may do so by changing the value of ZPAT in the source and reassembling. The intercom register must remain on page 0 .

Open register designated by the octal number nnnn. Reopen latest opened register.

Reopen latest opened register.
Close previously opened register.

| Line Feed ( $\downarrow$ ) | Close register and open the next sequential one for modification. |
| :---: | :---: |
| Up Arrow ( $\uparrow$ ) | Close register, take contents of that register as a memory reference and open it. |
| Back Arrow ( - ) | Close register open indirectly . |
| Illegal character | Current line typed by user is ignored, ODT types "? CR LF". |
| $n n n n G$ | Transfer program control to location nnnn. |
| nnnnB | Establish a breakpoint at location nnnn. |
| B | Remove the breakpoint. |
| A | Open for modification the register in which the contents of $A C$ were stored when the breakpoint was encountered. |
| C | Proceed from a breakpoint. |
| nnnnC | Continue from a breakpoint and iterate past the breakpoint nnnn times before interrupting the user's program at the breakpoint location. |
| M | Open the search mask. |
| (line feed) | Open lower search limit. |
| (line feed) | Open upper search limit. |
| nnnnW | Search the portion of core as defined by the upper and lower limits for the octal value nnnn. |
| T | Punch leader. |
| nnnn;mmmmP | Punch a binary core image defined by the limits nnnn and mmmm. |
| E | Punch checksum and trailer. |
| 9 EXAMP | APPLICATIONS |
| Symbol | ing "invisible" Teletype actions: |
| (CR) | Carriage Return |
| (LF) | Line Feed |
| (H) | Computer Halts |
| (Cont) | Key Continue on Console |
| (PON) | Punch On |


| (POF) | $=$ | Punch Off |
| :--- | :--- | :--- |
| (LEAD) | $=$ | Production of Leader |
| (BIN) | $=$ | Punching of Binary Text |
| (CKSMT) | $=$ | Punching of Checksum and Trailer |

The following examples are the actual result of using ODT to run the program listed after the examples. Brackets enclose comments local to the description. Underlinings designate that produced by ODT.


|  |
| :---: |
|  |  |
|  |  |
|  |  |
|  |  |
|  |  |

[ change mask]
[change lower limit]
[upper limit is all right]
[search for all CLA instructions]

[search completed]

M7777 608(CR)(LF)
407 W (CR)(LF)

[set mask for indirect and page bits]
[ using previous limits search for all references to page zero which occur]
[there are none, however, these microinstructions look like indirect references to page zero since they have a 1 in bit 3 and a $\emptyset$ in bit 4]
[search completed]

```
MOSD\ D(LF)(CR)
7473 1.3360437(LF)(CR)
7474 1D5DD 427 (CR)(LF)
w (CR)(LF)
3407 /1278(CR)(LF)
0410 11272.(CR)(LF)
0411 /7450(CR)(LF)
0412 /5253(CR)(LF)
0413 /1273(CR)(LF)
0414 /7450(CR)(LF)
0415 /5234(CR)(LF)
2416 11273(CR)(LF
$416 /1273(CR)(LF)
0420 /5227(CR)(LF)
042.1 17%D1(CR)(LF)
3422 /755%(CR)(LF)
2423 /5242(CR)(LF)
3.424 /12.74(CR)(LF)
$425 /4571(CR)(LF)
$425 /4571(CR)(LF)
3427/1275(CR)(LF)
(LF)
7473 1.3360 437(LF)(CR)
```

[set mask to zero so that everything will match]
[set search limits to encompass dump area]
[since $W$ is typed alone, the word searched for,
is $\varnothing$. The result after masking each register
with $\varnothing$ is, of course, $\varnothing$ so all comparisons
appear to the program equal and hence all
unmasked contents are typed, constituting
a dump]

Examples of Register Examination \& Modification

```
400/6046 (CR)(LF)
40@/6046 2463? (CR)(LF)
400/6046 123452(CR)(LF)
160462345 (CR)(LF)
2345 6046 (CR)(LF)
6046 401/6031 2346 (CR)(LF)
408/5046 4$1/2346(CR)(LF)
123466031(CR)(LF)
16031
```

$400 / 6046$ (LF)(CR)
$2401 \frac{16231}{} 12 \overline{23} 4$ (LF)(CR)
[E xamine Only]
[Non-octal number typed, modification ignored]
[More than 4 digits typed, modification ignored]
[Register 400 modified to 2345]
[Register 400 mod
[Register closed by typing another command]
[close and examine next ]
[ modify 401, examine 402]
340215201 (CR)(LF)
[ close 402]
$401 / 12346231$ (LF)(CR)
$0482 \quad 15201$ (CR)(LF)
(LF)(CR)
$3485 / 6035$ (CR)(LF)

| (LF)(CR) |
| :--- |
| $840473270(C R)(L F)$ |

Examples of Register Examination \＆Modification（continued）

```
404/3270 \uparrow(CR)(LF)
0470\frac{10212 DQD0(CR)(LF)}{}\mathrm{ (LF)}
40413270\uparrow (CR)(LF)
0470 70000 (CR)(tF)
10000 (CR)(LF)
404/3270 \overline{3271\uparrow (CR)(LF)}
0471 1036D(C R)(LF)
404/3271 3270\uparrow (CR)(LF)
0470 10000 (CR)(LF)
```

$365 / 5760$ 个(CR)(LF)
036070426 (CR)(LF)
0426/5201 (CR)(LF)
$365 / 5760 \uparrow$（CR）（LF）
$\frac{036070426}{0426 / 5201}$（CR）（LF）

4：？（CR）（LF）
4 U ？（CR）（LF）
6Q？（CR）（LF）
40514671 Y？（CR）（LF）
$405 / 4671$ 67K？（CR）（LF）
$406 / \overline{4671}$ 67322？（CR）（LF）
14671
[contents of 404 refers to "this page, loc. 70"]
[ ODT opens 470. User modifies 470]
[contents of 404 modified to refer to "this page
[ODT opens 471] loc. 71"]
［contents of 404 refers to＂this page，loc．70＂］
［ODT opens 470．User modifies 470］
［ODT opens 471］loc．71＂］
［ contents of 365 refers to＂this page，loc．160＂］
［ ODT opens 360．Contents of 360 become
［ ODT opens 426］address］

```
}illegal character. ODT opens no register
illegal character. ODT ignores modification
fifth digit in series. ODT ignores modification
register 406 still contains original value of 4671
```

Examples of setting Breakpoints and Executing User＇s Program


Registers can be changed and the same breakpoint remains in effect．
（user＇s program expects to find the numbers
it is to use in 475 and 476 （see listing）
answer will be stored in 477
［Breakpoint is set at location 432］
［user＇s program begins at 400，go there］ ［User＇s program accpts input of＂＋＂．Breakpoint ［477 contains sum of $475 \& 476$ ］encountered UDT types break address \＆$C(A C)]$
$475 / 00013$（LF）（CR）
0476 ／0002（CR）（LF）
4ग习G（CR）（LF）
＊ 0432 （000才（CR）（LF）
$477 / 0006$（CR）（LF）
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Examples of examining and modifying $A C$ and $L$ after encountering a breakpoint
$A D 2001$ (CR)(LF)
$A$ गटD (CR)(LF)
$1 \nabla \$ 01(C R)(L F)$
(LF)(CR)
$7356 / 3001$ (CR)(LF) 10000(CR)(LF)
[AC which contained $\varnothing$ when breakpoint was encountered is modified]
[Link which contained 1 at break is modified to $\varnothing$ ]
[Destroys old breakpoint \& sets one at 446]
[Breakpoint encountered]
[continue until ...]
[Breakpoint again encountered]
[Breakpoint encountered]
[Continue as before but pass Breakpoint twice before stopping again]


IUUMMANU LIDT


| 1117 | $1<66$ |
| :--- | :--- |
| $11<6$ | $1<61$ |
| $11<1$ | 4112 |
| $11<2$ | $2<66$ |


| 11＜3 | Webe |
| :---: | :---: |
| $12<4$ | 13／4 |
| 11くら | 1641 |
| $12<0$ | $1<05$ |
| 12く1 | 1026 |
| 1136 | $21<3$ |
| 1101 | 1001 |
| 1232 | ＜ $3 / 5$ |
| 110 | S／10 |
| 1204 | 2／＜ |
| ない | $40<3$ |
| 1150 | 4021 |
| 1157 | $2<61$ |
| 1240 | $1<20$ |
| 1141 | 4／1く |
| 1142 | $40<3$ |
| 1145 | $41 / 6$ |
| 1144 | 4016 |
| 1145 | 2316 |
| 1140 | 4／11 |
| 1147 | $1<01$ |
| 1126 | 4112 |
| 1121 | 2＜01 |
| 112く | $43<3$ |
| 1125 | 1／76 |
| 1124 | Ј 16 |
| 11つつ | 4つつ1 |
| 11つ0 | 204 |

```
/(YrE EKRUK dNU!LATUK (%)
NU, CLA
    Tau quest /<//
    JMS 1 lNY /IYrN
    JMM KLAL
```

fiv urgin lulaliun teru,

/ Ime auukess ub The has kegdolek

SHNTK=.
SAU=,
/ruUldive tu hanule reup muUdrdCA「dun anu dNuKEMENIALEXAM!NE
UKL, $b$
TAU TUTE
C\&A
TAU トMロ 1m?
JMP I CHKL INU MUU, INPU AVA!LAGLE
TAU WUKU
ULA 1 CAU /MUU!FY KEGISTEK
JMI 】 CKL
LKLI. JMS CKL
JMS CKLr
JMP RLAUJ

JMS I INY
JMS CKL
JIS I diNy /IIME PUK LAK TU KET.
ISt CAU /LIIVE トEヒJ = EXAMINE NEXT
UHAKS, TAU CAA JHN IHNUM
TAU SLA
JMS ! dNY /IYMN
JMH EXC

tau ! ciau
UGA CAU
UHAKC, JMS CKLR
JHP UHAKS

JHINE JMS CKL TAU ！CAL
uGA CAU
UHAKC，JMS CKLr
JMF UHAKS
ISt shut /ikst ruk untiv and jhtin clust 11.

MAKK！AGE KETUKN 10 CLUSE
／J』NGLE PとヒU＊じK

IIIME PUK LAK IU KLT． ／Llive トEtu＝EXAM』NE NEXT

IHNUM
／IYHN

ルレUSE P dKJT

KJT PUK UREiN ANU THEN CLOSE 11 ／MUU！FY Kちも！

1101

11276060
$11001<ว 0$
$1,0_{1} 41 / 2$
$\begin{array}{ll}11002 & 4<1 \\ 1105 & 4112\end{array}$
$\begin{array}{ll}1105 & 4112 \\ 1104 & 1640\end{array}$
1100 JS／v
1100 2／コノ

110／以ももも
11／ヒ ヒビも 11／1 1440
11／／く も
1115 1く4S
11／4 ヒヒヒヒロ 11ノ ノフノノ

1110 2งO1 12175010

SUNAK＝，

```
/IYHK A CAH, KET, ANU L!NE PELU
LKLY, V
                                    TAU CK
                                    JMS 1 LNY
        TAU L'
        JMS d dNY
        CMA
        ULIA SHUT
        JMN \ CKL*
```

    /HAGE UNE HAKAMETEKS,
    WUWU, $\quad b$
LAU, $b$ JUKKENT AUUKLSS
dNO, PNUM
dNy, TYRIN
KE|N, BUKP
リU|ヒ, $\quad$,
دHUT, $\quad$ I/ノ
HUNG, TAU WUKU
UGA | IN/


```
/FEATUKES AUULU: dNIEKUHT TUKINEU UPF UHUN HITTING GKEAKPOINTI CAN USE
/H! SHEヒU HUNLH, GKEAKRUINT LAN GE HUT UN A JMS FULLOWEU GY AKGUMENTS.
/UJ|00 dS KELULATADLE; \' GKEAKRU\NT HUT UN \NSTR REFEHENGING AUTU-\NUEX
1|VU\KELTLY, &T WILL GE |NLKEMENIEU UN CONT!NUE! GINK & AG EXAMINE UN
\primeUUMMANU: / UHENS LAIEST UHENEU KEGISTEK! CGAKITY; AUTU LEAUEK/TKAlgEK;
```



```
/SET a GHLAA HOINT,
TKAK, TAU d dN_V /(WUKU)mAUUKLSS OP TKAK:
Siva
TAU INIC /UKL*
    ULA TKAU /|KAK SEI (KEAL OK UUMMY)
    Jirr SHEX!T /wU TU כEGUNU ragE EX!T,
/|ME |KAR IO SHKUIVG
```

コこつ
1く44 1664
1く4う งコンO
$1<40$ 1300
1く47 งノつノ

lくつ1 +コつl
1くつえ JงO1
ノくつ 」 土 O b
$1<つ 4$ よりしく
ノてつう ヒくノ1
1くつ0 1006
1 くつ7 つく0つ
1 くon 4 つくて
12011000
$1<0{ }^{2} 2<01$
l<os 2JOV
$1<04$ うSWO
/くOう よコつノ
$1<00 \quad 6<34$
lくO\% دJOく
1く10 1000
1211 6く6も
12121502
1く/s JJOC
12142506
1く15 ヒホノ
1210 1006
12172002
1900 110 C
ノラ1 550て

| $1<30$ | 104 |
| :---: | :---: |
| $1<37$ | 1406 |
| $1<46$ | 」ゝ |
| $1<41$ | ココン |
| 124 | つ |


| $1<45$ | ココつつ |
| :---: | :---: |
| $1<44$ | \％ 4 |
| $1<40$ | ৩コつO |
| $1<40$ | 2306 |
| $1<47$ | ノ／つ） |
| $1<06$ | ／161 |
| $1<31$ | ＋3つ1 |
| $1<02$ | Ј001 |
| $1<03$ | 1000 |
| $1<24$ | いけしく |
| 1くつり | $10<11$ |
| $1<20$ | 1006 |
| 1 くつ7 | く0） |
| $1<00$ | $40<6$ |
| $1<^{\circ} 1$ | 1096 |
| $1<02$ | 2 COI |
| $1<03$ | 2306 |
| $1<04$ | つゝ60 |
| $1<00$ | 」コフノ |
| $1<00$ | 6＜34 |
| $1<0 \%$ | 300く |
| $1<16$ | 1 － 06 |
| 1211 | ¢く60 |
| $1<12$ | 1302 |
| $1<13$ | งSoC |
| 1214 | 2306 |
| 1＜15 | 601s |
| 1210 | 1006 |
| 1217 | 2002 |
| 1000 | 1102 |
| ノと1 | S |



| ／Ј | U6UV |
| :---: | :---: |
| 1 リつ6 | Uもした |
| 1 Sつ7 | 1 ロ \％ |
| 1500 | WVWV |
| 1501 | W以WV |
| 1502 | 0111 |
| 1503 | ubub |
| 1504 | 1101 |
| 130つ | 1401 |
| 1500 | ／ |
| 1307 | 16以ノ |
| 1316 | 1440 |
| ／S 1 | 14／つ |
| 1512 | くKWb |
| 1 S ${ }^{\text {S }}$ | 0460 |
| 15／4 | 10ヶ6 |
| 13／つ | $46 ん 6$ |
| 1510 | 2464 |
| 1517 | 410 |

／VAK！AGLES MAY GE SLANIVEN V\＆A＂A＂，

| ゝ し | $b$ | ／AL |  |  |
| :---: | :---: | :---: | :---: | :---: |
| LINA， | $b$ | ／LdNK 0¢T |  |  |
| IKAV， | CHLr | ／AUUKLD UP TKAF， |  |  |
| Kヒビ， | $\checkmark$ | ／UUNTENT UF TKAF |  |  |
| LAME， | 6 | ／AUUKLOS PUK LUNTINUE |  |  |
| FKUG， | STAKTOI | ／MLMUKY Kと＊LKtNじ， |  |  |
| しKゝA， | 0 | ／THE WMEC | CKSUM TU | UATE， |
| 1 dV1EK UUM KEGS， |  |  |  |  |
| －NJ6， | WURU |  |  |  |
| いN1」！ | PUNIV |  |  |  |
| いNさく， | CKLr |  |  |  |
| ，NIU， | KtaU |  |  |  |
| 1N14， | PNUM |  |  |  |
|  | JMStR |  | ノrKUじくら | JMS， |
| IUUNS！ANTS |  |  |  |  |
| SHくVもW， | 2600 |  |  |  |
|  | 4 ck |  |  |  |
| づノヒもと． | 7606 |  |  |  |
| SH4WもK： | 4 LbV |  |  |  |
| －A！1， | JMP I $\mathrm{EH}^{H}$ | A 1 |  |  |
| は「KUG！ | JMS d FK | Uu |  |  |

,UV1-0, THIKU CUKE FAGE.

1406

| 14もひ | K又／／ |
| :---: | :---: |
| 1401 | ヒ6ッも |
| 1462 | $3 ¢ 40$ |
| 1465 | 1640 |
| 1464 | 1612 |
| 1460 | 16ヵて |
| 1460 | 161く |
| 1401 | טS 4 |
| 14I6 | 1001 |
| 1411 | $4<50$ |
| 14.6 | 1＜40 |
| 1415 | ヒりつ4 |
| 1414 | $4<50$ |
| 1415 | 2061 |
| 14.0 | $4 / 42$ |
| 1417 | 1／41 |
| 14.6 | $5<30$ |
| $14<1$ | 1050 |
| $14<2$ | $v<6 k$ |
| $14<5$ | $\bigcirc<61$ |
| $14<4$ | 1030 |
| $14<0$ | $1<26$ |
| $14<0$ | 1006 |
| $14<7$ | $2<3<$ |
| 1406 | $1 / 41$ |
| 1431 | $0<00$ |
| $14 \mathrm{~S}^{\prime}$ | $2<61$ |
| 1453 | $3 / 41$ |
| 1454 | 205 |
| 145つ | 11 |

1430 ज6ロV
1457 Јく1つ
1440 2／40
1441 iく1つ
$1442 \quad 3 / 40$
1445 － 610
$1444 \quad 4 / 42$
144つ 2030
$* S \mid A K!+4 b K$

```
/HUNCM KUUT!NE
|r1//, 1/// /r|KJ| dN TH!\ HAlGE,
RUNIN: b
    ULA PNUM
    TAU PNUM
    KTK
    KTK
    KTK
    ANU Tr/l
    TAU & HUNIV
    JMS CKSM
    TAU PINUII
    ANU TH/I
    JMS CKSM
    JMH & HUNIN
    / Memuky Reftrenle uftivek,
UHAKI' JMS I INSV /(UKL)="LLUSEK LALL".
            TAU I INEI /LAU
            DLA TEM
            TAU & TEM
    |<<LV: ANU THI/|
            ULA TEML /JAVELUWEK B!IS:
            TAU I TLM
            ANU THCLEG
            S INA CLA /IEST +UK *AGL tLKO KEt
            JMP *S /YES
            TAU & INCI
            AINU TH/OWE
            TAU TbMC
            ULA I INE/ /VAU
            JMH & ,*1
            UHAKC
/GHELIN sUM ACLUMULATUK
LKゝM, b
    ULA CKT
                            TAU ! INくW /UK\A
    TAU CUKT
    ULA 1 \Nくも ノLKSA
    TAU CKT
    JMS | lNIY /|YrN
    JMN ! CKSM
```

1440 w6に6
144／こくと1
1406 20つく
1421 3く30
14 くく－くヒ1
14つ5 1604
14 つ4 16ヒ4
14つつ／ビヒ二
1400 JくkI
1421 LK61
140に ひコつ1
1401 ＋コつら
14024142
$14051 \angle 61$
1404 ＜＜s0
$14052<24$
14001006
1407 20ง1
14／10 4／40
／4／1 3040

141く 11／1
14／s Webl
／4／4／606

1470
／4／5 6606
$14 / 0$ 1／4／
／4／1 $3<40$
$12061 / 50$
lob1 3040
$106 \mathrm{C}<147$
广obs Iuวs
12042010

```
/KUUTINE TU HKINT ULIAL UUNTLNTS UP AL
/KUUTINE
    ULA HUNN
    TAU TM4
    ULA CKSM
    TAU HUNIN
    KML
HNC, KAL
        KrL
        ULA PUNIN
        TAU MUNIN
        ANU THUK/ /UNLY I=U|G|TS GUARANTEEU,
        TAU THON / IN LASE GIT O LAME THKUUUH,
        JMS & dNIYY /IYFN
        TAU HUNN
        lOt CKSM
        JMH HNS
Ir/Ob, TOUG
IH/ODE, IODG 
    JMS d lNIY
    JMP & HNUM
                                    /LLA=GKUUH<
```

IJEAKVH VARはAGLLSE
MAدN, 7///
$\begin{array}{ll}\text { LIMLU, } & \text { VVUI } \\ \text { GMH!: } & \text { STAKT }\end{array}$
$\begin{array}{ll}\text { LIMLU: } & \text { OUVI } \\ \text { LIMN!. STAKT }\end{array}$
UK1 = ,
JMフヒK, V
TAU I JNCく ( H KUG)=AGS MEM KLF: (r|NAL)
ULA YNUM
TAU 1 INCS /UAME
ULA \& PNUM /J \&MULATEU JMJ

TAU THIWVV
JMF 1 JMStK


|  | 1461 | 16MC＝rUINN |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: |
|  | 1400 |  |  |  |  |
| 1341 | 11／6 | divelilav |  |  |  |
| 1242 | 11＜3 | dNJWったKL |  |  |  |
|  |  | ／Jviek lum keg |  |  |  |
| 1245 | 1121 | NNIO， | C゙KL |  |  |
| 1244 | 1101 | div1， | WUKU |  |  |
| 1245 | $1<00$ | diviy， | typin |  |  |
| 1240 | 1005 | liver． | CnSA |  |  |
| $124 \%$ | 1002 | dives， | －KUG |  |  |
| 1 つつ6 | 1901 | dives， | GAME |  |  |
|  | 1201 |  |  |  |  |
| 1 วつ1 | 1001 | －＾くつ， | KEAU＊2 |  |  |
|  |  | guns／anto |  |  |  |
| 1022 | 1／14 | 1M41 | －4 |  |  |
| 1 つ S | ＋606 | 1H1606． | 1060 |  |  |
| 1304 | 昽1／ | 1ト11， | 11 |  |  |
| ノつつ | SKOD | lrow， | 010 |  |  |
| 1200 | 1003 | LUNJAG， | SACL MASK |  |  |
| 1321 | Dく31 | 「r＜3ノ， | くつ1 |  |  |
| 1200 | 1414 | LUNGMJ， | mabk |  |  |
|  | 1201 | TASLC＝， |  |  |  |
| 1201 | $1<6$ |  | HUNT |  |  |
| 1202 | $1 \ll 1$ |  | PUNS |  |  |
| 1203 | $1 \ll 0$ |  | HUN4 |  |  |
| 1204 | 114b |  | CKLC |  |  |
| 1 200 | 113 |  | CKL」 |  |  |
| 1200 | 1604 | INくO， | EXAM |  |  |
| 1201 | $1<00$ |  | trat |  |  |
| 1316 | $19<1$ |  | Jumr |  |  |
| 1211 | 1110 |  | PUNG |  |  |
| 1212 | 103 |  | CUNTIN |  |  |
| 1215 | 1000 |  | WStk |  |  |
| 1214 | 1410 |  | UHAKI |  |  |
| 1515 | 1000 |  | Master |  |  |
| 1210 | 1030 |  | Alix |  |  |
| 1211 | 1120 |  | urdiv | JUHEN | \＆NU」KELTLY， |

SMOUL TABLL
ALX IOS

もAdT／J／o
もLIうT ノヒム」
甘UKH 7く4S
LAU $7 \perp 10$
UnN UM $\quad 7106$
LNSA yJOS
LASA！ $76 / 2$
しへらM 74SO
UnT 74／つ

UUNTIN／SSつ
LUNSAL $\quad$ フつつ
LUNSMS I つOU

| Cr |  |
| :---: | :---: |

LirL $\quad$ しょくS
しKLr 11つ1
じKLン 7こうつ
UKLく 1146

CURFAG $7<02$
ヒ×AM／1004
ヒ×C 7WOI
－Mぐも $76<0$

|  | －Mつ | 16 |
| :---: | :---: | :---: |

トr゙く46 760
トRUG 730く
GAML 7 SO1
•RUG 7Sノノ
dNX 7 ・ノ
dive 7014
－V10 $\quad 1504$
•N11 750つ
N1く 7500
－N1J ノSO！

|  | V14 | 7316 |
| :---: | :---: | :---: |

1v10 1245
ไiv1／ 7244
liviy 7242

|  | 」べく | 7240 |
| :---: | :---: | :---: |

•Nくよ ノコノ」
•Nさく 1241
•Nくら 7 つつレ
• 7 つこう」
－NくO 1 つOO
いNご 724 I

はN7 7 V／O
1NO 11／2
livy 71／6
JMSEK 74／つ

|  |  |  |  |
| :---: | :---: | :---: | :---: |

JUMH 7Uく／
Kとヒト／JOど
Lr 7ヒ4ノ

SYMUUL IAGLE

| L．MMd | 1414 |
| :---: | :---: |
| L．MLO | 7415 |
| L dNK | プつ0 |
| $L \nmid+$ | フコヒく |
| L dr 4 |  |
| LrAK | $7<10$ |
| LIADL | 1046 |
| MASK | 7416 |
| MA゚SKEK | 1050 |
| NU | 111／ |
| URIN | 71つく |
| hivum | 7440 |
| Hive | 1424 |
| HUNL | 71／0 |
| HUNIV | 146d |
| HUNL | 1く6く |
| HUNS | $1<60$ |
| HUNS | 1くく入 |
| HUN4 | $1 \ll 0$ |
| $r L_{6}$ | 7ん以」 |
| Wutil | 7021 |
| KとA | 761く |
| KEAU | 7ロヒく |
| KEAU | フビノ |
| KとTN | 7115 |
| $\bigcirc A C$ | 7 つ |
| $\bigcirc A U$ | $11<3$ |
| SUHAK | 1 121 |
| 勺ヒX | 7611 |
| SMUT | 111つ |
| SLA | $10 つ 1$ |
| ゝrヒx1T | プく6 |
| SHNTK | ノ1く」 |
| SH1／\％ |  |
| 勺＋C0b | 7く1」 |
| ゝrでくも6 | プノく |
| つト406 | 1515 |
| Sr 4 Ebo | フリノ |
| ゝr／ヒも0 | 7514 |
| Sr／OU0 | $1<04$ |
| SIAKT | 760 |
| Tabli | 7 WH 4 |
| 1ABLC | 1701 |
| 1 EM | 1450 |
| TEMく | 14以 |
| TME | 1 つ 〕 |
| TM4 | ノつつく |
| 1UTE | 1」／4 |
| Tんロロ\％ | 1201 |
| Tr1 ubu | 1 |
| 「ツ1／1 | 146u |
| 1rcok | 14 くく |
| $1+く 46$ | 1 コ1 |

SYMUUL TABLL

| $\begin{aligned} & \text { Trizol } \\ & \text { Trow } \end{aligned}$ | $\begin{aligned} & 7 \text { วŋノ } \\ & 7 \text { ככว } \end{aligned}$ |
| :---: | :---: |
| Trフovk | 7400 |
| Tr7／ | 7つつ4 |
| TKAU | 7 リ／ |
| TKAN | 7くゝ0 |
| TゝTJMS | リブく |
| TYHN | 7ん56 |
| UHAK1 | 1410 |
| UHAK＇ | 1120 |
| URAKS | 7140 |
| WUKW | 7101 |
| WכEK | 1 ごつ |
| Wフヒk1 | 7 ブ |
| WつヒKく | $72<0$ |
| xuUNT | 7544 |
| trat |  |

