

THE CLASSIC PRIMER:
A SELF-TEACHING GUIDE

DEC-08-ECPGA-B-D

## PREPARED

BY

COURSE DEVELOPMENT GROUP
EDUCATIONAL SERVICES DEPARTMENT

DIGITAL EQUIPMENT CORPORATION • MAYNARD, MASSACHUSETTS

June, 1976
First Printing, May 1975

The information in this document is subject to change without notice and should not be construed as a commitment by Digital Equipment Corporation. Digital Equipment Corporation assumes no responsibility for any errors that may appear in this Guide.
The software described in this guide is furnished to the purchaser under a license for use on a single computer system and can be copied (with the inclusion of DIGITAL's copyright notice) only for use in such system, except as may be otherwise authorized in writing by DIGITAL.
Digital Equipment Corporation assumes no responsibility for the use or reliability of its software on equipment that is not supplied by DIGITAL.

Copyright © 1976 by Digital Equipment Corporation

The following are trademarks of Digital Equipment Corporation:

CLASSIC DEC DIGITAL

## PREFACE

This book is part of a three-volume set that documents the CLASSIC system. The three volumes in this set are:
(1) The CLASSIC Primer: A Self-Teaching Guide Order No. DEC-08-ECPGA-B-D
(2) The CLASSIC User's Reference Guide Order No. DEC-08-ECUGA-B-D
(3) The CLASSIC Installation and Maintenance Guide

Order No. DEC-08-ECIMA-B-D
The Primer is designed to assist the novice user in learning to operate CLASSIC and write programs in the BASIC language. The User's Refereñe Guide consists primarily of alphabetical directories of all the commands recognized by CLASSIC with explanations and examples of each command. The Installation and Maintenance Guide provides step by step guidance for installing the CLASSIC system and a detailed procedure for correcting minor problems.
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# Chapter I Running Classic 

## HOW TO RUN A CLASSIC PROGRAM

This chapter will help you learn how to run a computer program on CLASSIC. Start by telling your teacher or
instructor that you want to use the computer. Arrange for a time to use CLASSIC and ask him or her to lend you copies of the CLASSIC System disk and the BASIC Program Demonstration disk. Then follow these steps:

| DO THIS | LIKE THIS |
| :---: | :---: |
|  | BUT IF SOMETHING <br> GOES WRONG, <br> READ THIS |

(1)

Make sure that the computer is plugged into a 3 -holed socket.


## (2)

Push the top of the red ON/OFF switch on the front of the machine so that it stays in.


You should now hear some "clicks" from inside the computer. You may even hear the soft whirr of fans. In a minute, you should see a short flashing line on the screen.


If you do not see this line, make sure that the plug is pushed all the way in and press the red ON/OFF switch again. If nothing happens this time, ask your teacher or instructor for help.

## (3)

When you hold a CLASSIC disk, DO NOT TOUCH THE BROWN PARTS that appear through the holes in the cover. Always hold a disk only by its cover.


Take the CLASSIC System disk out of its envelope by placing your thumb on the label.

DO NOT
TOUCH
HERE

(4)

Lift the left-hand door on the front of the CLASSIC by pinching its latch between your thumb and finger.

envelope

Slide the CLASSIC System disk into the drawer, label side up, but DO NOT FORCE THE DISK into the drawer. It should slide in smoothly.

## (5)

Close the door over the disk, but DO NOT FORCE THE DOOR CLOSED. The door latch will "click" when it is closed properly.

## (6)

Take the BASIC Program Demonstration disk out of its envelope and slide it into the right-hand drawer. Close the right-hand door over the second disk so that it clicks.

## (7)

Push the top of the white START button on the front of the machine and let it go again, allowing it to rock out.


If the disk does not slide in smoothly, make sure that you have lifted the door all the way up and that another disk is not already in the drawer. If you find another disk, slide it out and give it to your teacher or instructor. DO NOT PLACE THE DISK ON THE DESK WITHOUT ITS ENVELOPE.



Now type R BASIC after the dot, pressing the space bar once between the $R$ and $B$ as shown in the picture.


If you make a mistake, hold down the CTRL key and press the $U$ key. This will print $\wedge U$ and another dot will appear. Then type R BASIC correctly.

| DO THIS | LIKE THIS | BUT IF SOMETHING <br> GOES WRONG, <br> READ THIS |
| :---: | :---: | :---: |

Everything you type will appear on the screen. If you make a mistake, hold down the CTRL key and type U to tell CLASSIC to delete the line you have just typed. Then retype the line correctly.

## (10)

Push the wide key that says RETURN.

CLASSIC should print the message NEW OR OLD-

## (11)

Find the keys that say 1 and 0 on the top row of the keyboard. You must always use these keys to type the numbers one and zero. The keys that say $I$ and $O$ on the second row of the keyboard are used to type letters only.
number 1 key

SHIFT key

On kevs that have two characters like the, 有 and you can type the upper character by holding down the SHIFT key while pressing the character key. For example, if you want to type ":", you must hold down the SHIFT key and press the $\left[\begin{array}{l}\text { key. }\end{array}\right.$

Pushing the RETURN key tells CLASSIC to read the line you have just typed.


If NEW OR OLD- is not printed, look to see if a new dot has been printed after any other message that you might see. If you see a new dot, type $R$ BASIC again and push RETURN.
If you do not see the NEW OR OLD- message or a new dot, hold down the CTRL key and press C. This should cause CLASSIC to print a new dot. Then type R BASIC and press RETURN.
If NEW OR OLD- still does not appear, ask your teacher or instructor for help.
number 0 key
letter O key
: key

SHIFT key

These are typed by holding down the SHIFT key.


| DO THIS | LIKE THIS |
| :---: | :---: | | BUT IF SOMETHING |
| :---: |
| GOES WRONG, |
| READ THIS |

## (12)

Now type OLD RXA1:GUESS after the NEW OR OLDmessage. Press the space bar once between the $D$ and $R$, and be sure to use the correct keys for 1 and : as shown in the picture.

Press the RETURN key again. CLASSIC should then respond only with the word READY as shown in the figure above.

## (13)

Now type:
RUN
and press RETURN. In a minute, CLASSIC should print:

GUESS BA 3.0
and then display messages for you to read and questions for you to answer. The computer will tell you that it is waiting for an answer by printing a question mark (?). Type your answers after the question marks. Do not forget to press the RETURN key after you type to tell CLASSIC to read your answer. If you make a mistake, hold down the CTRL key and press the $U$ key.

## (14)

When you have played GUESS as much as you like, hold down the CTRL key and type C. This will cause the READY message to be displayed again.


If you make a mistake, hold down the CTRL key and press U. CLASSIC will respond "DELETED". Then type OLD RXA1:GUESS again.

## If the message OLD FILE NAME- is printed, type RXA1:GUESS and press RETURN.

If the message BAD FILE is printed, type OLD RXA1: GUESS again and press RETURN. If BAD FILE is printed again, ask your teacher or instructor for help.
If any other message is printed, make sure that the right-hand door is closed completely and begin again from Step 7. If you have further trouble, ask your teacher or instructor for help.

If a question mark does not appear after the messages, ask your teacher or instructor for help.

[^0]

## DO THIS <br> LIKE THIS

(15)

Whenever you see the READY message, you can ask CLASSIC to run another program. For example, type: OLD RXA1:SYNONY and press RETURN. CLASSIC should respond:

READY
without any other message.

## (6)

Now type RUN and press RETURN. In a minute, CLASSIC should print:

SYNONY BA 3.0 and then give you further instructions. SYNONY is a ten question drill on synonyms that records the scores achieved by all the students who use it. This program will end by itself, so you do not have to type CTRL/C.
(17)

When the READY message reappears, you can ask CLASSIC to run another program if you like. The names of some of the other programs that you can run using the BASIC Program Demonstration disk are:

```
ACEY02 HURK02
CALC MORGAG
EASY03 QUAD03
HMRABI WTDAVG
HURKLE
```

Each of these programs is explained at the end of this chapter. To use any of these, type OLD RXA1: and the program name as you did for SYNONY in Step 15. For example, you might type:

OLD RXA1:ACEY02 and press RETURN. Then type RUN as you did in Step 13.

## (18)

When you have finished working with CLASSIC, type CTRL/C as many times as necessary until the dot reappears on the screen at the beginning of a line. Then open the doors over the disks and gently slide the disks out from the drawers. Place the disks back in their envelopes so that the labels can be seen. Hold the disks as you did in Step 3. When both disk drawers are empty, close their doors and push the bottom of the red ON/OFF switch. The display will disappear. Return the disks to your teacher or instructor.


If any other message is displayed, type OLD RXA1: SYNONY and press RETURN again. If you have further problems, ask your teacher or instructor for help.

If further instructions are not displayed, ask your teacher or instructor for help.


## SELECTED PROGRAMS ON THE BASIC PROGRAM DEMONSTRATION DISK

Below are explanations of some of the programs that you can run using the BASIC Program Demonstration disk. Each program is followed by part of a sample run. The lines that you type have been circled. For additional information on these programs, see Appendix A. (Your teacher or instructor may have another disk with additional programs that you can run.)
ACEY02 plays the card game Acey-Deucey. The computer deals two cards and you bet on whether a third card will fall between them. You begin with \$100; aces are high and deuces are low.

EASY03 finds the factors of numbers that you enter - you type a number and CLASSIC displays all the numbers that will divide into it evenly.

```
OLD RXA1:EASYO3
REAIIY
(&UN
EASYOJ BA 3.0 30-DEC-75
EASYOZ
this frograim will find the positive factors of any number that YOU ENTER, AFTER YOU HAUE ENTEFEL ALL THE NUMBERS THAT YOU ARE INTERESTED IN: ENTER 'QUIT' TO STOF THE FROGRAM.
YOUR NUMEEE:60
THE FACTORS OF 60 ARE:
M
YOUR NUMBER?C
```

GUESS you try to guess a number between 1 and 100 that the computer has picked.

```
OLII RXA1:GUESS
READY
RUN
GUESS EA 3.0 30-NEC-75
gUESS: THE NUMEER GUESSING GAME
flease type your first name and then fress the return key.
    WHAT IS YOUR FIRST NAME? K'ATHY 
mELLO, KATHY!
I AM THINKING OF A NUMBER BETWEEN I AND 100.
TRY TO GUESS WHAT IT IS. (PRESS FETUURN AFTER EACH GUESS.)
YOUR GUESS{55
    TOO HIGH: GUESS AGAIN.
YOUR GUESS?-C
```

HMRABI lets you act as governor for the ancient city of Sumeria for a ten-year term of office.

## OLD RXA1:HMRABI

## REAIIY

HMRABI BA 3.0 30-DEC-75
TRY YOUR HAND AT GOVERNING ANCIENT SUMERIA
SUCCESSFULLY FOK A 10-YF TERM OF OFFICE.
HAMURABI: I EEG TO REFORT TO YOU,
IN YEAR 1 , O FEDFLE STARUED, 5 CAME TO THE CITY.
FOFULATION IS NOW 100
THE CITY NOW OWNS 1000 ACRES.
YOU HARUESTEI 3 gUSHELS FER ACRE.
KATS ATE 200 BUSHELS.
you now have 2800 fushels in store,
LAND IS TRADING AT 20 EUSHELS FER ACRE.
HOW MANY ACRES IIO YOU WISH TO RUY?
HOW MANY ACRES DO YOU WISH TO SELLí? (100)
HOW MANY RUSHELS DO YOU WISH TO FEEI YOUR FEOFLET ( 2000
HOW MANY ACRES DO YOU WISH TD FLANT WITH SEEII? 900

HAMURAES: I BEG TO REEFORT TO YOU
IN YEAR 2 , o FEOFLE STARVEI, 11 CAME TO THE CITY,
FOFULATION IS NOW 111
THE CITY NOW OWNS 900 ACRES.
YOU HARUESTEL 1 BUSHELS FER ACRE,
RATS ATE O GUSHELS.
YOU NOW HAVE 3250 EUSHELS IN STORE.
LANI IS TRADING AT 25 gUSHELS FER ACRE.
HOW MANY ACRES DO YOU WISH TO BUY?C
REAIIY


You type your guess as two numbers separated by a comma, the first number corresponding to the eastwest location and the second to the north-south location.
DLI RXA1:HURKLE

| REAIY |
| :--- |
| (RUN) |
| HURKLE EA $3.0 \quad 30-$ DEC-75 |$l$

```
A HURKLE IS HIOING ON A 10 EY 10 GRIII. HOMERASE
ON THE GRID IS FOINT O.O ANI ANY GRIIFOINT IS A
FAIR OF WHOLE NUMBERS SEFARAATEG BY A COMMAA. TRY TO
GUESS THE HURKLE'S GRIUPOINT, YOU GET S TRIES.
AFTER EACH TRY, I WILL TELL YOU THE APPROXIMATE
IIRECTION TO GO TO LOOK FOF THE HURKLLE
GUESS # 1 ? 4,4
GO SOUTHEAST
GUESS # 2 ? 2,5
GO SOUTHEAST
GUESS # 3 ? (1,6
GUESS * 4 ? C-C
READY
```

HURK02
is a more difficult version of HURKLE that uses a grid with both positive and negative locations (a Cartesian coordinate system). The HURK02 grid looks like this:


SOUTH


YOUR AUAILAELE OFTIONS ARE NOW "GO", 'HELF', 'INSTR', ${ }^{\prime}$ QUIT', 'SIZE", AND 'TRIES". WHICH WOULI YOU LIKE TO EXERCISE (ENTER A WORI)?

THE HURKLE IS HIIING IN AN B EY 8 COORIINATE GRII, HORIZONTAL THE HURKLE WITHIN 6 GUESSES!

YOUR FIRST GUESS (ENTER COORIINATES SEFARATED EY A COMMA)? (0,O GO EAST..
YOUR SECONA GUESS? ( 5,0 )
YOUR FIRST COORIIINATE IS OUTSIIE OF THE HURKLE'S GRIII! TRY AGAIN...
YOUR SECONII GUESS? 4,0
GO WEST...
YOUR THIRI GUESS? (2,0)
GO WEST..
YOUR FDURTH GUESS? (1,0)
HURK! HURK! YOU FOUNI THE HURKLE IN 4 GUESSES!!
If YOU'I LIKE TO FLAY AGAIN, FLEASE ENTER THE "GO' OFTION HELOW.

YOUR AUAILAELE DFTIONS ARE NOW 'GO', "HELF", "INSTR', 'QUIT", 'SIZE", AND 'TRIES'. WHICH WOULI YOU LIKE TO EXERCISE (ENTER A WORI)? (C) readiy

MORGAG
computes the monthly payments on a mortgage or any other long term loan. You supply the amount of the loan, the annual interest rate, and the number of years that you will be allowed to pay back the loan.
(0LI FXA1:MORGAG)
READY
(RUN)
MORGAG BA 3.0 30-IECC-75
COMPUTATION OF MORGAGE FAYMENTS
FLEASE INFUT THE FEINCIFAL (WITHOUT COMMAS)? 39200
INFUT THE ANNUAL INTEREST RATE (IN \%)? (9)
INFUT THE TERM (IN YEARS)? 3
FFINCIFAL
INTEREST RATE
TERM
MONTHLY FAYMENT

- 29200

300 MONTHS

IF YOU WANT THE MONTHLY BREAKDOWN ON THE SCREEN, ENTER *SCREEN".
IF YOU WANT IT ON DISK ENTER' FISK".
IF YOU DON'T WANT IT AT ALL ENTER -NO"
YOUR ENTRY? SCREEN

| MONTH | OUTSTANDING <br> FRINCIFAL | INTEREST <br> PAYMENT | PRINCIPAL <br> PAYMENT | TOTAL <br> INTEREST | TOTAL <br> PRINCIPAL |
| :---: | :---: | :---: | :---: | :---: | ---: |
| 1 | 29200 | 219 | 26.05 | 219 | 26.05 |
| 2 | 29173.9 | 218.8 | 26.25 | 437.8 | 52.3 |
| 3 | 29147.7 | 218.61 | 26.44 | 656.41 | 78.74 |
| 4 | 29121.2 | 218.41 | 26.64 | 874.82 | 105.38 |
| 5 | 29094.6 | 218.21 | 26.84 | 1093.03 | 132.22 |
| 6 | 29067.8 | 218.01 | 27.04 | 1311.04 | 159.26 |
| 7 | 29040.7 | 217.81. | 27.24 | 1528.85 | 186.5 |
| 8 | 29013.5 | 217.6 | 27.45 | 1746.45 | 213.95 |
| 9 | $-C$ |  |  |  |  |
| REALLY |  |  |  |  |  |

QUAD03 finds the roots of a quadratic equation. You supply the values of A, B, and C for the equation:

$$
A x^{2}+B x+C=0
$$

and the computer will tell you what values of $x$ will make the equation true.


SYNONY helps you practice recognizing synonyms by asking you to enter a word having the same meaning as the computer's word. This program presents 10 words and tells you if your answers are correct or incorrect for each one. In addition, the program records the total number of correct and incorrect responses that have been typed for each word.

WTDAVG
calculates a weighted average for a set of up to 100 numbers. You enter the weights for each number in the set and then you may enter as many sets as you like. This program has several optons that you can exercise (such as changing the weights for each grade) which are explained in the instructons.

OLD RXA1:WTLIAVG
(RUN)
WTDAVG BA 3.0 30-NEC-75

WEIGHTED AVERAGING
dO YOU WISH TO SEE THE INSTRUCTIONS ("YES" OR "NO")?
how many grades do you have for each student?3
INPUT YOUR RELATIVE WEIGHTS FOR EACH GRADE bELOW:
WEIGHT FOR GRADE + 1 ?
WEIGHT FOR GRADE +2 ?
WEIGHT FOR GRADE +3 ?
INPUT YOUR GRADES FOR STUDENT * 1 BELOW:
GRADE * 1 ? ${ }^{2}$ O

| GRADE $* 2$ ? 25 |
| :--- |
| GRADE |

THE WEIGHTED AVERAGE OF STUDENT $\geqslant 1$ 'S GRALIES $=86.6666$

INPUT YOUR GRADES FOR STUDENT $\geqslant 2$ bELOW:
GRADE $\ddagger 1$ ? C

## READY

SYNONYMS
IF YOU SEE THE MESSAGE: EN AT LINE 2020
BELOW, RUN THE PROGRAM -SYNSET: FY TYFING: OLD RXA1:SYNSET
AND THEN:

MESSAGE:
No ERROR MESSAGE
A SYNONYM OF A WORD IS ANOTHER WORD IN THE ENGLISH LANGUAGE WHICH HAS THE SAME OR VERY NEARLY THE SAME MEANING.

I CHOOSE A WORD -- YOU TYFE A SYNONYM.
WHAT IS A SYNONYM OF FIRST T
READY

## Chapter 2

## Using Classic

## WHAT IS CLASSIC?

CLASSIC is a computer system that is made up of three parts: hardware, software, and documentation. The hardware is that part of the system that you can see and touch and bump into. The software is made up of programs that control how the computer works. (Think of a television set: the set itself is hardware, but the programs that you see and hear are software.) This guide is part of the CLASSIC documentation which explains how to use the system. Each of these three parts is described below in more detail.

HARDNARE
The CLASSIC hardware consists of four units (or devices):
(1) the desk,
(2) the keyboard/screen,
(3) the disk drives, and
(4) the central processing unit.

The locations of these units are shown in Figure 2-1. Desk. Your computer system is housed completely within a movable desk. All the parts needed for CLASSIC to work are put together so that the system may be moved from one classroom to another quickly and easily.
Keyboard/screen. The CLASSIC keyboard and screen are used to "talk" or interact with the computer. When the computer is running, you press keys on the keyboard and those letters or numbers will appear on the screen. The keyboard looks like a standard typewriter; the screen is like a small television. These two devices together are usually called the computer terminal.

Disk drives. CLASSIC comes with several flexible disks that can store your work in much the same way that tapes for tape recorders store music. Some of these disks are pre-recorded and are needed to make the system work. Other disks are blank, allowing you to store your own work. To be used, the disks must be placed in the disk drives just as records must be placed on a record player before you can listen to them.

Central Processing Unit. The "heart" of your CLASSIC system is the central processing unit (CPU) which is hidden at the very back of the desk. The CPU is like the system's motor: it must run for the system to do anything at all. The CPU is sometimes referred to simply as the computer.
Figure 2-2 shows how the CLASSIC hardware units relate to each other. Directions for using each unit are given in the CLASSIC User's Reference Guide. Suggestions for keeping the hardware working properly and correcting minor problems are presented in the CLASSIC Installation and Maintenance Guide.

## SOFTWARE

CLASSIC can run three different types of programs: the monitor program, the editor program, and BASIC language programs.
When you push the white START button, CLASSIC automatically runs the monitor program. You can tell when this program is running because it prints a dot (.) or an asterisk (*) when it is waiting for you to type. The lines that you type when the monitor program is running are called monitor commands. For example, the line R BASIC typed after the dot is a monitor command. Monitor commands are used to perform certain operations such as copying programs from one disk to another.


Figure 2-2
Relationships Between CLASSIC Hardware Units
By typing the monitor command R BASIC, you ask CLASSIC to run the editor program. The lines you type when the editor program is running are called editor commands. For example, the line OLD RXA1:GUESS is an editor command. The editor program does not print a dot, but does print the word READY after it completes certain jobs. Editor commands are used to write, change, and run BASIC language programs.
BASIC language programs differ from the other types of CLASSIC programs because you can write them.

BASIC is a language similar to English, and writing a program in BASIC is like writing directions in English. You may think of a BASIC language program as a recipe that tells the computer how to do a specific job, and each statement line in the program is like a single step in that recipe. To display the statements that make up a BASIC language program stored in the computer's memory on the screen, you can use the editor LIST command.
The following example demonstrates the difference between monitor commands, editor commands, and BASIC language statements. Underlined commands are typed by the user.

| (6F EASIC) | NOTE |
| :---: | :---: |
| NEW OR OLD -OLI RXA1:GUESS | NOTE 2 |
| REALY | NOTE 3 |
| LIST 800 | NOTE 3 |
| GUESS EA 3.0 03-FEB-76 |  |
| 800 REM **** TOO LOW OR TOO HIGH |  |
| 810 REM |  |
| 820 FRINT " TOO '; |  |
| 830 IF G>N THEN 860 |  |
| 840 FRINT 'LOW" |  |
| 850 GOTO 870 | NOTE 4 |
| 860 FRINT ${ }^{\text {a }}$ (HIGH*; |  |
| 870 FRINT ', GUESS AGAIN.* |  |
| B80 PRINT |  |
| 890 LET K=K+1 |  |
| 900 GOTO 630 |  |
| 910 ENLI |  |
| REALY |  |

NOTES:
(1) R BASIC is a monitor command that tells CLASSIC to run the editor program. Notice the dot that precedes this command. The dot was printed by the monitor program, not typed by the user.
(2) OLD RXA1:GUESS is an editor command that tells CLASSIC to find the program called GUESS on disk drive 1 (RXA1) and put it into the computer's memory. Notice that READY is printed when
this operation is completed.
(3) LIST 800 is an editor command that tells CLASSIC to display the program stored in its memory on the screen, beginning with line 800.
(4) These are the BASIC language statements that make up part of the program GUESS. Note that each begins with a line number and is made up of simple English words or mathematical expressions.

## DOCUMENTATION

The CLASSIC documentation is made up of three Guides:
(1) CLASSIC Installation and Maintenance Guide
(2) The CLASSIC Primer: A Self-Teaching Guide
(3) CLASSIC User's Reference Guide

These guides contain all the information that you will need to work with CLASSIC, from installing it to writing BASIC language computer programs to correcting minor problems.
CLASSIC Installation and Maintenance Guide. The CLASSIC system is designed so that it can be installed by anyone who carefully reads and follows the directions. The installation involves uncrating the system, connecting its units, testing its operation, and copying the BASIC system disk. The CLASSIC Installation and Maintenance Guide provides step-by-
step instructions for each of these four processes and contains a complete maintenance section to help you keep your CLASSIC in top working order and direct you in correcting minor problems.
The CLASSIC Primer: A Self-Teaching Guide. The CLASSIC Primer will help you teach yourself how to work with CLASSIC. The first few chapters will lead you through the use of the CLASSIC software, and the last chapter will help you discover some of the many ways to use CLASSIC and find further information on computer uses in instruction. (If you have the optional FORTRAN IV software but have never used a computer before, it is recommended that you teach yourself BASIC before you try to learn FORTRAN.)
CLASSIC User's Reference Guide. Once you have learned to use CLASSIC, you will often need a reference to help you remember rules and the meanings of error messages. This information is collected in the CLASSIC User's Reference Guide.
If you have the optional FORTRAN IV software, you will also need the OS/8 Handbook (order number DEC-08-OSHBA-A-D). Pages 1-78 to 1-92 of the OS/8 Handbook explain how to create a FORTRAN program file with the Symbolic Editor. Pages 8-1 to 8-64 describe how a FORTRAN program is compiled, loaded, and executed, and pages $8-65$ to $8-124$ discuss the various statements that make up the FORTRAN IV language.

## USING THE CLASSIC SOFTWARE

As you learn to work with CLASSIC, you will make mistakes. Some of your mistakes will be minor and can be easily corrected. Others will be major and may even destroy part of the CLASSIC software. To correct these major errors, you will need a back-up or duplicate copy of your svstem disks. Therefore,

## BEFORE YOU DO ANY WORK ON YOUR SYSTEM, MAKE SURE THAT THE PERSON IN CHARGE OF YOUR CLASSIC SYSTEM HAS BACK-UP COPIES OF ALL THE DISKS THAT YOU WILL USE.

## TYPING RULES USED IN THIS GUIDE

Two conventions will be used throughout this Guide to indicate what CLASSIC will display and what you should type.
First, everything that you must enter (type in) through the keyboard will be underlined. Anything that is not underlined is displayed by CLASSIC. Look at the following example:

$$
\frac{. D A T E}{N O N E}
$$

In this example, CLASSIC displays the first dot, you type "DATE" (and then press the RETURN key), and the system displays "NONE" and the second dot.

Second, " 0 " will be used to stand for the number "zero" and "O" for the letter "oh". You should also note that there is a " 1 " key at the upper left-hand corner of your keyboard which must be used to type the number "one". CLASSIC does not recognize lower case letters, so neither the lower case "L" ("l") nor the upper case " 1 " can be used for the number "one" as might be done on a standard typewriter.

## Chapter 3 <br> Beginning Basic Programming

## UNDERSTANDING WHAT TO DO

In Chapter 1 you learned how to start CLASSIC and run a program. Chapter 2 explained the difference between the monitor program, the editor program, and BASIC language programs. This chapter will help you teach yourself about CLASSIC by writing programs in the BASIC language and using various monitor and editor commands.
Each section in Chapter 3 contains exercises to help you understand how CLASSIC works. Suggested answers to these exercises are given in Appendix C. For some exercises, however, there may be more than one correct answer, especially when you are asked to write your own computer programs.

## SECTION 3-A

## MAKING CALCULATIONS

## ENTERING BASIC PROGRAMS

When you typed R BASIC in Chapter 1, CLASSIC set aside a certain area of its memory for you to use as a workspace. The workspace is used to write and run BASIC language programs. When you typed OLD RXA1:GUESS, you told CLASSIC to read the program GUESS into your workspace from the disk that it knows as RXA1. (RXA1 always refers to the disk in the right-hand disk drive.) To tell CLASSIC that you want to enter a new program into the workspace from the keyboard, you could use the editor NEW command. For example, you might type:

[^1](Remember that lines that are not underlined are typed by the computer, and lines that are underlined must be typed by you and ended by pressing the RETURN key.) The command:

## NEW PROG1

tells CLASSIC that you want to write or enter a new program called PROG1 into the workspace.
If you then type LIST (and push RETURN), CLASSIC will print:
PROG1

READY $\quad$ BA $\quad 3.0$| THIS IS THE HEADER OF |
| :--- |
| YOUR PROGRAM. |

LIST is an editor command just like OLD, RUN, and NEW. It tells CLASSIC to list the program in your workspace. If you did not use the OLD command to read a program into the workspace and have not yet put a new program into it, your workspace is empty and only the header will be displayed. The header consists of:
(1) the name of your program (PROG1),
(2) its extension (a two-letter code indicating its type, usually BA for BASIC language programs), and
(3) the version number of the CLASSIC software (3.0).

When the READY message appears, you may begin entering a BASIC language program into the workspace. This is done simply by typing BASIC language statements at the keyboard. For example,
you might type:
10 PRINT 7
This program will then be in your workspace. The program consists of two statements, a PRINT statement and an END statement.

The END statement must always be the last statement in your program.

Notice that each statement begins with a line number. You may enter statements in any order, but CLASSIC will automatically put them in order by their line numbers.
If you type LIST after this program has been entered, the new contents of the workspace will be displayed.

| LIST |  |  |
| :--- | :--- | :--- |
| PROG1 | BA | 3.0 |
| 10 PRINT 7 |  |  |
| 99 END |  |  |
| READY |  |  |

To run this program, you must type RUN (and press RETURN). In a few seconds, CLASSIC should print:

RUN
PROG1
$B A$
3.0

7
READY

If it does not, your program contains an error and CLASSIC will print an error message. At this stage, correct your errors simply by retyping your program and RUNning it again. Error messages will be explained later.
SCRATCH is another editor command. It tells CLASSIC to erase the program in your workspace. If you enter the SCRATCH command, your workspace will be empty, just as it was after the NEW command. You might think of your workspace as a chalkboard that can be erased by typing SCRATCH. The editor SCRATCH command may be abbreviated to SC.
Exercise 1. This exercise will help clarify the steps that you must follow to enter and run a BASIC language program.
Start CLASSIC as you did in Steps 1 through 8 of Chapter 1 . Then type the lines shown below. If you make a mistake, simply retype the line.
. R BASIC
Tell CLASSIC to run the editor program.

NEW OR OLD-NEW FIRST
Tell CLASSIC that you are about to enter a new program called FIRST.
READY
10 PRINT $3+4$
99 END

RUN
FIRST BA
7
READY
20 PRINT 3-4
30 PRINT 3*4
40 PRINT 3/4
LIST
FIRST BA 3.0
10 PRINT 3+4 Note that CLASSIC puts the
20 PRINT 3-4
30 PRINT 3*4
40 PRINT 3/4
99 END
Type these lines. This new program contains two statements. END is the last statement because it has the highest line number.

Tell CLASSIC to RUN the program.
3.0 This is the program header.

The result is 7 since $3+4=7$.
Add these three statements to your program by typing them with the line numbers 20,30 , and 40.
Tell CLASSIC to LIST the program in its workspace. statements in order by the line numbers.

Now RUN the program in your workspace.

| RUN |  | Now RUN the program in your <br> workspace. |  |
| :--- | :--- | :--- | :--- |
| FIRST | BA | 3.0 | These are the four results, |
| 7 |  |  | one for each of the first four <br> statements in your program. |
| -1 |  |  |  |
| 12 |  |  |  |
| sEADY |  |  |  |

Look at your program more carefully. Note the symbol that is used to perform each of the four arithmetic operations.

| Operation | Symbol |
| :--- | :---: |
| Addition | + |
| Subtraction | - |
| Multiplication | $\star$ |
| Division | 1 |

Exercise 2. SCRATCH your workspace and enter the following program:

10 PRINT $12+3$
20 PRINT 12-3
30 PRINT 12*3
40 PRINT 12/3
99 END

Before you RUN this program, write down what you think the computer will print. Then RUN the program to check yourself.
Exercise 3. Write original programs using the PRINT and END statements to make other calculations. Be sure to SCRATCH your workspace between each program and include the END statement as the last statement in your program.
When you write your own programs, you may use any whole numbers (integers) between 1 and 99999 as line numbers.

CLASSIC allows line numbers from 1 to 99999.
However, instead of numbering statements with consecutive numbers ( $1,2,3$, etc.) use $10,20,30$, and so on. This gives you room to insert a new statement between two old statements. For example, if you had already entered a program using $10,20,30,40$, and 99 as line numbers, you could insert a statement between statement 20 and statement 30 by using 25 as the line number of the new statement.

## WRITING NUMERICAL EXPRESSIONS

So far, you have used the PRINT statement in the following form:
line number PRINT numerical expression
For example:


A PRINT statement in this form tells the computer to calculate the value (simplest form) of the numerical expression and print the result on the screen.
A numerical expression can contain more than one operation. For example, the program:

```
10 PRINT 3+4+5
99 END
```

will print the number 12 on the screen. CLASSIC usually prints the value of a numerical expression as a decimal number. The following table shows the values that CLASSIC will print for certain numerical expressions.

| Expression | Value <br> Printed | Remarks |
| :--- | :--- | :--- |
| 3.14 | 3.14 |  |
| -123 | -123 |  |
| $2+3+4$ | 9 | $2+3+4=5+4=9$ |
| $2 * 3 / 4$ | 1.5 | $2 * 3 / 4=6 / 4=1.5$ |
| $1 / 2+3$ | 3.5 | $1 / 2+3=.5+3=3.5$ |
| $2+3 / 4$ | 2.75 | $2+3 / 4=2+.75=2.75$ |
| $1 /(2+3)$ | 0.2 | $1 /(2+3)=1 / 5=.2$ |
| $(2+3) / 4$ | 1.25 | $(2+3) / 4=5 / 4=1.25$ |
| $1 / 3$ | 0.333333 | Value truncated to |
| $100 / 3$ | 33.3333 | six digits |

The table above illustrates each of the following rules:
(1) Arithmetic operations are done in order from left to right.
(2) All multiplications and divisions are done before any additions or subtractions. For example, to evaluate the numerical expression:

## $4+24 / 3^{*} 2-5$

CLASSIC:
(a) divides 24 by 3 to get 8 ,

(3) Parentheses can be used to change the order in which operations are done: all calculations within parentheses are done before those outside parentheses. For example, to evaluate the numerical expression:

$$
((6+14) / 2-6) * 3
$$

CLASSIC:

$$
(\underbrace{(6+14)} / 2-6) * 3
$$

(a) adds 6 to 14 to get 20,
(b) divides 20 by 2 to get 10 ,
(c) subtracts 6 from 10 to get 4, and then
(d) multiplies 4 times 3 to get 12 .
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There is a special program on the BASIC Program Demonstration disk that you can use to experiment with numerical expressions. This program is called CALC and evaluates numerical expressions. A sample RUN of this program is shown on the next page. Note that "QUIT" may be used to terminate this program. (CTRL/C will also work.)
Exercise 4. RUN program CALC from the BASIC Program Demonstration disk and experiment with various combinations of the four operations and parentheses. If you make a mistake that causes CLASSIC to end the program and print an error message, simply type RUN again after the READY message appears and reenter your expression.

Sample Run of CALC：

```
- BASMC
```


REFAY
FUN
GAl. B B 3.0



$2 み 3 * 4=: 4$

$1 . /(2+3)=0.2$

ソめいた
$(2+3) / 4=1.2 \pm$

$1.3=0.333333$
YOUR
$2 / 3: 0.666666$


REAXY
（1）BASIC programs are made up of statements．
（2）Each BASIC language statement begins with a line number．
（3）A line number may be any whole number between 1 and 99999.
（4）The last statement in a BASIC program must be an END statement．
（5）When evaluating a numerical expression，CLAS－ SIC calculates values inside parentheses first， then does all multiplications and divisions from left to right，and finally does all additions and subtractions from left to right．
（6）If an expression contains parentheses within parentheses，expressions are evaluated from the innermost parentheses out．
（7）Program statements with mistakes can be cor－ rected by simply retyping them．
（8）Additional statements can be inserted into an existing program by using the appropriate line numbers．
The next section will talk about more things that you can do with the PRINT statement．

## LOOKING BACK

You now know five editor commands：
LIST lists the program in the workspace
NEW enters a new program into the work－ space from the keyboard
OLD reads a program into the workspace from a disk
RUN runs the program in the workspace
SCRATCH erases the program in the workspace
You also know two BASIC language statements：
PRINT prints the value of a numerical expres－ sion on the screen
END signals the end of a BASIC program
In addition，you should remember the following rules：

## SECTION 3-B

## PRINTING LARGER NUMBERS AND WORDS

## USING COMMAS AND SEMICOLONS

In the previous section you used the PRINT statement in the form:
line number PRINT numerical expression
A more general form of the PRINT statement is shown below:
line number PRINT list of expressions
For example:


Note that the expressions in this PRINT statement are separated by commas. The program:

10 PRINT 3+4,3-4,3*4,3/4
99 END
will cause the computer to print the following results:

| RUNNH    <br> 7 -1 12 0.75 <br> READY    |  |  |
| :--- | :--- | :--- | :--- |

RUNNH tells the computer to RUN the program in the workspace but without printing the header (NH stands for No Header).

The computer prints a result for each expression in the PRINT statement. Since the statement contained four expressions, four results were printed.

The results PRINTed by a program are called the
program output.
When commas are used, CLASSIC will print up to five results on each line. If there are more than five expressions in the PRINT statement, additional results are automatically printed on the next line.
For example, the statement:
10 PRINT $3+4,3-4,3^{*} 4,3 / 4,3^{*} 4^{*} 5,3^{*} 4 / 5,3 / 4^{*} 5$
will cause the computer to print the following results:
RUNNH

|  | -1 | 12 | 0.75 |
| :--- | :--- | :--- | :--- |
| 2.4 | 3.75 |  |  |

You can think of a line on your screen as being divided into five print zones, each 14 spaces wide.

A comma in a PRINT statement tells CLASSIC to move to the next print zone before printing the next result.

If you use a semicolon (;) instead of a comma to separate expressions, the results will be packed more closely together:

| 10 PRINT 3+4;3-4; $3^{*} 4 ; 3 / 4$ | Note the semicolons (;). |
| :--- | :--- |
| 99 END |  |
| RUNNH |  |
| $7-1120.75$ | The results are "packed" more <br> closely together than if you <br> had used commas. |
| READY |  |

LISTNH tells the computer to LIST the program in the workspace but without printing the header (NH stands for No Header).

LISTNH
 99 END

When you use semicolons to separate expressions, the computer will print up to 24 results per line. The actual number, however, depends on the number of digits that it must print. For example,

```
REAIIY
FEALIY
```

$\begin{array}{llllllllllllllllll}\text { FUNNH } \\ 1 & 2 & 3 & 4 & 5 & 6 & 7 & 8 & 9 & 10 & 11 & 12 & 13 & 14 & 15 & 15 & 17 & 14 \\ 19 & 19 & 20\end{array}$

The first 20 results were printed on the first line; the 21st through 24th on the second line.

A semicolon in a PRINT statement tells CLASSIC to print the next result without moving to the next print zone.

Whenever CLASSIC prints a number it uses the following format:
sNb
where: $s$ is the sign of the number ("-" for negative and a blank for positive)
N is the number (up to six digits long)
b is a blank
Thus, at least 3 spaces are needed to print each number. Since output lines (lines PRINTed by programs) may be up to 72 spaces long and $72 / 3=$ 24 , up to 24 results may be printed on each line. This format also explains the blank space at the beginning of the output line in the preceding program and the two spaces between each number: each number is preceded by a blank that represents the sign of the number (all positive in this case) and followed by a blank. The next example demonstrates this more clearly:

[^2]Using positive and negative numbers, you can more easily see the sign-number-blank format (sNb). Note that if a semicolon or comma ends a PRINT statement (see line 20), the output of the next PRINT statement continues on the same line.
Remember these things:

- A PRINT statement can contain more than one expression.
- One result is printed for each expression in a PRINT statement.
- If a PRINT statement contains more than one expression, the expressions must be separated by a comma (,) or semicolon (;).
- If commas are used for spacing, up to five results per line are printed. If semicolons are used, the results are "packed" more closely together. The actual spacing depends on the size of the numbers involved.
- RUNNH is an editor command that tells CLASSIC to run the program in the workspace without printing the program header.
- The results PRINTed by a program are called the program output.
Exercise 5. Write a program to produce the following results. Use commas and semicolons to adjust spacing and make your program as short as possible. Test your program on CLASSIC.


Exercise 6. Write a program to produce the following results. Hint: you can have more than one punctuation mark between two numbers.

$$
\begin{array}{cccc}
\text { FUNNH } & & 0.5 & 0.75 \\
0 & -0.25 & & -0.75 \\
& -0.25 & -0.5 &
\end{array}
$$

## STRINGS (ALPHANUMERICAL EXPRESSIONS)

So far, you have printed only numerical expressions. The PRINT statement in the following program directs the computer to print a string (alphanumerical expression).

[^3]The string is enclosed in quotes. While a numerical expression may contain only the digits 0-9 and signs for arithmetic operations, a string may contain any printing character on the keyboard except the backslash ( $\backslash$ ) and the underscore (__).
The next example illustrates the difference between strings and numerical expressions:

```
LISTNH
10 FFINT 414.6* 13.6 ='; 14.6 * 13.8
20 FRINN 3.6.6 + 8.72; "IS THE SUM OF 3.61 + 8.72.
g9 ENI
REAIY
FOINNH
14.6*:13.8=201.48
    12.33 J.5 THE SUM OF 3.61 + 8.72
reaily
```

In this example, the strings are:

```
"14.6 * 13.8 ="
"IS THE SUM OF 3.61 + 8.72"
```

The numerical expressions are:

```
14.6 * 13.8
    3.61 + 8.72
```

Exercise 7. On a separate piece of paper, write down what the computer will print when the following program is run. Then run it on the computer to check your answer.

```
10 FF:INT "COMFIJTERS LH ARITHMETIC LIKE THIS:-
0 FFINT " 3+4--5 ="; 3+4-5, "3+4!5 =="; 3+4+5, * 3+4/5 ='; 344/E
O FRINT " }3-4+5="; 3-4+5, " 3-4*5 ="; 3-4*5, -3-4/5 ='; 3-4/5
40 FRINT " 3*4+5 ='g 3*4+5* " 3*4-5 =*; 3*4\cdots5: "3*4/5 ='; 3*4/5
50 FRINT " 3/4+5="; 3/4+5, " 3/4-5 =*; 3/4-5, '3/4*5 ='; 3/4*5
60 FRINST " 6+5-4*3/2 =*; 6+5-4*3/2
9 9 ~ E N I I ~
```

Except for certain special characters (" $\backslash$ " and "__"), anything enclosed in quotation marks in a PRINT statement is printed exactly as it appears. No arithmetic is performed.

EXPONENTS - RAISING A NUMBER TO A POWER
A number is "raised to a power" by multiplying it by itself. For example, " 2 raised to the power of 3 " is evaluated (computed) by multiplying 2 times itself three times:

$$
2^{3}=2 \times 2 \times 2=8
$$

In this expression 3 is the exponent of 2.
CLASSIC uses the circumflex ( $\wedge$ ) to indicate the operation of exponentiation - raising a number to a power. (The circumflex is on the top row of keys above the 6 .) For example, $2^{3}$ would be typed as $2 \wedge 3$. The following program illustrates exponentiation on CLASSIC:
LISTNH

30 FFITNT $-34=3 * 3 * 3 * 3 \%=3$
99 ENII
REMNH
$\frac{\text { RLNNH }}{S^{2}=1} 5 * 5=25$
$3 \sim 4=3 * 3 * 3 \times 3=85$
REAGY

Here are some examples showing the values of numerical expressions in which the $\wedge$ is used.

| Expression | Value | Remarks |
| :--- | :--- | :--- |
| $2 \wedge 5$ | 32 | $2 \wedge 5=2^{*} 2^{*} 2^{*} 2^{*} 2^{*}=32$ |
| $3 \wedge 2+4 \wedge 2$ | 25 | $3 \wedge 2+4 \wedge 2=9+16=25$ |
| $(2+3) \wedge 4$ | 625 |  |

When an expression contains both exponentiation and other arithmetic functions, the exponentiation is always done first. This order may, however, be changed by using parentheses. For example, to evaluate the expression:

$$
(7-5) \wedge 4^{*}(8+2)
$$

CLASSIC:
$(7-5) \wedge 4^{*}(8+2)$
(a) subtracts 5 from 7 to get 2 .
(b) adds 8 to 2 to get 10 ,

2 $\wedge 4^{*}(\underbrace{8+2})$
(c) raises 2 to the 4 th power to get 16,
(d) and multiplies 16 times 10 to get 160.160

Exercise 8. Write your own programs or use the CALC program on the BASIC Program Demonstration disk to experiment with exponents by finding the values of the following expressions:
(1) $12 \wedge(4 / 2)$
(6) $10^{10-6}$
(2) $5^{5}$
(7) $(2+6) \wedge(4-2)$
(3) $3 / 4 \wedge 2$
(8) $7 \wedge 1$
(4) $(3 / 4) \wedge 2$
(9) $7 \wedge 0$
(5) $3 /(4 \wedge 2)$
(10) $0 \wedge 8$

## FLOATING -POINT NOTATION

CLASSIC displays very large and very small numbers in floating-point notation:


In the program, each number is expressed in standard or common notation.

These numbers are printed in standard notation, exactly as they are written in the PRINT statements.

But these are printed in float-ing-point notation.

When you read numbers written in floating-point notation, substitute the words "times ten to the power of" for the letter " $E$ ".

If a number is larger than 999999, it will be printed in floating-point notation.

The following examples show the same numbers expressed in standard notation, scientific notation, and floating-point notation.

| Standard <br> Notation | Scientific <br> Notation | Floating- <br> Point |
| :--- | :---: | :---: |
|  |  |  |
| 1000000 | $1 \times 10^{6}$ | $.100000 \mathrm{E}+007$ |
| 10000000 | $1 \times 10^{7}$ | $.100000 \mathrm{E}+008$ |
| 100000000 | $1 \times 108$ | $.100000 \mathrm{E}+009$ |
| 1000000000000 | $1 \times 10^{12}$ | $.100000 \mathrm{E}+013$ |
| Lok what happens when CLASSIC handles small |  |  |
| numbers: |  |  |


| L]STNH |  |  |
| :---: | :---: | :---: |
| 10 | FFEN | . 1 |
| $20)$ | I'RINT | . 01 |
| 30 | FRINI' | .001 |
| 40 | Filide | .0001 |
| 50 | FREAT | . 00001 |
| 60 | FRINT | . 000001 |
| 70 | LFINT | . 0000000.1 |
| 80 | FiEINT | . 00000001 |
| 90 | FFiNT | .00000000 .1 |

Look what happens when CLASSIC handles small numbers:

80 FFEINT .00000001
90 FFFINT. 00000000
99 ENB
These numbers have more than six decimal places ...

FEAITT<br>$\frac{\text { FiUNNH }}{0.1}$<br>0.0099999<br>0.001<br>0.0001 $0.1001,1$<br>0.00000 :<br>. $9599991^{-00)}$<br>-9999ら6E-00\%<br>$.9999 .79 E-009$

feadiy
...so they are printed in float-ing-point notation.

But now there is a new problem: why did CLASSIC print 0.0099999 for line 20 instead of 0.01 ? And why did it print all those 9's in the last three lines? The answer is that when CLASSIC handles numbers less than 1 , it sometimes converts from standard notation to floating-point notation as shown in the following table.

| Standard <br> Notation | Floating- <br> Point |  |
| :--- | :--- | :---: |
| .1 | 0.1 | or 0.0999999 |
| .01 | 0.01 | or 0.0099999 |
| .001 | 0.001 | or 0.0009999 |
| .0001 | 0.0001 | or 0.0000999 |
| .00001 | 0.00001 | or 0.0000099 |
| .000001 | 0.000001 | or 0.0000009 |
| .0000001 | $.10000 \mathrm{E}-006$ | or |
| .00000001 | $.100000 \mathrm{E}-007$ | or |
| $.009999 \mathrm{E}-007$ |  |  |
| .0000001 | $.100000 \mathrm{E}-008$ | or |

In general, floating-point notation is used for numbers that require more than 6 digits in standard notation. However, the number after the letter E must be less than 617 and greater than -617.

You may use floating-point notation whenever you wish to specify numbers. If the number can be written in standard notation, a conversion will be made before it is displayed. The following program demonstrates this:


Exercise 9. Write your own programs or use the CALC program to experiment with exponentiation and floating-point notation before you go on. A sample run of the CALC program demonstrating these features is shown at the right. Note the ways that floating-point numbers may be entered. " $E$ " is considered to be part of the number just like the digits $0-9$ and the signs + or -.

## LOOKING BACK

In this section you have looked at ways to use the PRINT statement with large numbers and words.

Sample Run of Program CALC:

```
4F BASHC
NEW OF OL..O-OLOR FXAL:CALC
FEADIY
FUNNN
YOUF: EXFFESSTON?10000000000
10000000000=.999999E+010
YOUR EXFRESSION?.000000000:L
.0000000001 = . 99979%E-010
YOUF EXFRESSION?4E-6
4E-6 = = 0.000004
YOUF EXFFESSTONT4EM12
4E-12=.399999E-011
YOUF EXFRESSJONT16^16
16m16=+184467E+020
YDUF EXFFESSTON?35*4m36
35*4-36=+165282E+024
YOUR EXFFESSIONP2*3~2
2*3゙2 = 18
YOUF EXFFESSTON?2*2*2*2*2*2*2*2*2*2
```





```
YOUR EXFFESSION?(2+3)-4*5/'6"7
(2+3)-4*5/6m7 = = 4.99993
YOUNK EXFFESSION?- +3*2E456
-.3*2E456 =-.599980E+456
YOUR EXFRESSIONT3*4E26-31E450
3*4E26-31E450 =--.309990E+452
YOUR EXFRESSION?QUIT
FEAIIY
```

Remember these things:

- A line on the CLASSIC screen is divided into five print zones, each 14 spaces wide.
- A comma in a PRINT statement tells CLASSIC to move to the next print zone before printing the next result.
- A semicolon in a PRINT statement tells CLASSIC to print the next result without moving to the next print zone.
- Strings (alphanumerical expressions) can be made up of any characters on the keyboard except for the backslash ( $\backslash$ ) and the underscore (__).
- The circumflex ( $\wedge$ ) is used to indicate exponentiation.
- If a number is larger than 999999 or smaller than .000001, it will be printed in floating-point notation.
- The largest number that CLASSIC can work with is $1 \times 10^{617}$. The smallest is $1 \times 10^{-617}$.


## SECTION 3-C <br> PRINTING VARIABLE RESULTS

The programs that you wrote for the previous sections always printed out the same results each time you ran them. If you wanted to solve a different problem, you had to write a different program. This section will show you how to make a single program print different results.

## USING VARIABLES

In mathematics, variables are used to represent unknown numbers. For example, you have probably seen the equation:

$$
\mathrm{A}=\pi \mathrm{r}^{2}
$$

that is used to represent the area of a circle. This equation has two variables, " $A$ " and " $r$ ". " $\pi$ " is a constant, approximately equal to 3.14 .
In BASIC, there are several ways to represent variables. One way is to use capital letters. Each capital letter refers to a distinct location in the computer's memory. It may help you to think of part of the computer's memory as containing a set of 26 boxes, labelled A through Z, like this:


Each location can hold one number at any time. The current number in a location is known as the value of the variable corresponding to that location. Before a program is run, the values of all numeric variables are 0.

The following example shows how to assign a value to a variable in a BASIC program:

10 LET A=3 Assign the value 3 to the variable $A$. 20 PRINT A Print the value of $A$. 99 END RUNNH
3
READY

In its simplest form, the LET statement assigns values of constants to specific locations in the computer's memory.
A more general form of the LET statement is shown below:
line number LET variable $=$ expression
For example:


The following program demonstrates a simple use of variables to evaluate expressions:

```
LISTNH
10 LET A = 3
20 L.ET E=4
30 LE:T E=3+^
40 LET [I=3-A
50 LET E=3**4
60 LET F:=3/4
70 LET G=N゙4
99 ENII
REAEIY
RUNNH
KEADIY
```

The LET statement tells the computer to calculate the value of the expression to the right of the " $=$ " symbol and assign this value to the variable that appears to the left of the "=" symbol.

The value assigned to a variable in a LET statement replaces any previous value of that variable. For example, look at the following program:


Each time A is printed (lines 15, 25, and 35), a different result is displayed (first " 1 ", then " 2 ", then " 3 "). The following table shows why this occurred by tracing the value of $A$ as each statement is executed.

| Statement | Value of A | Remarks |
| :---: | :---: | :---: |
| 10 LET A = 1 | 1 | Assign the value 1 to $A$. |
| 15 PRINT A | 1 | Print the current value of $A$. |
| 20 LET A = 2 | 2 | Assign the value 2 to $A$. |
| 25 PRINT A | 2 | Print the current value of $A$. |
| 30 LET A = 3 | 3 | Assign the value 3 to $A$. |
| 35 PRINT A | 3 | Print the current value of $A$. |
| 99 END | 3 |  |

Exercise 10. What values will be printed by the following programs? Write your answers on a piece of paper and then check yourself by running the programs on CLASSIC.

```
10 LET X=3
20 LET X=5
40 RRINT X
40 PRINT
```

99 ENE

```
10 LET X=3
20 LET Y=5
40 FRINT X,Y,Z
40 FRIN
```


## VARIABLE EXPRESSIONS

A variable expression is an expression that contains one or more variables. For example, the following are variable expressions:

| $A$ | $-C$ |
| :--- | :--- |
| $A-B$ | $A^{*}(B+C)$ |
| $2^{*} X$ | $A / B+C / D$ |
| $P / Q$ | $3.14^{\star} R \wedge 2$ |

The computer evaluates a variable expression by assigning values to its variable or variables and carrying out the indicated operations.
For example, $A^{*} B$ is a variable expression with variables $A$ and $B$. If $A=3$ and $B=4$, then the value of $A * B$ is 12. But if $A=-7$ and $B=5$, then the value of $A * B$ is -35 .
Here are some more examples:

| Variable <br> Expression | Value(s) of <br> Variable(s) | Vaiue of <br> Expression |
| :--- | :---: | :--- |
| A | $A=3$ <br> $A=-123$ | 3 |
| A-B | $A=12$ and $B=7$ | -123 |
|  | $A=3$ and $B=4$ | 5 |
| $2 * X$ | $X=3.14$ | -1 |
|  | $X=-6$ | 6.28 |
| P/Q | $P=35$ and $Q=5$ | -12 |
|  | $P=2$ and $Q=3$ | 7 |
|  |  | 0.666666 |


| Variable <br> expression | Value(s) of <br> Variable(s) | Value of <br> Expression |
| :--- | :---: | :---: |
| $-C$ | $C=8$ | -8 |
|  | $C=0$ | 0 |
| $A^{*}(B+C)$ | $A=3, B=4, C=5$ | 27 |
| $3.14^{*} R \wedge 2$ | $R=3$ | 28.26 |

Each of the following programs directs the computer to evaluate a variable expression and print the result.
LISTNH
10 LET A=3
20 LET $G=4$
30 FRINT A+E
99 ENI
REAEY
$\frac{\text { RUNNH }}{7}$
FEAIYY
LISTNH
LIO LET A=3
20 LET $B=4$
30 FRINT A*B
99 ENI
REAIIY
$\frac{\text { RUNNH }}{12}$
READY

| $\frac{\text { FUNNH }}{\text { KAEIIJS }}$ $2$ | AFEA 12.56 | Run it. |
| :---: | :---: | :---: |
| REAIIY |  |  |
|  |  | For $R=2$, the area is 12.56 |

Do NOT clear the workspace. Instead enter a new statement 10 and keep the other three statements.

For $R=3, A=28.26$.

| 10 LET $\mathrm{F}=8$ |  | Change statement 10 again. |
| :---: | :---: | :---: |
| FUUNH |  |  |
| ${ }_{8}^{\text {Rabrith }}$ | ${ }_{2}^{\text {AREA }}$ 200.96 | And run the program. |
| featiy |  | For $\mathrm{R}=8, \mathrm{~A}=200.96$. |

Exercise 11. What values will be printed by the following programs? Write down your answer on a separate piece of paper and check yourself by running the program on CLASSIC.

```
10 LET A=3
30 LET E=4
OO PRINT A-B
```

$\begin{array}{lll}10 & \text { LET } A=3 \\ 20 & \text { LET } & =4 \\ 30 & \text { FREINT A- }\end{array}$

## THE INPUT STATEMENT

At the beginning of this section you saw the equation:

$$
A=\pi r^{2}
$$

which can be used to calculate the area, "A", of a circle with radius " $r$ ". To use CLASSIC to calculate the area of a circle, you can translate $\pi r^{2}$ to the BASIC statement:

## 20 PRINT 3.14*R^2 <br> ( $\pi$ is approximately equal to 3.14)

The following discussion shows how you can use a variation of this statement to find the areas of circles with different radii:

```
ISTNH
10 LET F=2
15 FRIN'T 'FALIIUS", "AREA"
20 FFINT K', 3.14*RN2
99 ENI
15 FRIN'T "FADIUS", "AREA.
```



REAIIY

Here is the program. It will work for $\mathrm{R}=2$.


The computer types a question mark and waits.

The question mark indicates that CLASSIC is waiting íō yoúu ió eñier data. Data conisists of numbers and/or strings that are manipulated when a program is executed.

If you enter 2 as your data and press the RETURN key, CLASSIC will print:

## FALITUS <br> 2

## AREA <br> 12.56

REARY
meaning that a circle with a radius of 2 has an area of 12.56 .

The next example demonstrates a run of the above program for $R=2, R=3$, and $R=8$. (Note how the PRINT statement at line 5 is used to tell the user the type of entry that should be made.)


Numbers may be entered in standard notation as shown above or in floating-point notation:

```
LISTNH
FRINT "RADIUS";
15 FFiINT "FiAIIUS", 'AREA
20 FRINT R, 3.14*R゙~2
99 END
F'EALIY
FUNNH
FADIUS? \(3.6 E 4\)
FAIIUS AREA
    \(36000 \quad .40694 .4 E+0.10\)
FEEALIY
```

The general form of the INPUT statement is:
line number INPUT list of variables
For example:


Note that only the variables in the list are separated by commas. There is no comma following the word "INPUT" and there is no comma after the last variable in the list.

The INPUT statement tells the computer to type a question mark and then wait for the user to enter data.

Values entered in response to an INPUT statement that contains more than one variable will be assigned to the variables in sequence. For example:

LISTNH
10 INFUT A,F,C
20 FRINT " $A={ }^{\circ} ; A^{\prime}$
0 FRINT 'B $=\boldsymbol{=}$; B

FEALIY
FUNNH
3.6 .7
? $\frac{3.697}{=3}$
$A=3$
$E=6$
$\mathrm{C}=7$
FEADY

If too few values are entered, a new question mark will be printed and the computer will wait for the rest of the values before it proceeds:


If too many values are entered, the extra values will be saved and used for the next INPUT statement. When the next INPUT statement is executed; no question mark will be printed and the computer will not wait for data to be entered. It will simply assign the leftover values to the variables specified in sequence:


Remember these things:

- The INPUT statement causes the computer to type a question mark.
- When the question mark appears, you must enter one value for each variable in the INPUT statement. The values are entered in the same left-to-right order as the variables appear in the INPUT statement.
- Numbers may be entered in standard or floatingpoint notation. Type commas between values.
- After entering the last number, press the RETURN key. If you have done everything correctly, the computer will proceed.
Exercise 12. The area of a triangle is found by multiplying $1 / 2$ (or 0.5 ) times the length of its base (B) times its height $(\mathrm{H})$.

```
:FRINT "KAMMUS" %
1.0 INFUW R
JE FFTNT "अAMTUS", "AFE"A"
20 F'MNTKy 3.1.4**"?
99 爫N"M
```

Write a program that asks you to enter B and H and then prints the area of the triangle with those dimensions.
Use your program to complete the following table.

| B | $\mathbf{H}$ | Area |
| :--- | :--- | :--- |
| 7.31 | 6.04 | - |
| 82 | 127 | - |
| $5 \times 104$ | $9 \times 105$ | - |
| 23.491 | 17.260 | - |

## THE GO TO STATEMENT

The following program appeared on page 3-12.

| LISTNH |  |
| :---: | :---: |
| 5 FRINT "RADIUS"; 10 INFUT F |  |
|  |  |
| 15 FRINT 'RALIIUS', 'area' |  |
| 20 FRINT F , 3.14*R ${ }^{\text {² }}$ |  |
| 99 ENL |  |
| READY |  |
| RUNNH. |  |
| RAIIUS? |  |
| Radius | AREA |
| 2 | 12,56 |
| REAIIY |  |
| RUNNH. |  |
| RALIUS? 3 |  |
| RALIUS | AREA |
| 3 | 28.26 |
| REALIY |  |
| FUNNH |  |
| FADIUS? |  |
| RALIUS | AREA |
| 8 | 200.96 |
| REALIY |  |

When you used it, you had to type RUN for each value of $R$ (see page 3-12). To eliminate the need to type RUN for each new value of R, add the following GO TO statement:
30 GO TO 5 This directs the computer to "GO TO statement 5" for the next instruction.

The program now looks like this:

S FRINT "RADTUS";
10 INFUI F
15 PRINT "FALLUS", "AREA
20 FRINT F, 3,14 *Fic
Here is the GO TO statement.
30 GOTO 5
99 ENLI
Here is a RUN of the modified program:


Each time after printing the results, the computer executes a GO TO 5 and automatically returns to the INPUT statement.
How do you tell the computer that you are finished? Hold CTRL down, press C , and release. The computer will print READY.

The GO TO statement has the general form:
line number GO TO line number
For example:


The GO TO statement tells the computer to branch (transfer control) to the statement with the stated line number.

NOTE: The GO TO statement may be used either with or without the space between the O and T. That is, both of the following statements will mean the same thing to the computer:

30 GO TO 5
30 GOTO 5

The GOTO statement is best understood with the aid of a flowchart. A flowchart is a diagram that shows the order in which things will happen. A flowchart for the program on page $3-12$ would look like this:


The symbols used in a flowchart indicate the types of processes to be executed, and the arrows show how the computer activity flows from one process to another. The trapezoid symbol ( $\square$ ) is used to indicate an input or output ( $\mathrm{I} / \mathrm{O}$ ) process. An oval (O) indicates the beginning or end of a program. A branch (GOTO) is shown by an arrow pointing to the next process to be executed. In the example, the program branches from the last statement to the first one.

Exercise 13. Complete the following program to convert from degrees Centigrade (C) to degrees Fahrenheit (F). The formula for this conversion is:

$$
F=\frac{9}{5} \times C+32
$$

10 FRINT "CENTEGRALIE TEMFEFATUFE";
20 INFUT
30 LET $F=\square$

50 FRINT
$\qquad$
A PRINT statement without any expressions tells CLASSIC to print a blank line. You tell CLASSIC where it should branch to.

Use your program to complete the following table:

| Degrees $\mathbf{C}$ | Degrees $\mathbf{F}$ |
| :--- | :--- |
| 100 |  |
| 37 | - |
| 6.8 | - |
| 0 | - |
| -40 | - |
| -273.15 |  |

Most BASIC statements which do not involve input or output (for example, LET statements) are represented in a flowchart by rectangles. The rectangle is called the "process" symbol. For example, this flowchart:

could be translated into this program:

| 1.0 | ET A | 30.14* |
| :---: | :---: | :---: |
| 20 | FWINT |  |
| 9 | ENM: |  |

Exercise 14. Draw a flowchart of the program in Exercise 13 using the start, process, and I/O symbols.

## LOOKING BACK

This section has added three more BASIC language statements to your vocabulary. You now know how to use five statements:
INPUT
GO TO
LET
END

PRINT
You have been introduced to flowcharts and have used symbols for three different processes:


Start or Stop
Input or Output (I/O)
General Process

You also know seven editor commands:
OLD
NEW
SCRATCH
LISTNH

There are many more BASIC statements to learn, but there are only three more editor commands. The next section will not teach you any new BASIC statements, but it will show you more ways to use the statements that you now know. In addition, the next section will cover two more editor commands.

## SECTION 3-D

## EDITING LARGER PROGRAMS CORRECTING TYPING ERRORS

When you write larger programs, you will make more typing errors. These can be easily corrected as discussed below.
Look once again at the program that was used to find the area of a circle:


LS FRTNT "FACTUS"y "AREA"

30 GOTO :
99 ENO
You can make CLASSIC more conversational by adding more messages to this program as follows:


If you try to enter (type) this program into your workspace, it is very likely that you will make at least one typing error. If you make a typing error and notice it before you press the RETURN key, you can correct the error in two ways.
First, you can press the DELETE key.
Each press of the DELETE key causes a single character to be erased from the computer's memory, starting with the last character you typed.

When working with the editor, a short line is displayed each time you press DELETE. When you have erased back to the incorrect character, you can resume typing. For example, if you typed "DIRCLE" instead of "CIRCLE", you could correct it like this:

Remember that the space is a character just like a letter or number, so it must also be deleted if typed incorrectly. For example, if you typed "BELWO THE" instead of "BELOW THE", you could correct it like this:

140 PRINT "ENTER BELWO THE——————ow THE RADIUS OF A CIRCLE:"

Note that the DELETE key was pressed six times to delete the characters "WO THE".
Before you press RETURN, you may also delete the entire line by typing CTRL/U. CTRL/U is typed by holding down the CTRL key and pressing the $U$ key. The editor will respond by printing "DELETED" and ignore the line. You may then enter the correct line as shown below:

CTRL/U typed here. $\downarrow$
20 PRINT 3.14 DELETED
20 PRINT R, 3.14*R^2
If you do not notice your error until after you have pressed the RETURN key, you must completely retype the line in error.

Suppose that you enter a line with the wrong line number. For example:

179 INPUT R
This statement must be line 170 because line 230 tells the program to "GOTO 170". You can enter the correct line 170 simply by typing it, but then you will have:

170 INPUT R
179 INPUT R

To erase line 179, simply type the line number again and press RETURN:

and the line will be deleted.

To erase a line from the workspace, type its number followed by the RETURN key.

Exercise 15. Enter the program on page 3-15 into the workspace. If you make mistakes, use the techniques discussed to correct them. Then run the program to make sure it works. (A sample run is shown in Appendix C.)

## LISTING PART OF A PROGRAM

Exercise 16. Try to LIST on the screen the program that you entered into the workspace in Exercise 15:

```
LIST
FFOG1 BA 3.0
110 F'RINT "THIS FFROGFAM WILL FING THE AREA DF A'
120 FRINT "CIRCLE FOR WHICH THE FADIUS IS ENTEFEI,.
130 FRINT "ENTER BELOW THE RADIUS OF A CIRCLE:"
150 P'FINT
160 FRINT :YOUR FIRST CIRCLE'S RALIIUS';
170 INFUT R
180 FRINT
190 FRINT 'RADIUS', 'AREA'
200 PRINT K, 3.1.4*R`2
210 PRINT
220 PRINT "YOUR NEXt CLRCLE'S RALIIUS';
220 PRINT MO
240 ENI
REALIY
```

Now you will notice a problem: you cannot see the entire program on your screen at one time. This can be helped partially by using the editor LISTNH command.

## The editor LISTNH command tells CLASSIC to list the program in your workspace but without printing the header (LIST No Header).

But even with the elimination of the header, the entire program will not fit on your screen. You can list part of the program by entering a line number with the LIST or LISTNH command like this:

```
LISTNH 170
180 FRINT
190 F'RINT "FAIIIUS", "AREA"
200 FFINT Fi, 3.14*R゙2
20 FRINT
220 F'RINT "YDUR NEXT CIFILLE'S FALIUS';
2 3 0 ~ G O T O ~ 1 7 0 ~
240 ENG
kE:ADY
```

When a LIST or LISTNH command is followed by a line number, the editor lists the program in the workspace beginning with the line number specified.

Sometimes you will want to see the first part of a program but not the later parts. To do this, type LIST or LISTNH followed by the line number at which you want the listing to start as described above. When all the lines that you are interested in have been displayed, type CTRL/O by holding down the CTRL key and pressing the letter O key.

## CTRL/O tells CLASSIC to stop printing.

In the following example, CTRL/O was typed while the editor was still listing line 220:

```
I_ISTNH 1.70
170 INFUTK
180 FFINT
190 PRINT "RALITUG", "AKEA"
200 FFFNT F% 3.14极""3
210 FFINT
220 FFFINT "YOUF
FEALIY
```


## Remember these things:

- Pressing the DELETE key erases one character at a time, starting with the last character you typed.
- An entire line may be deleted before the RETURN key is pressed by typing CTRL/U.
- After the return key is pressed, a line containing an error may be replaced simply by retyping the line.
- A line may be deleted from the workspace by typing its line number and pressing RETURN.
- The contents of the workspace may be listed without the header by entering LISTNH.
- Part of a program may be listed by entering the LIST or LISTNH command followed by the line number at which you wish to begin the listing.
- CTRL/O will halt a listing.

Exercise 17. Experiment with the LIST and LISTNH commands by displaying on your screen various parts of the program you entered in Exercise 15. Find out the maximum number of lines that the CLASSIC screen can display at once.

## CHANGING THE NAME OF THE WORKSPACE

If you began this section by responding NEW PROG1 to the NEW OR OLD- query, the name:

$$
\text { PROG1 BA } 3.0
$$

appeared every time you typed LIST or RUN. But the circle area program could be better named, perhaps AREA, or RADIUS, or CIRCLE. To change the name of the workspace, use the $\tilde{N} A \in M E$ command as shown below:

```
NAME CIRCLE READY
```

You can verify that the name of the workspace has been changed by listing its contents:

```
LIST
CIFCLE EA 3.0
110 FRINT 'THIS PROGRAM WILL FINLI THE AREA DF A.
120 FRINT 'CIRCLE FOR WHICH THE FIALIUS IS ENTEREI.*
130 PRINT
140 FRINT "ENTER EELOW THE RAIIIUS OF A CIRCLE:'
150 FRINT
160 PRINT 'YOUR FIRST CIRCLE'S RAIIUS':
170 INFUT R
180 FRINT "RALIUS', "AREA"
200 FRINT R, 3,14*R`2
210 PRINT
220 PRINT 'YOUR NEXT CIRCLE'S RADIUS'*
230 GOTO 170
240 ENI
READY
```

The editor NAME command changes the name of the
workspace.

Exercise 18. Change the name of the workspace to any of the following names and verify the change by LISTing the contents of the workspace as shown above.

| AREA | ROUND |
| :--- | :--- |
| RADIUS | CURVE |

## SAVING PROGRAMS ON DISKS

Programs entered into the workspace can be stored on a disk with the editor SAVE command. If you store programs on the disks, you will not have to retype them every time you use the computer; they can be read into the workspace with the editor OLD command as you did with the program GUESS in Chapter 1.
Programs are stored on the disks in areas called files. Each file contains one program. Every file has a file name and a file extension. The file name may be up to six characters long, and the file extension up to two characters long. For example,


The file name is usually used to identify a specific file, while the file extension is used to indicate the type of the file. For example, BASIC language program files usually have the extension "BA". Therefore, when you type:

## NAME CIRCLE

the editor adds the extension "BA" to the name "CIRCLE". To use a different extension, you could type:

## NAME CIRCLE.JH

If this program was then saved on a disk, you would have to teil the editor its extension to read it into the workspace, like this:

## OLD CIRCLE.JH

You should not use any of the following extensions because they are reserved for special use by the CLASSIC software:

| Do not use the extensions: |  |  |
| :--- | :--- | :--- |
| AF SF UF |  |  |
| FF | SV |  |

If you simply type the SAVE command, the computer will write a copy of the workspace on the CLASSIC System disk with its current name.

$$
\frac{S A V E}{R E A D} Y
$$

If another program already exists on the System disk with the same name as the workspace, the above command will cause the old program to be deleted before the new one is stored. You will hear the disk click when the workspace is being copied onto it.

If you wish to save a copy of the workspace on the System disk with a name that is different from the name of the workspace, you can specify the name that you want after the SAVE command. For example,

SAVE ROUND
This command will cause a copy of the workspace to be stored on the System disk in a file called ROUND.BA regardless of the current name of the workspace.
If you wish to use an extension other than "BA", you can add the desired extension to the SAVE command. For example,

## SAVE ROUND.CL

will store a copy of the workspace in a file called ROUND.CL on the System disk.
If you wish to store a program on the disk inserted in drive 1 (the right-hand disk drive), you must specify both the device name RXA1 and the name of the file to be used:

SAVE RXA1:CURVE.CL
This command will cause the workspace to be stored on the disk in RXA1 in a file called CURVE.CL. If the extension is omitted, "BA" will again be added by the system regardless of the name of the workspace.
When storing programs on RXA1, the file name must always be entered. The command:

SAVE RXA1:
will cause the error message:

## BAD FILE

to be displayed and the command will not be executed.

Exercise 19. Using the program that you entered in Exercise 15, experiment with the SAVE command by storing this program on the System disk and on a disk inserted in drive 1. Test to see whether your program has been properly stored by trying to read it back into the workspace with the editor OLD command. If the error message BAD FILE is not printed after the OLD command, your program was properly stored on the disk.

## LOOKING BACK

You have now been introduced to all but one of the BASIC editor commands. These are:

| LIST | display the contents of the workspace <br> Lisplay the contents of the workspace |
| :--- | :--- |
| LISTNH | without printing the program header <br> rename the workspace |
| NAME | clear and rename the workspace <br> (equivalent to SCRATCH followed by |
| NEW | NAME) <br> read a program into the workspace |
| OLD | execute the program in the workspace <br> execute the program in the workspace <br> without printing the program header |
| RUNNH |  |

SAVE copy the program in the workspace onto a disk
SCRATCH erase the workspace
The BYE command will be explained in the next section.
You should also know the special key entries recognized by the editor:
CTRL/C return to the editor from a BASIC language program or to the monitor from the BASIC editor
CTRL/O stop printing
CTRL/U delete the line being typed
DELETE delete the last character typed
The BASIC editor commands are reviewed in Chapter 3 of the CLASSIC User's Reference Guide. That chapter provides a quick reference for all the operations that you can perform with the editor. It also explains how each editor command can be abbreviated and what is assumed by each one.
This section has introduced many new concepts. In addition to the'points made on page 3-17 you should remember these things:

- Programs may be stored on disks in areas called files, where each file contains one program.
- Every file has a file name (up to six characters long) and a file extension (up to two characters long).
- The name of the workspace may be changed with the editor NAME command.
- The extensions AF, FF, SF, SV, and UF are reserved for special use by the CLASSIC software and should not be used for your programs.
- A copy of the workspace can be stored on a disk with the editor SAVE command.
- If another program already exists on the disks with the same name as that used in the SAVE command, it will be erased before the new copy is stored.
- The error message BAD FILE indicates that a SAVE or OLD command was not properly executed.
Section 3-E continues to discuss files and explains how to obtain a copy of your program file on the copier.


## SECTION 3-E

## USING DISK FILES

## GOING BACK TO THE MONITOR

Each time a program is SAVEd, its name and extension are written in the disk directory. The directory is like a table of contents - it contains the name, extension, and size of every file on the disk. To see the directory of your disk you must first get back to the monitor.
To get back to the monitor program from the editor, type BYE and press RETURN. The monitor program will then be read into memory (erasing any program in the workspace) and will print its dot.

## BYE

You can also return to the monitor from the editor by typing CTRL/C.
Figure 3-1 summarizes the ways to go from the monitor to the editor to a BASIC language program and back again.
To display the directory of the System disk on your screen, enter the DIRECT command to the monitor:

| - IITEECT |  |  |  |
| :---: | :---: | :---: | :---: |
| BASTC | . 50 | 9 | 30…円) |
| BRTS | . 50 | 1. | 30-AUG-7.75 |
| IIFECT | +5U | . | 30-AU6-75 |
| EASIC | . SF $^{\text {F }}$ | 4 | 30-aldg-75 |
| BASIC | - WF | 1 | 30-AUG-75 |
| CCL | - SU | 1.7 | 30-AUG-75 |
| FOTF | . SV | 8 | 30 AUG -75 |
| ECOMF | . 50 | 1.7 | $30 \cdots \mathrm{AUO}-75$ |
| BASTC | - FF |  | 30-1.40-75 |
| EASIC | , प1FF | 4 | $30-\mathrm{AUG}-75$ |
| BASTC | . AF | 4 | 30-AUG-75 |
| RESEQ | - BA | 6 | 30-AUG-75 |
| FTF' | . 50 | 11 | 30-ADJ - -75 |
| bloam | . 90 | 7 | 30-A0.49-75 |

(When you enter the monitor DIRECT command on your system, the output will be different from that shown above. Also, your directory will be followed by a message indicating the amount of unused space on the disk.)

[^4]

Figure 3-1
Going from the Monitor to the Editor to a BASIC Language Program and Back Again
The monitor DIRECT command in the form shown lists each file on a separate line with the file name and extension separated by a period (.). After each file name and extension, this directory shows a number and a date. The number tells the amount of space that the file occupies on the disk in units called blocks. If you think of a disk as a book and the directory as a table of contents, each file would be a separate chapter and each block would be a separate page. Any file takes up at least one block. The date indicates the date that the file was stored.
If you list the directory of your System disk, you may find that some files do not have dates after them. This is because CLÁSSiC had not been informed of the date on the day these files were stored.

## The monitor DATE command informs CLASSIC of the current date or tells CLASSIC to print the current date on the screen.

Perform the following exercise to help you understand how to use the monitor DATE command.

Exercise 20. Start CLASSIC in the normal manner (Steps 1 to 8 in Chapter 1). If CLASSIC is already started, restart it by pressing the white START button again and typing S . (This will assure that the computer's memory is cleared.) Then follow these steps:
(1) List the directory of your System disk by entering the monitor DIRECT command as shown previously. Write down the name and extension of one of the files that does not have a date after it.
If all the files on your disk have dates after them, enter the following program into your workspace and SAVE it on your disk as shown:

- F BASTC

NEW OF OLIT - NEW MATEST
FWAMY
1.0 FWNT "DATEST"
$9 \%$ END
GAUE

READY
EYE

List the directory on your disk again to make sure that this program has been saved without a date.
(2) Type:
.DATE
and press RETURN. CLASSIC will respond:
NONE
indicating that no date has yet been entered.
(3) Enter today's date in the form:
.DATE $\mathrm{mm} / \mathrm{dd} / \mathrm{yy}$
where: mm is the number of this month (1-12)
dd is today's day (1-31)
yy is the last two digits of this year (00-99)
For example,
.DATE 4/18/76
(4) Repeat Step (2). CLASSIC will respond with the date currently stored in its memory. For example, . DATE
SUNDA Y APRIL 18, 1976
(5) Type the following commands:
. R BASIC
NEW OR OLD-filenam.ex
(Substitute the file name and extension of the program that has no date where "filenam.ex" appears above, just as it appeared when you listed the directory. For example, "DATEST.BA")

READY
SAVE Copy the contents of the workspace back onto the disk.
READY
BYE Return to the monitor.
(6) List the directory once again:

## DIRECT

This time, the current date should be printed at the top of your directory and should follow your program name and size. For example,


Remember these things:

- The date is entered with the monitor DATE command in the form:
.DATE mm/dd/yy
- If the monitor DATE command is entered with no date, the current date recorded by the system will be displayed. If no date is recorded, "NONE" will be printed.
- A date following a directory entry indicates the date that the corresponding file was created.


## SHORTENING COMMAND LINES

For some commands, certain parameters can be left out and the system will assume default parameters.

Defaults are parameters that are not typed by you but are assumed by the system.
For example, you first used the monitor TYPE command in the following form:
.TYPE filnam.ex
If you try this command:
.TYPE TTY: <filnam.ex
your file will also be displayed on the screen.
The default output entry for the monitor TYPE command is "TTY:".

The short version of the monitor TYPE command is equivalent to the longer form because CLASSIC assumes "TTY:" as the default output entry. "TTY:" is the name CLASSIC calls the keyboard/screen. When no specific output entries are typed, you need not type the " $<$ ".

The above paragraph spoke of "TTY:" as the name by which CLASSIC references the keyboard/screen. You have also seen the entry "RXA1:" that refers to the disk inserted in disk drive unit 1, the right-hand drive. Each CLASSIC unit that can be used to enter, display, or store a file is called a device and has a corresponding device name. The complete list of device names that CLASSIC will recognize is as follows:

RXAO:
SYS:
DSK:
disk inserted in drive unit o (on the left)

RXA1: disk inserted in drive unit 1 (on the right)
TTY: keyboard/screen

Whenever a file name is entered, CLASSIC assumes that the file is on DSK: (RXAO:) unless you specifically state RXA1:. For example, to run the GUESS program in Chapter 1 you entered:

NEW OR OLD-OLD RXA1:GUESS
because GUESS.BA was on the disk in drive unit 1. If you had entered:

NEW OR OLD-OLD GUESS
the system would have looked for GUESS on DSK: by default. If it was not found, the message:

BAD FILE
would have been printed.
For most commands, then, the default device is DSK: (RXA0:). Thus,
.DIRECT
prints the directory of the System disk inserted in drive unit 0 . To obtain the directory of the disk inserted in drive unit 1 , you must type:

## .DIRECT RXA1:

The default output entry for the monitor DIRECT command is "TTY:" just as it is for the TYPE command. If no device is entered, "DSK:" is assumed by default.

## DELETING FILES

Once a file is saved with the editor SAVE command, it can be erased from the disk by returning to the monitor and using the monitor DELETE command. This is done by typing:

## .DELETE dev:filnam.ex

where "dev:filnam.ex" is the parameter of this command and indicates the name and extension of the file to be erased from the disk "dev:". If the device entry is omitted, the default assumed is "DSK:" (the same as "RXAO:" and "SYS:").
Exercise 22. Enter a short BASIC program into the workspace (such as that on page 3-20) and SAVE it on RXA1. Then use the monitor DELETE command to erase the file. DO NOT DELETE ANY FILES THAT YOU HAVE NOT PERSONALLY CREATED. List the directories of your disks before and after the deletions to assure that the files have been erased.

## LOOKING BACK

With the help of this section, you should now be familiar with the following monitor commands:

DATE inform CLASSIC of the current date or print the current date on the screen
DELETE
erase a file from a disk
DIRECT display the directory of a disk
R BASIC start up the BASIC editor
TYPE display a file from a disk on the screen

Uses of these commands are summarized in Chapter 2 of the CLASSIC User's Reference Guide. Advanced monitor commands will be presented in Chapter 4 of this Primer.
The new concepts introduced in this section are as follows:

- Each disk has a directory that contains at least the name and size of each file on that disk.
- Some commands may accept parameters that indicate how the command is to be carried out.
- Command parameters usually have an output entry and an input entry separated by a left angle bracket ("<").
- If output or input parameters are left out of a command line, the system can sometimes assume default entries for the missing parameters.
- Each CLASSIC device is referred to by a device name followed by a colon (:), for example, "TTY:" means the keyboard/screen.
You are well on your way to becoming a CLASSIC programmer. The next few sections will help you learn how to use more BASIC language statements to write more sophisticated programs.


## SECTION 3－F

## LOOPS，DECISION POINTS，AND STRING VARIABLES

TEACHING THE COMPUTER TO COUNT
Look at the following program：

10 1．．．：T バ：<br>20 FKTNT K゙<br><br>$40 \quad 007020$<br>99 ENa

ASSIGN THE VALUE 1 TO K．
PRINT THE CURRENT VALUE OF K．
increase the value of k BY 1.
GO AROUND AGAIN．
IF YOU DON＇T INTERRUPT THE COMPUTER，IT WILL GO ON AND ON－COUNTING NUMBERS．
INTERRUPT THE PROGRAM BY TYPING CTRL／C．

The above program contains a loop：

THE VALUE OF K IS INITIAL－ IZED TO 1 BEFORE THE LOOP IS EXECUTED．EACH TIME THROUGH THE LOOP， THE CURRENT VALUE OF K IS PRINTED AND INCRE－ MENTED BY 1，AND THEN THE LOOP IS REPEATED．

This program might be translated to a flowchart like this：


The arrows show that the instructions in the last two symbols are executed over and over．

## A LOOP is a set of statements that the computer exe－ cutes repeatedly．

The statement：
30 LET $K=K+1$
may be analyzed as follows：

| Before |  | Statement | After |  |
| :---: | :---: | :---: | :---: | :---: |
| K | 1 | 30 LET K＝K＋ 1 | K | 2 |
| K | 2 | 30 LET K＝K＋ 1 | K | 3 |
| K | 3 | 30 LET K＝K＋ 1 | K | 4 |

Remember the general form of the LET statement： line number LET variable $=$ expression
The expression may be any BASIC expression．The LET statement directs the computer to evaluate the expression on the right side of the $=$ sign and then assign the computed value to the variable on the left side of the $=$ sign．If the expression is a variable expression，like $K+1$ ，it is evaluated using the current value（s）of its variable（s）．Therefore，the statement：

$$
30 L E T K=K+1
$$

directs the computer to evaluate the expression $K+1$ using the current value of $K$ and then assign the new value to $K$ ．

Exercise 23．Complete the following table on a separate piece of paper，showing the value that each variable will have after the statement has been executed．

| Before |  | Statement | After |
| :---: | :---: | :---: | :---: |
| K | 25 | 30 LET K $=\mathrm{K}+\mathrm{L}$ | K |
| E | 6 | $40 \mathrm{LET} \mathrm{E}=\mathrm{E}+2$ | E |
| N | 4.2 | 200 LET N $=$ N＊5 | N |
| X | －10 | 235 LET X＝X＋5 | x |
| P | 0 | 280 LET P＝P－20 | P |
| Q | －3．1 | 310 LET Q $=15+\mathrm{Q}$ | Q |
| L | 5 | 325 LET L＝L＋L＋L | L |
| B | 7 | 340 LET B $=-B+B$ | B |

In order to clarify what happens as the computer executes the sample program，you can＂unwrap＂the loop and trace it．The following table＂unwraps＂the loop to show the value of $K$ following the execution of each statement in the program．Results printed by the computer are shown under the heading＂OUTPUT＂． The program is traced seven times through the loop．

| Statement | K | Outpu | Remarks |
| :---: | :---: | :---: | :---: |
| 10 LET K = 1 | 1 |  |  |
| $\begin{aligned} & 20 \text { PRINT K } \\ & 30 \mathrm{LET} K=K+1 \\ & 40 \mathrm{GO} \text { TO } 20 \end{aligned}$ | $\begin{aligned} & 1 \\ & 2 \\ & 2 \end{aligned}$ | 1 | First time through the loop. |
| $\begin{aligned} & 20 \text { PRINT K } \\ & 30 \text { LET K }=\text { K + } 1 \\ & 40 \text { GO TO } 20 \end{aligned}$ | 2 3 3 | 2 | Second time through the loop. |
| $\begin{aligned} & 20 \text { PRINT K } \\ & 30 \text { LET K }=\text { K +1 } \\ & 40 \text { GO TO } 20 \end{aligned}$ | $\begin{aligned} & 3 \\ & 4 \\ & 4 \end{aligned}$ | 3 | Third time through the loop. |
| $\begin{aligned} & 20 \text { PRINT K } \\ & 30 \text { LET K }=K+1 \\ & 40 \text { GO TO } 20 \end{aligned}$ | 4 5 5 | 4 | Fourth time through the loop. |
| $\begin{aligned} & 20 \text { PRINT K } \\ & 30 \text { LET K }=K+1 \\ & 40 \mathrm{GO} \text { TO } 20 \end{aligned}$ | 5 6 6 | 5 | Fifth time through the loop. |
| $\begin{aligned} & 20 \text { PRINT K } \\ & 30 \text { LET K }=K+1 \\ & 40 \mathrm{GO} \text { TO } 20 \end{aligned}$ | 6 7 7 | 6 | Sixth time through the loop. |
| 20 PRINT K <br> 30 LET K $=K+1$ <br> 40 GO TO 20 <br> and so on. | 7 8 8 | 7 | Seventh time through the loop. |


| Statement | A B C | Remarks |
| :---: | :---: | :---: |
| $\begin{aligned} & 25 \text { LET C }=\mathrm{A}+\mathrm{B} \\ & 30 \text { PRINT A } \\ & 36 \text { LET A }=\mathrm{B} \\ & 43 \text { LET }=\mathrm{C} \\ & 50 \text { GO TO } 25 \end{aligned}$ | 二 | Third time through loop. |
| $\begin{aligned} & 25 \text { LET C }=A+B \\ & 30 \text { PRINT A } \\ & 36 \text { LET A }=\mathrm{B} \\ & 43 \text { LET }=\mathrm{C} \\ & 50 \text { GO TO } 25 \end{aligned}$ |  | Fourth time through loop. |

Exercise 25. Without using the computer, show the first five results printed by the computer under control of each of the following programs. (Write the values that will fill in the blanks on a separate piece of paper.)


Exercise 26. Complete each program below (fi!! in the blanks on a separate piece of paper) so that when you run it, the computer will produce the results shown. Check your work with the computer.


## SELF-STOPPING LOOPS

The loops that you have seen so far do not stop by themselves. They go on and on until you manually interrupt them by typing CTRL/C. Here is a loop that terminates automatically:

```
1O LET K=#.1.
20 PFTNT <゙
30 LEET K゙#バれ1
40 IF K゙< THEN20
99 END
```

This program will print the numbers 1 to 5 and then stop：

| FUNNH |
| :---: |
| 1. |
| 2 |
| 3 |
| 4 |
| $\vdots$ |
| 6 |

Fivemir

The IF statement at line 40 causes the computer to make a decision．That is，if $K$ is less than 6 ，the program will branch to line 20 ．But if $K$ is not less than 6，the program will＂drop through＂to the statement following the IF statement．

The IF statement directs the computer to examine a relation between two expressions and branch to a specified statement if and only if the relation is true． If the relation is false，the statement with the next higher line number is executed．

Decision points are represented in a flow chart by a diamond（ $\Delta$ ）．The above program would be charted as follows：


Notice that there are two paths leaving the decision symbol，one labeled＂YES＂and the other＂NO＂．The path followed depends upon the truth of the relation specified in the IF statement．
Look at another example：


If $G$ equals 6, CLASSIC executes statements 10,20 ， 30,60 ，and 99 ．If G does not equal 6 ，it executes 10 ， $20,30,40$ ，and 50 and then loops back to statement 20.

The table below traces the computer＇s actions as it executes each statement of the program．It also shows the value of $G$ after each statement is carried out in the following run．



Exercise 27．Draw a flowchart for the above program．
In general，the IF statement looks like this：
$n$ IF $e_{1} r e_{2}$ THEN $t$
where $\quad n=$ line number of the IF statement
$e_{1}=$ any BASIC expression
$r$＝any legal BASIC relation（see below）
$e_{2}=$ any BASIC expression
$t=$ line number of the statement to be executed next if and only if the relation specified between $e_{1}$ and $e_{2}$ (" $\mathrm{e}_{1} \mathrm{r} \mathrm{e}_{2}$ ") is true
For example,

$X<6\left\{\begin{array}{l}\text { is true if } X \text { is less than } 6 \\ \text { is false if } X \text { is not less than } 6\end{array}\right.$
The following table shows the BASIC relations with their corresponding conventional relations:

| Conventional | BASIC | Relation |
| :--- | :--- | :--- |
| $=$ | $\overline{<}$ | Equal to |
| $<$ | $>$ | Less than |
| $>$ | $<=$ or $=<$ | Greater than |
| $\leq$ or $\leq$ | $>=$ or $=>$ | Greater than oq or equal to |
| $\geq$ or $\geq$ | $<>$ or $><$ | Not equal to |

NOTE: GOTO may be substituted for the word THEN in an IF statement.
For example,
35 IF $X<6$ GOTO 60
is the same as:
35 IF $X<6$ THEN 60
Exercise 28. The program below causes the computer to print out "positive" or "negative", depending upon the value entered. If 0 is entered, the program stops. Draw a flowohart for this program and then enter it into the computer and run it. Check that each of the paths shown in your flowchart truly reflects the actions taken by the computer.


Exercise 29. A number is said to be a factor of a second number if the first will divide evenly into the second without leaving a remainder. Write a program that allows you to enter two numbers and tells you whether the first is a factor of the second. Use your program to complete the following table:

| First <br> Number | Second <br> Number | Is the First a Factor <br> of the Second? |
| :---: | :---: | :---: |
| 8 | 64 | Yes |
| 6 | 44 | No |
| 12 | 576 | - |
| 42 | 840 | - |
| 103 | 103 | - |
| 13 | 1276 | - |
| 11 | 6336 | - |
| 231 | 591 | - |
| 208 | 5200 | - |
| 184 | 1417 | 8 |
| 276 | 826 |  |
| 55 | 1870 |  |

The following flowchart will help you design your program:


## STRING VARIABLES

A string variable is different from a numeric variable in two ways:

- A string variable name always ends with a dollar sign (\$). For example, $A \$$ and $\mathrm{S} \$$ are valid string variable names.
- A string variable may not be used in a numeric expression.

A string variable may only contain up to eight characters unless you specifically declare it to contain more（the way to do this will be discussed in Chapter 4）．
The following program demonstrates a simple use of string variables：


In the above program，strings are assigned to variable locations with the LET statement．Strings may also be entered in response to an INPUT statement request：

```
LISTNH
O INFUT N$
30 FFINT "HEILLO, "; N&; "!"
9 \% ~ E N [ I ~
REALIY
KUNNH}\mathrm{ WS YOUN NAME, PLEASE?EUEYLN
WHAT IS YOUR NA
HELLO, EVELYN!
REA[IY
```

Each string requested by an INPUT statement must be ended by pressing the RETURN key．Therefore，if two strings are to be entered，they must be typed on separate lines．Commas，spaces，and other charac－ ters that can be used to separate numeric data cannot be used to separate strings．These characters will be interpreted as part of the string just like any other characters．The next example demonstrates how this works：

```
LISTNH
S FRTNT - flease enter your first ani last names:"
7FRINT
10 PRINT 'WHAT IS YOUF NAME, FILEASE';
20 INFUT F., LS 
30 FFINT "HELIO, '; F%; : *; L.%; :!"
9 9 ~ E N D ~
FEADIY
RUNNH
FLEASE ENTER YOU FIRST ANL LAST NAMES:
WHAT IS YOUR NAMM1:, FILEASE?.JESSE
TJAMES
HELLI, JESSE JAMES!
REAIIY
```

If you try to assign a string longer than eight characters to a normal string variable location，the SL （String too Long）error message will be generated．
Exercise 30．Enter the above program into the workspace，but add the statement：

## 40 GOTO 7

Then use this program to experiment with string variables by entering strings that are of varying lengths and contain special characters on the keyboard．If you like，modify the program to experiment further．

## STRING VARIABLES IN IF STATEMENTS

The expressions compared in an IF statement may contain strings as well as numbers，but evaluating the relationship between two strings can be a very involved process．The discussion here will be limited to evaluating only the equality relationship；inequal－ ities will be discussed in Chapter 4.

Two strings are said to be equal if they contain the same characters in the same order（including blanks and punctuation）．

For example，the following program will display the word＂EQUAL＂：

```
L_TSTNH
10 LEET A泣" "YEG"
20 1..ET E|F="YE:E"
```



```
40 FRTNT "NOT FRUMI.."
50 60T0 90
*0 FFTNT "E:ENUAL.."
99 ENN
FEAMY
ELINNH
E:W\SAL
FEANY
```

The next example will print＂NOT EQUAL＂：

```
LISliNH
1.0 LETT AD:="YES"
20 LEFT B泣:"Y F: S"
```



```
40 FFTNT "लOT FWUNAL.."
50 [070 99
60 FF゙HNT "ERUAL",
99 FNO
EEADY
MUNNM
NOT F!=MAM
REAMY
```

In an IF statement，the contents of a string variable are usually compared to a specified string．For example，

```
LISTNH
10 F'RINT 'DHAT IS YOUR NAME, FIEASE';
20 INF:UT N$
30 FRINT "HELLO, -% N$; :!
40 FRINT 'NO YOU GO EY ANY OTHEF NAMES";
50 INFUT A$
6 0 ~ F R I N T
70 IF A$='YES' THEN 10
9% ENI
FEALIY
FUNNH
WHAT IS YDUR NAME, FILEASE?SCDTT
HELLO, SCOT' I
LO YOU GD EY ANY OTHER NAMES?YES
WHAT IS YOUR NAME, PLIEASE?DOUGLAS
HELLO, DOUGLAS!
DO YOU GD [IY ANY OTHER NAMES?ND
FE.ALIY
```

A flowchart will help you follow this program:


Exercise 31. Modify the program that you wrote for Exercise 29 (page 3-25) to ask the user if he or she has another number to enter before it recycles for additional input. Ask the user for a simple "YES" or "NO" response and use a string variable to store that response.

## LOOKING BACK

You have learned one new BASIC statement in this section, the IF statement. You have seen how this statement is used to create self-stopping loops and to evaluate relationships between both numeric and string variables. In addition, you have learned how to use variables to store strings up to eight characters long.
Remember these things:

- A loop is a set of statements that is executed repeatedly.
- The IF statement is used to examine a relation between two expressions. If the relation is true, the computer branches to a specified statement. If it is false, execution "drops through" to the next statement.
- Decision points are represented in a flow chart with a diamond-shaped symbol.
- String variable names always end with a dollar sign (\$).
- A string variable may not be used in a numeric expression.
- A standard string variable may not contain more than eight characters.
- Each string entered in response to an INPUT request must be ended by pressing the RETURN key.
- Strings are equal if they are exactly the same.

The next section will show you another way to create program loops using fewer statements and a more flexible format.

## SECTION 3－G

## CREATING FOR－NEXT LOOPS

## THE FOR AND NEXT STATEMENTS

Loops made with the IF－THEN statement require you to keep track of the number of times the loop is executed．You saw the following program on page 3－24．

10 LET K゙＝：
20 FRINTK
30 LET K゙ご゙い 1
40 IF Kく6 THEN 20
99 ENII
This program printed the numbers 1 to 5 ．The following program is shorter，but will do the same thing．It uses a FOR and a NEXT statement to add 1 to K automatically each time the loop is executed：


Every FOR statement must have a NEXT statement and every NEXT statement must have a FOR statement．

The flowchart for this program might look exactly the same as the one on 3－24，but use of a FOR－NEXT loop eliminates one statement in the program as compared to the version using the IF statement．The following trace will help you understand how a FOR－NEXT Ioop works：

| Statement | K | Out－ put | Remarks |
| :---: | :---: | :---: | :---: |
| 10 FOR K＝ 1 TO 5 | 1 |  | K starts at 1. |
| 20 PRINT K <br> 30 NEXT K | $\begin{aligned} & 1 \\ & 2 \end{aligned}$ | 1 | First time through loop． $K<5$ ．Do it again． |
| 20 PRINT K <br> 30 NEXT K | 2 | 2 | Second time through loop． $\mathrm{K}<5$ ．Do it again． |
| 20 PRINT K <br> 30 NEXT K | 3 4 | 3 | Third time through loop． $K<5$ ．Do it again． |
| 20 PRINT K <br> 30 NEXT K | 4 5 | 4 | Fourth time through loop． $K<5$ ．Do it again． |
| 20 PRINT K <br> 30 NEXT K | 5 6 | 5 | Fifth time through loop． $\mathrm{K}>5$ ．Stop the loop and reset K to the terminal value． |
| 99 END | 5 |  | Everything stops． |

A FOR－NEXT loop consists of three things：
（1）a FOR statement，
（2）a NEXT statement，and
（3）one or more statements between the FOR state－ ment and the NEXT statement．

A FOR－NEXT loop begins with a FOR statement and ends with a NEXT statement．The set of statements between FOR and NEXT is called the body of the loop．

| BODY OF THE LOOP |  |
| :---: | :---: |
| 10 FOR X $=1$ TO 12 | the same variable must bE USED AS AN INDEX IN |
| W0 NWXT X | BOTH PLACES． |
| HERE IS ANOTHER EXAMPLE： |  |
| LISTNH | THIS FOR STATEMENT DE－ |
| 1，FOR $N=2$ T0 7 $20 \mathrm{PRINT} N$ | FOR THE index variable |
| 30 NEXT N | N ．THE SET IS： |
| 99 ENII | ［2，3，4，5，6，7］ |
| reatiy | THE BODY OF THE LOOP IS |
| RUNNH． | EXECUFOR EACH VALUE OF |
| 3 | N DEFINED BY THE FOR |
| 4 | STATEMENT．NOTE THAT |
| 5 | THE INDEX IS INCREMENTED |
| 6 | BY 1 EACH TIME THROUGH |
| 7 | THE LOOP． |

REALIY
Exercise 32．Write down the numbers of the statements which make up the body of the loop in the following program：

| Lemern |  |
| :---: | :---: |
| 10 FRENT＂¢AmTus＂y＂ |  |
| 20 FORR Re．er ro |  |
|  |  |
| 30 FRTNT RyA |  |
| 40 NEXT R |  |
| 99 ENA |  |
| REAMY |  |
| RUNNH |  |
| RamTus | AREA |
| 2 | 11.56 |
| 3 | 28.26 |
| 4 | 60.24 |
| REAMY |  |

Exercise 33．The volume of a sphere may be represented by the equation：

$$
V=\frac{4}{3} \pi r^{3}
$$

Write a program to display a table of volumes for spheres with radii from 1 to 30 ．

After a FOR/NEXT loop is completed, the index will be set equal to the value that it had the last time that the loop was executed. For example, the value output by statement 40 below will be 6 :

```
L.1.STNH
S LETA=0
10 FOR K=1 T0 6
20 LET A=A+K
30 NEXT K
40 PRTNT K
99 ENM
REAGIY
FEUNNH
READY
```

The following table shows the set of values defined for the index in each example of a FOR statement. Line numbers are omitted.
FOR Statement Index Set of Values for the Index

| FOR $J=0$ TO 3 | $J$ | $[0,1,2,3]$ |
| :--- | :--- | :--- |
| FOR $I=1$ TO 1 | I | $[1]$ |
| FOR A $=3$ TO 5 | A | $[3,4,5]$ |
| FOR X $=-2$ TO 2 | X | $[-2,-1,0,1,2]$ |
| FOR B $=1$ TO 0 | B | Empty-the loop is skipped. |

Exercise 34. Complete the following table on a separate piece of paper and then check your answers by writing programs to test each case.

| FOR Statement | Variable | Set of Values <br> for the Variable |
| :--- | :--- | :--- |




If the STEP clause is omitted, an increment value of 1 is assumed.

The following table shows the set of values defined for the variable in each FOR statement. Line numbers are omitted.
FOR Statement $\quad$ Values of the Variable

| FOR $E=0$ TO 8 STEP 2 | $E=0,2,4,6,8$ |
| :--- | :--- |
| FOR $=0$ TO 9 STEP 2 | $E=0,2,4,6,8$ |
| FOR $V=1$ TO 3 STEP . | $V=1,15,2,2.5,3$ |
| FOR $W=1$ TO 7STEP 0 | $W=1,1,1, \ldots$ |
| FOR X $=1$ TO 3 STEP 1 | $X=1,2,3$ |
| FOR X 1 TO 3 | $X=1,2,3$ |
| FOR $Y=3$ TO 1 STEP -1 | $Y=3,2,1$ |

Exercise 35. Complete the following table on a separate piece of paper and then check your answers by writing programs to test each case.

| FOR Statement | Values of the Variable |
| :---: | :---: |
| FOR T $=0$ TO 6 STEP 3 |  |
| FOR $\mathrm{N}=1$ TO 5 STEP 1 |  |
| FOR K = 100 TO 130 STEP 10 | K |
| FOR $\mathrm{X}=0$ TO 1 STEP . 25 | X |
| FOR E $=0$ TO 0 STEP 2 |  |
| FOR B $=3$ TO 0 STEP -1 |  |
| Exercise 36. The surface area of a sphere may be represented by the equation:$S=4 \pi r^{2}$ |  |
|  |  |
| Write a program to display a table of surface areas for spheres with radii of $10,20,30, \ldots, 100$. |  |
| VARIABLE FOR STATEMENTS |  |
| By using variables instead obtain variable FOR statemen following program: | numerals, you can uch as the one in the |


| LISTNH. |  |  |
| :---: | :---: | :---: |
| 10 INFUT N |  |  |
| 20 F | FOR $\mathrm{h}=1$ | $=1$ TO N |
| 30 FRINT $K$ |  |  |
| 40 NEXT K |  |  |
| 50 Goto 10 |  |  |
| 99 ENII |  |  |
| FEAIIY |  |  |
| FUNNH |  |  |
| ? 3 |  |  |
| 1 |  |  |
| 2 |  |  |
| 3 |  |  |
| ? 5 |  |  |
| 1 |  |  |
| 2 |  |  |
| 3 |  |  |
| 4 |  |  |
| 5 |  |  |
| ? 0 |  |  |
| ? ${ }^{\text {C }}$ |  |  |
| FEAD |  |  |

THE VALUE FOR N IS ENTERED.
VARIABLE FOR-NEXT LOOP. 3 IS ENTERED AS THE VALUE OF N.
FOR $N=3, K=1,2,3$,
5 IS ENTERED AS THE VALUE OF N.
FOR $N=5, K=1,2,3,4,5$
0 IS ENTERED AS THE VALUE OF N.
THE FOR LOOP IS SKIPPED BECAUSE 1 N .

Each of the three numbers in a FOR statement may be replaced with a variable:


## NESTED LOOPS

It is possible to write a program containing one loop inside another. This is known as nesting loops.


The inside loop is said to be nested within the outside loop.

When loops are nested, the inside loop must be completely contained within the body of the outside loop.

For example, the following nesting technique is acceptable:


But this is not allowed:

because neither loop is totally contained within the body of the other.
You can use nested loops to generate tables for operations with more than one variable. For example, the following program displays a multiplication table for all combinations of integers from 0 to 9 :

(Lines 200 and 210 in the above program were included to format the output so that all numbers appeared in straight columns.)

Exercise 38. Complete the following program by specifying " $C$ " or " $Y$ " as the index for each of the FOR-NEXT loops. When completed properly, this program will graph the equation in line 120.


Run the completed program, changing the equation in line 120 to produce different graphs. For example, these equations will produce graphs that fit on the screen:

```
120 LET X=(Y"3)/4
120 LET X=7*Y
120 LET X=2*(Y"2)--30
120 {ETY X=-(YM2)
```


## LOOKING BACK

This section has introduced the technique of creating loops with the FOR and NEXT statements.
Remember these things:

- A loop made with the FOR and NEXT statements is usually at least one statement shorter than a similar loop made with the IF statement.
- The FOR statement defines a set of values for the loop index by specifying the initial, terminal, and step values of that index.
- The body of a loop is executed once for each member of the set defined by the FOR statement.
- Every FOR statement must have a corresponding NEXT statement which uses the same index variable.
- If not specified, the STEP value of a FOR-NEXT loop is assumed by the system to be +1 .
- The NEXT statement causes the body of the loop to be executed again, using the next member of the set. However, if all members of the set have already been used, then the NEXT statement directs
the computer to go to the statement following the NEXT statement.
- When loops are nested, the inside loop must be contained totally within the body of the outside loop.
The next section introduces another way to enter data to a program and two more ways to name variables.


## SECTION 3-H

## SUPPLYING LARGER AMOUNTS OF DATA

## THE READ AND DATA STATEMENTS

When programs require a large amount of data, it is sometimes more convenient to use a data table than to supply the data through INPUT or LET statements. A data table is created by using DATA statements, and this data is entered into the program by means of READ statements. The following program is a modification of the program on page 3-13 that calculated the area of a circle, and demonstrates the use of a data table.


The statement:
17 READ R
tells the computer to read one value of R from the list of values in the DATA statement. Each time the READ statement is executed, the computer reads the next value from the DATA statement. In other words, the computer remembers what value should be read next.
If there is no more data to be read in the DATA statement, the computer prints the "DA" message and stops automatically.
Here is another example using the READ and DATA statements:
Four students have each taken three quizzes. Their scores are:

First Score Second Score Third Score

| First Student | 66 | 81 | 75 |
| :--- | :--- | :--- | :--- |
| Second Student | 91 | 88 | 95 |
| Third Student | 78 | 78 | 62 |
| Fourth Student | 80 | 83 | 86 |

The following program computes the average of the three scores for each student:

$$
\begin{array}{ll}
50 \text { FRINT } X, Y, Z, M & X, Y, \text { AND } Z \text { DENOTE THE } \\
60 \text { GOTO } 30 & \text { FIRST, SECOND, AND THIRD } \\
90 \text { DATA } 66,81,75 & \text { SCORE. M IS THE AVERAGE. } \\
92 \text { IATA } 91,98,95 &
\end{array}
$$ 94 ILATA $78,78,62$ 96 IATA $80,83,86$ 99 ENII

THIS IS THE DATA TABLE.


Data statements are not executed by the computer, but simply place data in the computer's memory to be supplied when a READ statement is executed. Therefore, DATA statements may be placed anywhere within a program. If they are encountered during program execution, the computer ignores them and goes to the next executable statement. DATA statements do not appear in a flowchart, and the READ statement is represented as a process. The above program would be flowcharted as follows:


Exercise 39. Modify the above program to compute the average of any number of scores and display a table like this:

| Number <br> of scores | Average |
| :---: | :---: |
| 3 | 89 |
| 5 | 74.4 |
| . | . |
| . | . |
| . |  |

[^5]Hint: Use a separate DATA statement for each set of scores and let the first number in the DATA statement indicate the number of scores in the set. Read this number and then use it as the terminal value in a FOR-NEXT loop. Sum the scores by using a statement of the form:

60 LET $S=S+T$
where $S$ is the sum of the scores and $T$ is an individual score.
Run your program using the following data:

## Scores

| First Student | 82 | 88 | 97 |  |  |  |
| :--- | :--- | :--- | ---: | :--- | :--- | :--- |
| Second Student | 66 | 78 | 71 | 82 | 75 |  |
| Third Student | 82 | 86 | 100 | 91 |  |  |
| Fourth Student | 72 | 82 | 73 | 82 |  |  |
| Fifth Student | 61 | 73 | 67 | 80 | 84 | 79 |

Exercise 40. Modify the program that you wrote for Exercise 39 so that it will read all the sets of data to be averaged and then stop. Do this by adding a special data code, for example, "-99999," that signals the end of the data table. Then draw a flowchart for your final program.
String data may also be entered through DATA statements. When this is done, however, the string data must be enclosed in quotes ("). For example,

90 DATA "ONE", 1, "TWO", 2
Although numerical and string data can be included in the same DATA statement, you must make sure that the numbers are read into numerical variables and the letters or words are read into string variables. For example, the following statement could be used to read the data in statement 90 above:

130 READ A\$, $A, B \$, B$
but this statement could not:
10 READ C $\$, D \$, C, D$
The following program uses both numerical and string data:

The general form of the READ statement is:
line number READ list of variables
For example:


THE VARIABLES ARE SEPARATED BY COMMAS.

The general form of the DATA statement is:
line number DATA list of data values
For example:


The READ statement directs the computer to read one value from the DATA statement for each variable in the READ statement.

If there are two or more DATA statements in a program, the values in the statement with the smallest line number are used first, then the data in the statement with the next smallest line number and so on.

## All the data in a program are considered together as a single data table.

The following three sets of DATA statements are equivalent:


```
90 IIATA 2,3%6
9J MATA 3,12y,#y19%2
92 IIATA 33y26447y%%
90 [IATA 2,3ySy8,12y1G
91 [1ATA 1.9y27y33y26y47y.59
```


## THE RESTORE STATEMENT

The RESTORE statement allows you to reuse DATA statements, beginning with the lowest numbered DATA statement in the program. An example of the use of the RESTORE statement is shown on the following page:

```
I_ISTNH
10 TIATA 2.3.6
O IIATA 8,12
30 FEAL A,B,C,I.,E
40 FFINT A;B;CDL;F
SO FESTORE
&O FESTOKEL
70 REANT,G
70 FRIN
REALIY
    FUUNNH
    6 8 12
EADIY
```

THE RESTORE STATEMENT AT LINE 50 ALLOWS THE READ STATEMENT AT LINE 60 TO OBTAIN VALUES FROM the data statement at LINE 10.

You can think of the computer as working with DATA statements by maintaining a pointer in the data table. Each time a value is read, the pointer is advanced to the next data value so that the computer knows which value to read next. The RESTORE statement resets the pointer to the beginning of the data table. Without the RESTORE statement in the above program, the "DA" error message would have occurred when CLASSIC tried to execute line 60, because all of the data in the data list would have already been read (the pointer would have been at the end of the data table).

Exercise 41. Write a program to decode messages written with numbers representing letters of the alphabet. For example,

$$
\begin{aligned}
& 20,8,9,19,32,9,19,28,20,8,5,34,4,5,3,15 \\
& 4,5,4,37,13,5,19,19,1,7,5,0
\end{aligned}
$$

would be:

## THIS IS THE DECODED MESSAGE

Note that any number over 26 represents a blank and 0 indicates the end of the message. Numbers 1 through 26 indicate the corresponding letters of the alphabet.
HINT: Receive the coded input via an INPUT statement, checking for the end of the message after each input. Use the code number to control how far a data table containing all the letters of the alphabet is searched and output the letter found. Peset the data table pointer after each search with the RESTORE statement.

## ERROR MESSAGES

Error messages are very common occurrences. They can be caused by typing errors or problems in program execution. Most errors are easily corrected. When working with a BASIC language program, the computer tries to help you find your errors by printing a code indicating the type of error and the line in which it was found. A complete table of all the error messages that CLASSIC generates is given in Appendix E of the CLASSIC User's Reference Guide. Perhaps you have already seen some of these error messages when you ran programs previously or made mistakes in entering monitor and editor commands. Program error messages are usually of the form

```
XX AT LINE YY
    or
XX YY
```

where $X X$ is the error code, and
YY is the number of the line in which the error occured.

To understand these errors, look up their codes in the Reference Guide and correct the problem in your program.
Exercise 42. For each of the following statements, write the reason for its error (if any) on a separate piece of paper. If you do not think that a statement will cause an error message, try it out on your computer.

## Incorrect Statement

Reason
10 READ, A,B,C
20 READ, XY
30 REED P,Q,R,S,T
40 READ A + B
50 READ I;J;K
60 READ AA,BB
70 READ ABC
80 READ 3.14
120 DATA $1 / 2,2 / 3,3 / 4$.
130 DATA A,B,C,D,E
140 DATA, 3.7,2.9
Error messages for monitor and editor commands are usually more informative. However, detailed explanations of these messages are also given in Appendix E of the Reference Guide to help you understand them. Each message in Appendix E is followed by a solution code referring to an entry in the table in Appendix $F$. This solution code table suggests actions that can be taken to correct the error.

## OTHER VARIABLE NAMES

So far, you have used only the letters of the alphabet to name variables. Thus, you have been limited to 26 numeric variables ( $A$ through $Z$ ) and 26 alphanumeric variables (A $\$$ through $\mathbf{Z} \$$ ). These have probably been enough names for you to use, but perhaps you had to use letters to stand for values that didn't quite match. For example, if you used S for "score", you couldn't use it for "sum" and "student number" in the same program.
CLASSIC allows you to combine a single digit with a letter to name a variable. For example,
SO

Thus you can now name up to 286 numeric ( $\mathrm{A}-\mathrm{Z}$ and A0-Z9) and 286 alphanumeric ( $\mathrm{A} \$-\mathrm{Z} \$$ and $\mathrm{A} 0 \$-\mathrm{Z} 9 \$$ ) variables in a single program.

When a letter and a digit are combined in a variable name, the letter must precede the digit.

The following are not valid variable names:
CC $\quad 3 \mathrm{G} \$ \quad \mathrm{PX} \$ \mathrm{\$ AO}$

A modification of the averaging program on the preceding page is shown below. This version demonstrates the use of combination variable names. $\mathrm{N} 1 \$$ is the student's first name, $\mathrm{N} 2 \$$ his or her last
name, S1, S2, and S3 the three scores, and M the arithmetic mean or average.

| LISTNH |  |
| :---: | :---: |
| 10 FOF K 1 To |  |
|  |  |
| 30 LET M $=61+52+53)$ |  |
|  |  |
| 50 NEXTK |  |
| 60 DATA "MOUG" "CARL SON", 66.81 .75 |  |
|  |  |
| 80 Inta "MARK", "FOGEFS"y78,78962 |  |
| 90 DATA "FUTH"y"SMLTH"y80.83.86 |  |
| 99 ENa |  |
| Eleaty |  |
| EUNNH |  |
| Camison moue | 74 |
| JONES - JANE | 91.3333 |
| ROGEESy Matic | 72.6666 |
| SMTH:RUTH | 83 |
| REAMY |  |

## SUBSCRIPTED VARIABLES

A third way to name variables is by using subscripts. A subscript in conventional form looks like this:

## ${ }_{X_{3}}$

The symbol " $\mathrm{X}_{3}$ " is read " X sub 3."
In BASIC, subscripted variables are written in a slightly different way. Here is a BASIC subscripted variable:

This is a subscript $\xrightarrow{X(3)}$
" $X(3)$ " is read " $X$ sub 3 ".
The subscripted variables $X(1), X(2), X(3)$, etc., each correspond to a location in the computer's memory just like simple variables:
$\mathrm{X}(1)$ $\square$ $X(2)$ $\square$ $X(3)$ $\square$
Subscripted variables have two advantages over simple and combination variables. First, you may use subscripts outside the range of 0 to 9 , for example, X(34), by using the DIM statement (this will be explained toward the end of this section). Second, you may refer to a subscripted variable using a variable as a subscript:

| Subscripted variable_ | if $K=1, X(K)$ |
| :--- | :--- |
| If $K=2, X(K)$ | is $X(1)$. |
| If $K=3, X(K)$ | is $X(3)$. |

The set of data $[X(1), X(2), X(3)$, etc.] is referred to as a list.

A list is made up of all the subscripted variables that have the same variable name.

Exercise 43. Using the data shown below, complete the table of values for the subscripted variables shown.

| A(1) | 8 | B(1) | 3.7 | I | 1 |
| :---: | :---: | :---: | :---: | :---: | :---: |
| A(2) | -6 | B(2) | 9.2 | J | 2 |
| A(3) | 10 | B(3) | 3 | K | 3 |
| A(4) | 13 | C(2) | 4 | X | 4 |


| .Subscripted Variable | Value | Subscripted Variable | Value |
| :---: | :---: | :---: | :---: |
| A(1) | 8 | A(2*) |  |
| A(I) | 8 | A( $1+\mathrm{J}$ ) |  |
| A(K) |  | A(1+2) |  |
| A(X) |  | A $2^{*} \mathrm{~J}-1$ ) |  |
| B(I) |  | A(X-3) |  |
| B(3) | - | A(X-K+J) |  |
| B(J) |  | A(J*K-X) |  |
| C(J) |  | $A(C(2))$ |  |
| B(1 + 1 ) |  | $A(B(C) 2)-1)$ ) |  |

The following rules apply to the use of subscripts and subscripted variables:
(1) A subscript may be a number, a numeric variable, or a numeric expression.
(2) The value of a subscript must not be negative. If it is, an FM error message will be displayed and the program will stop.
(3) If the subscript is not a whoie number, the computer uses the whole number part of the subscript. For example:
$\mathrm{X}(3.7)$ is the same as $\mathrm{X}(3)$.
If $K=2.9, P(K)$ is $P(2)$.
(4) The computer permits a subscript value of zero. For example, the following program will display the number 15 .

$$
10 \operatorname{LET} A(0)=15
$$

20 PRINT A(0)
30 END

[^6]10 FOR $N=1$ TO 4
$20 L E T P(N)=2 \wedge N$ 30 NEXT N

70 LET $F(1)=1$
75 FOR K＝2 TO 6
$80 L E T F(K)=K^{*} F(K-1)$ 85 NEXT K

A use of subscripted variables is demonstrated by the next example．This program＂sorts＂numbers by placing them in order from lowest to highest．Notice the structure of the two FOR－NEXT loops at lines 170－240 and 180－230．

LTSTNH
100 FFENT＂UNSORTEM MATA：＂
110 FOR K゙＝$=1010$
120 KEAN N（K）
1．30 FFTNT N（K゙）＊
1．40 NEXT K゙
150 FFTNT
160 FFTNT
170 FOR Kl： F TO


200 1．ETT $\dagger:=N(K ゙ 1) ~$
210 LET N（K゙I）：＝N（k゙2）
220 …たT N（ド2）$\ldots T$
230 NEXT K゙2
240 NEXT ド？
2GO FRTNT＂GORTEO MATA：＂
260 以たK K゙＝1 T0 10
270 F゙KNT N（K）タ
280 NEXT K

999 FNK
REAIIY
FUNNH


A flowchart for this program appears below． This flowchart uses connectors（letters within circles） to direct program flow to distant points．



Exercise 45. Using the program on the previous page as a model, write your own program to "invert" a list of 10 numbers. That is, given the list:

$$
\begin{array}{llllllllll}
23 & 4 & 35 & 32 & 19 & 7 & 26 & 8 & 14 & 13
\end{array}
$$

your program should output:

$$
\begin{array}{llllllllll}
13 & 14 & 8 & 26 & 7 & 19 & 32 & 35 & 4 & 23
\end{array}
$$

Use a FOR-NEXT loop and subscripted variables to perform the inversion.

## LARGER DATA SETS

You may use subscripts with values from 0 to 10 for a variable in any program ( $A(0)$ through $A(10)$ ). If you wish to use values greater than 10 you must specify the largest value that your subscript will have by using the DIM (dimension) statement.
Look what happens if you try to use 11 as a subscript without dimensioning a list:


The following program adds the DIM statement:

$$
\begin{aligned}
& \frac{\mathrm{LISTNH}}{5 \mathrm{DXH}}
\end{aligned}
$$

$$
\begin{aligned}
& \underset{\substack{\text { REAMr } \\
\text { Kilnt } \\
1111}}{\substack{\text { READr }}} \\
& \text { The DIM statement at line } 5 \\
& \text { tells the computer that the } \\
& \text { subscript of } A \text { will be at most } \\
& 11 . \\
& \text { Now the program works as } \\
& \text { desired. }
\end{aligned}
$$

If you don't mention a subscripted variable in a DIM statement, the computer assumes that its subscripts will not exceed 10 in value.

A DIM statement has the following general form:
line number DIM list of subscripted variables
For example:
10 DIM $\underbrace{A(20), B(30)}$


## variables

The above DIM statement tells the computer that:
The value of any subscript of A must not exceed 20 .
The value of any subscript of B must not exceed 30 .
Exercise 46. Modify the program on the previous page to sort up to 100 numbers. Enter the number of numbers to be sorted as the first item in the data table and use a READ statement to assign it to a variable. Then construct numerical expressions that use this
variable to specify the terminal values of the indices of the FOR-NEXT loops.

## TWO-DIMENSIONAL DATA SETS

Sometimes it is convenient to organize a set of data into a two-dimensional matrix or array. Arrays are made by using variables with two subscripts. For example,

$$
30 \operatorname{LET} A(4,9)=14
$$

Each variable in an array is called an array element. The first subscript corresponds to the row number of the element and the second to its column number. An array dimensioned with the statement:

15 DIM A(3,4)
can be thought of as existing in the following form:


This array has 4 rows and 5 columns. Note that this is one more than the numbers of rows and columns specified in the D!M statement because the numbering begins with 0 rather than 1.

A two-dimensional array provides the easiest method for tallying survey or test data and recording how many people responded to each available option. For example, imagine that you had an eight-question survey with four possible responses to each question coded as 1, 2, 3, and 4. The response sheet for this survey might look like this:

## Survey Response Sheet

Directions: Circle the code numbers corresponding to your responses for each question.

| $(1)$ | 1 | 2 | 3 | 4 | $(5)$ | 1 | 2 | 3 | 4 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| $(2)$ | 1 | 2 | 3 | 4 | $(6)$ | 1 | 2 | 3 | 4 |
| $(3)$ | 1 | 2 | 3 | 4 | $(7)$ | 1 | 2 | 3 | 4 |
| $(4)$ | 1 | 2 | 3 | 4 | $(8)$ | 1 | 2 | 3 | 4 |

The following program tallies the number of people choosing each response for each question:


The above program uses three pairs of FOR-NEXT loops. The first nested loop initializes the values of all the subscripted variables to zero. The second tallies the responses by reading a response ( R ) to a specific question (K2) and then using that response as the column subscript in the LET statement in line 200. The third nested loop simply outputs the response data in a format that will fit on the CLASSIC screen.
Notice that the "zero" elements ( $\mathrm{T}(0,0), \mathrm{T}(0,1), \mathrm{T}(1,0)$, etc.) were not used in the above program. If you needed to conserve memory space in a very large program, you could make use of these zero elements and dimension array T as $(7,3)$ rather than $(8,4)$. You would then have to change the values of the indices in the loops as well. Alternatively, you might use the zero elements to store the number of people who did not respond to a specific question.
Exercise 47. Write a program to tally results on an eight-question multiple-choice test with three possible responses for each question. Output for each question the number of students who responded correstly, the number who responded incorrectly, and the number who did not respond. Use the above program as a model and store your response data in a two-dimensional array. You will need two types of data in your program, the correct responses as well as the students' responses. Enter the correct responses into a one-dimensional data list using READ and DATA statements. Use the following data to test your program ( $0=$ no response):

| Question Number: | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 |
| :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
| Correct Response: | 2 | 3 | 3 | 2 | 1 | 2 | 1 | 3 |


|  | Response to Questions |  |  |  |  |  |  |  |
| :--- | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| Student | $\mathbf{1}$ | $\mathbf{2}$ | $\mathbf{3}$ | $\mathbf{4}$ | $\mathbf{5}$ | $\mathbf{6}$ | $\mathbf{7}$ | $\mathbf{8}$ |
|  |  | 2 | 1 | 3 | 0 | 3 | 3 | 2 |
| A | 2 | 3 | 3 | 2 | 1 | 1 | 2 | 2 |
| B | 1 | 3 | 2 | 3 | 1 | 2 | 0 | 0 |
| C | 2 | 1 | 2 | 1 | 3 | 2 | 3 | 3 |
| D | 2 | 2 | 3 | 0 | 1 | 3 | 3 | 2 |
| E | 2 | 3 | 2 | 1 | 3 | 2 | 0 | 2 |
| F | 1 | 3 | 3 | 2 | 1 | 3 | 1 | 0 |
| G | 2 | 1 | 2 | 0 | 0 | 1 | 3 | 3 |
| H | 2 | 2 | 3 | 1 | 1 | 2 | 3 | 2 |
| I | 2 | 3 | 2 | 3 | 3 | 2 | 3 | 1 |

## LOOKING BACK

You have now learned three ways to supply data to programs: through LET statements, INPUT statements, and READ/DATA statements. Each of these has advantages and disadvantages, and thus each has different applications:

- The LET statement is the most flexible because the values of expressions can be assigned to specific variable locations. However, one statement is needed for each assignment.
- The INPUT statement allows you to enter data while a program is running. It is the easiest way for other users of your program (besides yourself) to enter data because it does not require that actual BASIC language statements be changed. It is, however, relatively slow.
- The READ/DATA statements provide the fastest way for entering a large amount of data but they are relatively difficult to correct if they contain an error (the entire DATA statement must be retyped). Data statements take up room in the computer's memory and may not include any expressions that have to be evaluated.
You also know three ways to name variables: with a single letter, with a single letter followed by a single digit, and with one or two subscripts.
You can now write sizeable BASIC language programs. As your programs get larger and larger, they become more and more difficult to follow and understand, both for you and for anyone else who wishes to use your programs. The next section introduces some ways to organize your programs so that they will be easier to follow.


## SECTION 3－I

## ORGANIZING YOUR PROGRAMS

## ADDING COMMENTS TO YOUR PROGRAMS

The sample programs that are being discussed are getting longer and longer．Flowcharts have been used to make programs easier to understand，and rectangles have been used to make the listings easier to follow．You can make your programs easier to follow by adding comments or remarks to name and separate the major sections and explain things that might confuse the reader．

The REM statement is ignored by the computer and can be used to add remarks to a program．

When the computer encounters a REM statement，it simply skips over it．
The program below is identical to the program on page 3－38，but REMarks were added to make it more readable．Note that any comment may be typed after the letters＂REM＂－the entire line is ignored by the computer．

```
LISTNH
40 REM
60 REM THIS FPROGRAM TALLIES THE NUMBER OF PEDFLE
70 REM CHOOSING EACH OF 4 FESFONSE FOR EACH OF g
8O REM OUESTIONS.
80 REM
90 REM (100 IIM T (8,4)
102 REM AFIRAY
104 FEM
106 FEM *** INITIALIZING ROUTINE
108 FEM
110 FOR K゙1=1 TO 8
120 FOF K2=1 TD 4
130 LET T(K1,N゙2)=0
140 NEXT K2
150 NEXT
155 REM
160 REALI N
162 FEM "N" IS THE NUMBEF OF SURUEYS TO RE TALLIEII.
164 REM
166 REM *** TALLYTNG FOUTINE
169 FEM
170 FOK K1=1 TO N
190 FEEAI K
195 FEM 'R" [S A RESFONSE TO RUESTION NUMBER *K2*,
200 LET T(K2,F\)=T(K2,R)+!
210 NEX「 バ2
210 NEXT KK2
220 NEXT
223 REM
225 REM *** BUTFUTT ROUTINE
227 REM (QUESTION",,"RESFONSES
240 FRINT ,"1","`","3","4*
245 REM
250 FOKKKx=1 TO 8
260 FRINT K゙1,
270 FOR K":=1 TO 4
280 FFIINT T(KI,K゙2),
290 NEXT K゙Z
300 NEXT K1
470 FEEM
480 REEM *** LATA TAELE
490 FEM
500 LATA, 5
5 0 3 ~ R E E M ~ T H E ~ F I R S T ~ L I A T A ~ I T E M ~ I N T I I C A T F S ~ T H E ~ N U M E E F ~ O F ~
505 FEM SURUEYS TO EE TALLILED. THE ACTLHAL. FESFONSES
50% REM GIUEN FOLLOW FELOW:
510 IATA 2,1,4,4,1,3,1,4
520 DATA 1,1,3,4,2,4,1,3
540 IIATA 2,2,4,4,1,3,2,1
550 LATG 4,3,4,1,3,3,3,2,2
G50 LATG 4,3,4,1,3,3,2,2
REAIIY
```

Exercise 48．Add REMarks to the program that you wrote for Exercise 47 to make the program easier to follow and understand．Run your modified program to assure that it still works correctly．

## CHANGING THE LINE NUMBERS IN YOUR PROGRAMS

As programs become modified and remarks are added，you often find that you run out of line numbers with which to add new statements．For example，it would be difficult to add another routine between lines 160 and 170 in the TALLY program at the left because most of the intervening lines numbers have already been used．
CLASSIC has a special program to resequence the line numbers in a program．This program is stored in the file RESEQ．BA on the system disk．To use this program，you must first store your own program on a disk with the editor SAVE command．For example，

## SAVE RXA1：TALLY．BA

You can then call RESEQ into your workspace with the command：

## OLD RESEQ

When you run RESEQ，the program will first ask you the name of the file you wish to resequence by printing：

FILE？

Respond to this query by entering the complete device，file name，and extension of your program（no defaults are assumed）．For example，

FILE？RXA1：TALLY．BA
RESEQ will then print：

## START，STEP？

and wait for you to enter the number that you wish your program to start with and the difference that you want between each successive line number（your entries must be separated by a comma）．
A complete example of this procedure is shown below．（The workspace originally contained the program shown at the left．）

|  | THE USER INDICATES THAT |
| :---: | :---: |
|  | RESEQ SHOULD START WITH |
| OLA RESEO | E NUMBER 100 AND USE |
| OLX RESEX | AN INCREMENT OF 10 BE－ TWEEN LINE NUMBERS． |
| READY <br> TWEEN LINE NUMBERS． |  |
| RUNNH | WHEN THE READY MES－ |
|  | SAGE REAPPEARS，YOUR |
| STAFT，STEP？100．10 | PROGRAM WILL HAVE BEEN |
|  | RESEQUENCED． |

feadiy

To read your original program back into the workspace，use the editor OLD command：

## OLD RXA1：TALLY．BA

The listing on the following page shows the program at the left after it was resequenced．
When a program contains references to line numbers （such as GOTO and IF statements），the RESEQ program automatically changes these references to correspond to the new line numbers．

```
LISTNH
110 REM
*** TALl.y
110 FEM
20 FEM THIS FROGRAMA TALILIES THE NUMGEF OF FEOPLE
130 FEM CHOOSING EACH OF 4 RESFONSE FOF EACHH UFF}
140 FEM
150 REM T(B,4)
170 FEM AFRA'Y "T" GTOFES THE TALIY COUNTS
180 FEM
190 REM *** INITIAL.IZTNE ROUUT.INE
200 FEM
210 FOR K1=1 TO 8
220 FOR K゙2=1 TO 4
230 LET T(K゙, K2)=0
240 NEXT K2
250 NEXT KI
250 KEM
270 READ \/
280 REM "N" IS THE NUMBER OF GURUEYS TO EE TALLIEI.
290 FEM
300 FEM *** TALLYTNG ROUTINF:
310 FEM
320 FOF K1=1 TO N
330 FOK KO=1 TO 8
340 FEAD R
350 REM "R" IS A RI:SFONSE TO OUESTION NUMEER "K2".
360 LETT T(K゙2,R)=T(K2:R)+1
370 NEXT K2
380 NEXT K1
380 NEXT
400 REM *** OUTPIIT ROUTINE
400 RE.M
420 FRINT "RUESTJON",,"RESFONSES"
430 FFINT ,"1",'2",'3','4"
4 4 0 ~ F E M ~
450 FOR K1=1 TO 8
460 FRINT K゙1,
470 FOR K2=1 IO 4
480 FRENT T(K1,N2),
490 NEXT K2
SOO NEXT K1
5 1 0 ~ R E M ~
520 FEM *** IIA'TA TABL_E
S30 REM
E40 RIATA 5
55O FEM THE FIKST LATA ITEEM INTIICATES THE NUMEER OF
560 REM SURUEYS TO HE TALLIED, THE MCTIJAL, FESFONSES
5 7 0 ~ R E M ~ G I V E N ~ F O L L O W ~ G E L O W : ~
580 IATA 2,1,4,4,1,3,1,4
590 IATA 1,1,3,4,2,4,1,3
600 DATA 2,1,4,4,1,3,1+5
610 DATA 2,2,4,4,1,,3,2,1
620 IATA 4,3,4,1,3,3,2,2
630 ENI
FEA[iY
```

The RESEQ program can be used only with BASIC language programs that contain 350 or fewer lines． Any attempt to resequence a larger program will result in an error message．The RESEQ program may take as long as 10 or 15 minutes to resequence a large program，so you should not terminate it prematurely， As long as the disk drives continue to click，RESEQ is operating properly．

Exercise 49．Enter the following program into your workspace and store it on RXA1．Then use RESEQ to resequence the line numbers so that they begin with 1000 and have an increment of 10 ．Run the program before and after you resequence it to make sure that it works．Do not forget to SAVE this program before you OLD RESEQ，or you will have to enter it again．

```
10 FEALI N
30 IF N<O THEN 90
35 IF N=0 THEN }7
50 FOFK K=1 TON
6 0 ~ F R I N T ~ " X ' 0
70 NEXT K
1 GOTO 1O
2 FRINT,
3 FRINT *
M0 FORKN=1,TO -N
100 FRINT "';
150 FRINT PFRESS RETUUN:-;
155 INFIUT A$
00 IIATA -5,6,-17,7,0,-1,M,-14,4,--5,4,0
205 IATA -1,4,-13,3,-8,3,0,-1,4,-5,5,-3,3,-6,3,0
210 NATA -1,14,-3,4,-5,4,0,15,-5,7,0
215 DATA 6,-4,5,-3,15,0,--2,3,-6,2,-6,4,-6,4,0
```

220 DATA $-3,3,-4,2,-7,8,0,-4,3,-2,2,-8,8,0$
225 IAATA $-5,5,-9,4,-6,4,0,-6,3,-9,15,-20$
999 END

## MULTIPLE STATEMENTS ON ONE LINE

There is one more technique that you can use to organize your programs：writing more than one BASIC statement on a single program line．To do this，you simply need to separate your statements with a backslash（ $\backslash$ ）．This key is next to the LINE FEED key． Only the first statement in the line has a line number． For example，the following line：

40 INPUT A \ PRINT A＊12
is equivalent to：
40 INPUT A
50 PRINT A＊12

You can only branch to the first statement in any program line．

The message＂try again＂could not be printed by the following statement：

$$
60 \text { IF A } \$=\text { "YES" THEN } 130 \backslash \text { GOTO } 200 \text { \PRINT "TRY AGAIN" }
$$

because the execution of this statement will always stop before the PRINT statement is encountered． There is no way that the program can get to the PRINT statement without first hitting GOTO 200．For this reason，GOTO statements should always be last if they are used in a multiple－statement line．

The use of multiple statements has both advantages and disadvantages．On the plus side，the technique saves space in the computer＇s memory and on your disks by eliminating the need for some statement numbers．This can allow you to write larger programs． The technique also makes some statement groups （like small FOR－NEXT loops）easier to identify．On the minus side，errors are harder to correct with multiple statements on a single line because you must retype the entire line．Also，complicated formulas are often confused if several are typed on the same line．The use of this technique therefore involves some＂give－and－take＂．It is generally a good idea to avoid multiple statements until all the＂bugs＂ （programming errors）in your program have been found and corrected．Then go back and merge your statements to save space．

The following program demonstrates the use of multiple statements per line to shorten the TALLY program．

```
ISTNH
100 FEEM *** TALI_Y
120 FEM THIS PROGRAM TALLTES THE NUMBEF OF FEOFL
130 REM CHOOSING EACH OF 4 FESFONGE FOR EACH DF }
40 FEM QUESTIONS.
150 FEM
160 IIIM T(B,4)
170 REM ARKAY "T" STORES THE TALLY COUNTS
180 FEM
190 REM *** INITIALIZING ROUTIN
200 FEM
210 FOR K1=1 TO 8\ FOR K2==1 TO 4 \ LET T(K1,N゙2)=0
40 NEXT K2 \ NEXT K1 \ FEEAT N
280 FEM 'N" IS THE NUMBEF OF SURUEYS TO bE TALLIEII.
90 REM
300 FEM *** TALLYING RDUTINE
310 REM
320 FOF K1=1 TO N \ FOF K2=1 TO B \ REAI F
350 REM "R" IS A RESFONSE TO RUESTTON NUMEEF "K2".
360 LET T(K2,F)=T(K2,R)+1\ NEXT K゙2\ NEXT K゙1
360 LET
400 REM *** OUTFUT ROUTINE
4 1 0 ~ R E M
420 PRINT "RUESTION",,'RESFONSES" \ PRINT ,"1","2','3',"4*
440 REM
450 FOR k゙1=1 TO 8 \ FRINT K゙1, \ FOR K゙2=1 TO 4
480 FRINT T(k゙1,k゙2), \ NEXT Ǩ2 \ NEXT k゙1
510 FEM
520 REM *** DATA TABLE
530 REM
540 DATA 5
550 REM S THE FIRST IATA ITEM INIIICATES THE NUMBER OF
S60 REM SURVEYS TO BE TALLIED. THE ACTJAL REESFONSES
50 FEM GIVEN FOLLOW EELOW:
S80 DIATA 2,1,4,4,1,3,1,4
SOO DATA 1, 2,1,4,4,1,4,1,3
600 DATA 2,1,4,4,1,3,1,3
60 DATA 2,2,4,4,1,3,2,1
20 DATA 4,3,4,1,3,3,2,2
6 3 0 \text { END}
REALIY
```

Exercise 50．Use the multiple－statement－line tech－ nique to shorten the program given for Exercise 49 （page 3－40）．Run the program after you have modified it to make sure that it still runs correctly．

## SUBROUTINES

REMark statements，evenly sequenced line numbers， and multiple－statement lines all help improve a BASIC language program without changing its actual sequence or logic．That is，the application of any of these three techniques to a specific program would not change the flowchart describing how that program will work．A fourth technique for organizing your programs，the use of subroutines，involves arranging the actual statements in your program in a logical or structured manner．
A subroutine is a group of statements that might be thought of as a separate program within your main program．The use of subroutines offers three benefits in BASIC language programming：
（1）Subroutines help segment or modularize a program so that its general structure may be more easily followed and understood．
（2）If the same operation is performed many times within the same program，it may be easier to isolate that operation as a subroutine and branch to it whenever needed rather than repeat the same statements many times．
（3）Subroutines can be written so that they are prac－ tically little programs in themselves．For example， the sort routine discussed on page 3－36 could easily be made into a subroutine．Once this is done，this subroutine could be inserted into any program where such a sort is needed and then ＂called＂to perform the needed operation．

The program for Exercise 49 uses two FOR－NEXT loops to perform the same operation：Printing a single character repeatedly．This program might be better structured using a subroutine：

```
700 FEM *** MAIN FROGFAM
950 REM
1000 REAII N
1010 IF N%O THEN 1100
1020 IF N=0 THENN 1070
1023 REM
1025 FEM *** N TS FOSITIUE
1027 FEM
1030 LET A$ = ' X"
1040 GOSUF 2000
1060 GOTIJ 1000
1063 REM
.065 REM *** N TS ZERO
1067 KEM
1070 FRINT
1090 GOTO 1000
1093 REM
1093 REM *** N IS NEGATIUE
1095 REM
1100 LET N=~N
1100 LET N=-N,
1120 GOSUB 2000
1130 IF N:20 THEN 1000
1140 PRINT "FRESS FEETUFN:";
1150 INFUT A$
1152 STOF
1154 REM
156 REM *** JIATA TAELE
1158 REM
1.160 IATA -5,6,-17,7,0,-1,4,-14,4,-5,4,0
1170 IATA -1,A,-13,3,-7,-3,0:-1,4,-5,5,-3,3,-8,3,0
1180 IIATA -1,14,-3,4,-5,A,0,15,-5,7,0
1190 NATA 6,-4,5,-3,15,0,-2,3,-6,2,-6,4,-6,4,0
1200 IIATA -3,3,-4,2,-7,8,0,-4,3,-2,2,-0,8,0
1210 IATA -5,5,-9,4,-6,4,0,-6,3,-9,15,-20
1210 LATA -5,5,-9,A,-6,4,
1900 KEM
910 KEM *** SUGROUTINE
1920 REM
2000 FOR K゙9=1 TO N
2010 FRINT A$;
2010 FRINT A$$
2020 NEXT K9
9999 ENI
```

This program has a main routine，a data table，and a subroutine．The subroutine in lines 2000－2030 is ＂called＂by the GOSUB statements in lines 1040 and 1120.

## The GOSUB statement calls（transfers control to）a subroutine．

When a GOSUB statement calls the subroutine，the computer goes to line 2000 and executes lines 2000 to 2020．The RETURN statement in line 2030 sends the computer back to the line following the GOSUB that called the subroutine．

## The RETURN statement returns control to the statement following the GOSUB statement that called the subroutine．

When the subroutine is called by the GOSUB at line 1040，the RETURN statement causes control to branch to statement 1060．When it is called by the GOSUB at line 1120，RETURN branches control to statement 1130.
The STOP statement at line 1145 prevents the program from＂falling into＂the subroutine un－ expectedly．

The STOP statement causes program execution to be terminated．

If a RETURN statement is encountered before a GOSUB is executed, a GR error message will result.
Subroutines are represented in a flowchart by a special symbol: This symbol appears in the flowchart of the main program to indicate that a subroutine is called. The actual operation of the subroutine is usually charted on a separate page. For example, flowcharts of the program, and subroutine on the previous page are shown below:

Main Program Flowchart


Subroutine Flowchart


Exercise 51. The following program was discussed on page 3-36:

```
100 FRINT PUNSORTEII IATA:
110 FOF K=1 TO 10
120 REAL N(K)
130 FFIINT N(K);
140 NEXT 
150 FFINT
160 FFINT
170 FOF K1=1 TO 9
180 FOF K2=に1+1 To 10
190 IF N(K1)<=N(K2) IHEN 230
200 LET T=N(K.L
210 LET N(K1)=N(K2)
220 LET N(K゙2)=T
230 NEXT K2
250 FRINT SORTELI LIATA:"
260 FOR K=1 TO 10
280 NEXT K
500 [IATA 66,75,59,93,77,85,48,92,67,78
999 ENL
```

Note the similarity in the loops at lines 110-140 and 260-280. Restructure this program to use a subroutine to perform the printing done by these loops.

## LOOKING BACK

This chapter has introduced four techniques for organizing your programs: remarks, evenly sequenced line numbers, multiple statements on a single line, and subroutines.
Remember these things:

- Comments may be added to a program listing by means of the REM statement. These statements are ignored while the program is being executed.
- The line numbers in a program may be resequenced with the RESEQ program.
- More than one statement may be written on a single program line by separating the statements with backslashes ( $\backslash$ ). When this is done, however, the program can only branch to the first statement in the line.
- A subroutine can be thought of as a "program within a program" which is "called" by a GOSUB statement.
- A RETURN statement terminates a subroutine and transfers control to the statement following the last GOSUB statement that was executed.
- A STOP statement can be used to terminate the execution of a program and return control to the editor.

You now know 15 of the 25 BASIC statements available on CLASSIC. As you write your own programs, you will probably find it easier to refer to the BASIC Statement Directory in Chapter 4 of the CLASSIC User's Reference Guide than to refer back to this self-teaching guide. The BASIC Statement Directory presents each individual statement and lists the rules involved in using that statement. The introductory pages to that chapter review the general concepts involved in writing BASIC language programs and introduce the formats used in the directory.
This section concludes the first self-teaching chapter on the BASIC language. The next chapter is entitled
"Advanced BASIC Programming" and explains the advanced features of using BASIC on the CLASSIC system. Before you go on, make sure that you have learned all of the statements covered in this chapter by writing programs of your own which demonstrate their uses. While working the computer, use the Reference Guide to help you remember rules and formats that you may have forgotten.

# Chapter 4 <br> Advanced Basic Programming 

## SECTION 4-A <br> NUMERIC FUNCTIONS

A function is a special kind of subroutine. It is similar to a subroutine because it causes the computer to perform a special process. It is different from a subroutine in two ways:
(1) it is called by indicating the function name within a numerical or string expression (it does not require a GOSUB statement), and
(2) it requires one or more arguments.

Arguments are numeric values or strings that are operated on by a function.

Consider the following program. This program uses a subroutine to find the absolute value* of a number X :

10 TNFUT X
20 Gosue 100
30 FRENT $X$
40 ooto 10
100 TF $\times$ O $=0$ THEN 120
110 LET X $==-\times$
120 FETURN
997 ENN
REEAMY
$\frac{\text { RUNWH }}{\frac{7}{4}}$
$\frac{7}{4}$
?
FEAMY

* For positive numbers and zero, the absolute value of a number is the same as that number. For negative numbers, the absolute value of a number is -1 times that number. For example, the absolute value of +43 is +43 , but the absolute value of -18 is +18 .

Note: CLASSIC does not require the word LET in variable assignment statements. That is, the following statement would be equivalent to statement number 110 above:

$$
110 X=-X
$$

The programs in this Guide use the word LET to be consistent with other BASIC language systems (see Section 5-D).

The following program finds the absolute value of $X$ using a numeric function:
10 TNFUT $X$
30 FRTNT ABS $(X) \longleftarrow$ THIS STATEMENT PRINTS
40 GOTO 10
99 ENII

READY
RUNNH
$\frac{? 4}{4}$
$\frac{?-4}{4}$
? ${ }^{\text {m }}$
FEAMY

The absolute value function is called by the expression:


The argument can be any number, numeric variable, or numeric expression, even one containing another function. This function is called a numeric function because its argument is numeric and it "returns" a numeric value.

Numeric functions may be used anywhere that a numeric expression is allowed.

## SIMPLE NUMERIC FUNCTIONS

The square root (SQR) function. In mathematics, the symbol $\sqrt{ }$ is used to indicate the square root operation. In BASIC, the corresponding symbol is $\operatorname{SQR}()$. The function $\operatorname{SQR}(X)$ returns the nonnegative square root of the absolute value of X . Look at the following example:

| 10 F-TNT | SQFi (4) , कQF(25) |  |
| :---: | :---: | :---: |
| 20 FraNT | SOF(…4) | y SQF (-.-2\%) |
| 99 ENX |  |  |
| FUNNH |  |  |
| 2 | \% |  |
| 2 | : |  |

## FEACY

Perhaps you recall that $\sqrt{a}$ is used to mean the non-negative square root of $a$, and $-\sqrt{a}$ is used to mean the negative square root of $a$.
Here is a program to compute the two square roots of $a$ :


By using the FOR-NEXT loop, you can build your own square root table:

| 10 FOKF $X=1$ ro 10 |  |
| :---: | :---: |
| 20 F゙RTNT $X$ |  |
| 30 NEXT X |  |
| 99 ENO |  |
| RUNNH |  |
| 1 | 1. |
| 2 | 1. 41.421 |
| 3 | 1.73205 |
| 4 | 2 |
| 5 | 2.23607 |
| 6 | 2.44949 |
| 7 | 2.64575 |
| 8 | 2.82843 |
| 9 | 3 |
| 10 | $3 \cdot 1.6228$ |

REALY
Here is another application of the SQR function: If you know the lengths of two sides of a right triangle, you can compute the length of the third side by applying the Pythagorean theorem. For example, suppose $c$ is the length of the hypotenuse and $a$ and $b$ are the lengths of the other two sides as indicated in the diagram below.
Given $a$ and $b$, you want to compute $c$ :


5 FFINT "A"y"B"y"C"
10 REAN AgB
20 LET C=SQK (AC 2 B 2 )
30 FRTMT AgByC
40 שoto 10

99 Win.
$\frac{\text { RUNNH }}{\text { A }}$
3
12
1
B
4
5
1
© F 13 1.4142 L

LA AT LTNE 00010
FEAMY
From the results, you see that:
If $\mathrm{a}=3$ and $\mathrm{b}=4$ then $\mathrm{c}=5$
If $a=12$ and $b=5$ then $c=13$
If $a=1$ and $b=1$ then $c=1.41421$
Note that the argument to the SQR function at line 20 is a numeric expression. The computer evaluates the expression inside the parentheses and then executes the SQR function using the result.

Exercise 52. Suppose that you know the values of a and $c$. Write a program to compute and print the value of $b$. Then use your program to obtain the value of $b$ for each of the following:


The sign (SGN) function. Suppose that you wanted to write a program to output the positive square root of a number when you input a positive number, and the negative square root when you input a negative number. Here is one program to do the job:

```
10 FRTNT "YOUR NUMBEF"%
20 TNFUT A
30 TF A<O THEN 60
40 1.|T S-#0%(A)
G0 00T0 70
60 1..ET S=--GQR(A)
70 FRTNT "ANSWNE =" "夕夕
80 GOTO 1%
99 ENO
REAOY
RuNivH
YOUR NUME:ERT4
ANSWIER := 2
YOUR NUMBEFT--E
ANSWEF: =--.2.82843
YOUR NUMBEFT"C
FEAWY
```

You can rewrite this program using the SGN function, making it considerably shorter in the process.

The sign (SGN) function returns the value of -1 if the argument is negative, +1 if it is positive, and 0 if it is zero.

```
1..ISTNH
```



```
20 INFUT A
```



```
30 00T0 10
99 FN%%
FEAOY
RUNNH
YOUF NUMBEF?26
ANSWFFF:=:5.09902
```



```
ANSWFR := -...J.44E%
YOUF NUMBEWT"C
FEAMY
```

Exercise 53. When a number is squared, the result is always positive. Write a program to output the square of a number with the opposite sign that the number had originally. For example, 6 should generate -36 , and -2 should generate 4.
The integer (INT) function. The INT function returns the value of the largest integer not greater than the argument. For example,
10 FRINT INT(0),INT(1),INT(2),INT(3.14),INT(7.99)
99 ENI
REALIY
$\frac{\text { RUNNH }}{0}$
I
2
3
7
BEALIY
From these results, you can see that:
INT(0) $=0$
$\operatorname{lNT}(1)=1$
$\operatorname{INT}(2)=2$
$\operatorname{INT}(3.14)=3$
$\operatorname{INT}(7.99)=7$

The INT function is best understood with the help of a number line.


Point $A$ is at 3 . The largest integer not greater than 3 is 3. Therefore, $\operatorname{INT}(3)=3$.
Point $B$ is at $1: 25$. The largest integer not greater than 1.25 is 1 . Therefore, $\operatorname{INT}(1.25)=1$. Notice that if $X$ is not an integer, the largest integer not greater than $X$ is to the left of $X$ on the number line.
Point $C$ is at -1.25 . The largest integer not greater than -1.25 is -2 . Therefore, INT(-1.25) $=-2$. Once again, the largest integer not greater than -1.25 is to the left of -1.25 on the number line:

```
-2 <-1.25
```

Remember these things:

- If $X$ is a whole number, than $\operatorname{INT}(X)=X$. For example,

$$
\begin{array}{ll}
\operatorname{INT}(0)=0 & \operatorname{INT}(1)=1 \\
\operatorname{INT}(2)=2 & \operatorname{INT}(3)=3 \\
\operatorname{INT}(-6)=-6 & \operatorname{INT}(-4)=-4
\end{array}
$$

- If $X$ is a positive number, then $\operatorname{INT}(X)$ is the whole number part of $X$. For example,

$$
\begin{array}{ll}
\operatorname{INT}(2.99)=2 & \operatorname{INT}(123.45)=123 \\
\operatorname{INT}(0.75)=0 & \operatorname{INT}(.05)=0
\end{array}
$$

- If $X$ is a negative number, then $\operatorname{INT}(X)$ is one less than the whole number part of $X$. For example,

$$
\begin{array}{ll}
\text { INT }(-3.6)=-4 & \text { INT }(-12.4)=-13 \\
\text { INT }(-.3)=-1 & \text { INT }(-8.8)=-9
\end{array}
$$

Exercise 54. The INT function can be used to round numbers. Enter the following program into the computer and use it to round several values to the nearest whole number:

```
10 TNFUT X
20 FETNT INT(X+0.5)
30 60T0 10
99 ENM
```

Exercise 55. Modify the program in Exercise 54 to round numbers to the nearest tenth and the nearest hundredth. Finally, try to round a number to the nearest ten ( $10,20,30$, etc.) and the nearest hundred. To do this, you will have to use a numerical expression as the function's argument and then perform a multiplication or division on the value returned.

Exercise 56. Let x be a 2-digit whole number. That is, x is a whole number such that:

$$
10 \leq x \leq 99
$$

Define a number $y$ as follows:

$$
y=\text { sum of the digits of } x
$$

For example, if $x=10$ then $y=1+0=1$

$$
\begin{aligned}
& \text { if } x=25 \text {, then } y=2+5=7 \\
& \text { if } x=99 \text {, then } y=9+9=18
\end{aligned}
$$

Complete the following program to compute $y$ for a given value of $x$. RUN it for the DATA shown.

```
10 REMLI X
20 LET Y= 
30) FFINT X,Y
40 GOTO 10
90 RATA LO,15,23,37,40,99
9 9 ~ E N G I
READY
```

Exercise 57. Let $z$ be the number obtained by reversing the digits of $\mathbf{x}$. For example:

$$
\begin{aligned}
& \text { if } x=10 \text { then } z=01=1 \\
& \text { if } x=37 \text { then } z=73 \\
& \text { if } x=99 \text { then } z=99
\end{aligned}
$$

Modify the program that you wrote for the above exercise so that the computer computes and prints the value of $z$ instead of the value of $y$.
The next two parts of this section discuss logarithmic and trigonometric functions, respectively. If you have not yet studied logarithms or trigonometry, skip to the random number function on page 4-6.

## LOGARITHMIC FUNCTIONS

The logarithm (LOG) function. CLASSIC computes logarithms to the base e, where $e=2.71828$. These logarithms are usually referred to as natural logarithms. To display the natural logarithm of 6 , you could use the statement:

70 PRINT LOG(6)
The LOG function computes the natural logarithm of the argument.

Very often, students begin studying logs with the base 10 rather than the base e. Perhaps you have seen the rule:

$$
\log _{a} b=\frac{\log _{c} b}{\log _{c} a}
$$

Since CLASSIC computes logs to the base e, you can find the $\log$ of N to the base 10 by substituting specific values into the above equation as follows:

$$
\log _{10} N=\frac{\log _{e} N}{\log _{e} 10}
$$

In BASIC, this equation would be:
$10 \operatorname{LET} L=\operatorname{LOG}(N) / L O G(10)$
where $L$ is the $\log$ of $N$ to the base 10 .
The program below demonstrates the use of the LOG function to create a table relating natural and base 10 logs. The function itself is called at line 70.

```
10 PRINT
20 PRINT 'N', "NATURAL LOG OF N', "LOG OF N TO THE BASE 10"
30 FRINT
40 FOR N=1 TO 9 STEP 1 \ GOSUB 70 \ NEXT N
40 FOR N=1 TO 9 STEP 1 \ GOSUB 70 \ NEXT N 
50 FOR N=10 TO 90 STEF 10 \ GOS
70 FRINT N, LOG(N),', LOG(N)/LOG(10)
80 RETURN
99 END
READIY
RUNNH
N
    1 0
    1
    0.693147 0.30103
    1.09861 0.477121
    1.38629 0.60206
    1.60944 0.69897
    1.79176 0.778151
    1.94591 0.845098
    2.07944 0.90309
    2.19722 0.954242
    2.30258 1
    2.99573 1.30103
    3.4012 1.47712
    3.68888 1.60206
    3.91202 1.69897
    4.09434 1.77815
    4.24849 1.8451
    4.38203 1.90309
    4.49981 1.95424
    4.60517 2
REAIIY
```

Exercise 58. Chemists measure the acidity of solutions in units called pH (potential of Hydrogen). The pH of a solution is equal to -1 times the log to the base 10 of the hydrogen ion concentration:
$\mathrm{pH}=-\log _{10}$ (hydrogen ion concentration)
Write a program which computes the pH of a solution when you enter a concentration.

The exponent (EXP) function. The exponent function performs exactly the opposite of the operation performed by the logarithm function. That is, given the argument N and using 2.71828 as e , the LOG function finds $X$ in the following equation:

$$
\mathrm{e}^{X}=\mathrm{N} \quad[\mathrm{X}=\operatorname{LOG}(\mathrm{N})]
$$

and the EXP function finds $Y$ in this equation:

$$
Y=e^{N} \quad[Y=\operatorname{EXP}(N)]
$$

The EXP function can thus be used to convert logarithms back into regular numbers. This is called taking the antilog of a number. You supply a number
and the EXP function will return the number whose natural logarithm equals that number.
The program below demonstrates the use of the EXP function to raise e to the Nth power and the use of the LOG function to reverse the operation of the EXP function.


Exercise 59. Modify the program that you wrote for Exercise 58 to convert from pH to concentration. You input a pH , and the computer should output the corresponding hydrogen ion concentration. (Hint: you will need a LOG(10) term in your expression because the EXP function uses the base e rather than 10.)

## TRIGONOMETRIC FUNCTIONS

Angles supplied as arguments to CLASSIC trigonometric functions must always be expressed in radians. Radians are related to degress by the formula:

$$
\mathrm{R}=\pi \mathrm{D} / 180
$$

where $R$ is the angle measure in radians, $D$ is the angle measure in degrees, and $\pi$ is the constant 3.14159...
A 180 degree angle, then, is the same as a 3.14159 radian angle. The program in the next column converts degrees to radians for selected angles using the above formula.
CLASSIC has two functions that compute trigonometric values, the sine (SIN) function and the cosine (COS) function. To print the sine and cosine of an angle (A) in radians, you could use the statement:

[^7]Degree to Radian Conversion

| 10 | FRINT |  |
| :---: | :---: | :---: |
| 20 | FRINT | "ANGLEE IN", "ANGLEE IN" |
| 30 | FRINT | " LIEGREES", "RAMIANS" |
| 40 | FRINT |  |
| 60 | FOR K゙= | O TO 360 STEF 15 |
| 70 | FRINT | Kı 3 , 1.4159*K゙/180 |
| 80 | NEXT |  |
|  | ENa |  |

REATIY
RUNNH
ANGLE IN
IEGREES

| 0 | 0 |
| :--- | :--- |
| 15 | 0.261799 |
| 30 | 0.523598 |
| 45 | 0.785397 |
| 60 | 1.0472 |
| 75 | 1.309 |
| 90 | 1.57079 |
| 105 | 1.83259 |
| 120 | 2.09439 |
| 135 | 2.35619 |
| 150 | 2.61799 |
| 165 | 2.87979 |
| 180 | 3.14159 |
| 195 | 3.40339 |
| 210 | 3.66519 |
| 225 | 4.18897 |
| 240 | 4.45058 |
| 255 | 4.71238 |
| 270 | 4.974188 |
| 285 | 5.23598 |
| 300 | 5.49778 |
| 315 | 5.75958 |
| 330 | 6.02138 |
| 345 | 6.28318 |

## FEATIY

To compute the tangent ( $T$ ) of an angle ( A ), you simply have to divide the sine by the cosine:
$50 L E T T=\operatorname{SIN}(A) / \operatorname{COS}(A)$
There is also one function to go the other way, the arctangent (ATN) function. The following statement will print the measure of the angle $A$ (in radians) whose tangent is the number T :

## 60 PRINT ATN(T)

The program on the next page uses the SIN and COS functions to print a table of sines, cosines, and tangents for angles measuring between 0 and $4 \pi$ radians. It then converts from the tangent back to the original angle by using the ATN function. Note that

## Trigonometric Functions

| 100 PRINT |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: |
| 110 FRINT 'ANGLE*, 'SINE', 'COSINE', 'TANGENT', 'ANGLE |  |  |  |  |
| 120 FRINT |  |  |  |  |
| 130 LET $\mathrm{F}=3.14159$ |  |  |  |  |
| 140 FOF: K゙=0 TO 4*F STEF P/4 |  |  |  |  |
| 150 LET A=K |  |  |  |  |
| 160 FRINT K゙, $\operatorname{SIN}(A), \operatorname{COS}(A)$, |  |  |  |  |
| 170 LET T=(SIN(A)/COS(A)) |  |  |  |  |
| 180 FREINT T, ATN4T |  |  |  |  |
| 190 NEXT K |  |  |  |  |
| 200 ENI |  |  |  |  |
| READY |  |  |  |  |
| RUNNH |  |  |  |  |
| ANGLE | SINE | COSINE | TANGENT | ANGLE |
| 0 | 0 | 0.999999 | 0 | 0 |
| 0.785397 | 0.707106 | 0.707108 | 0.999997 | 0.785396 |
| 1.57079 | 0.999999 | 0.000003 | 333772 | 1.57079 |
| 2.35619 | 0.70711 | -0.707104 | -1,00001 | -0.785403 |
| 3.14159 | 0.00000637 | -0.999999 | -0.00000637 | -0.00000637 |
| 3.92698 | -0.707101 | -0.707113 | 0.999983 | 0.78539 |
| 4.71238 | -0.999999 | -0.00000974 | 102699 | 1.57079 |
| 5.49777 | -0.707115 | 0.707098 | -1.00002 | -0.78541 |
| 6.28317 | -0.00001273 | 0.999999 | -0.00001273 | -0.00001273 |
| 7.06857 | 0.707096 | 0.707119 | 0.999969 | 0.785382 |
| 7.85397 | 0.999999 | 0.00001798 | 55628.7 | 1.57078 |
| 8.63936 | 0.70712 | -0.707093 | -1.00004 | -0.785417 |
| 9.42476 | 0.00001947 | -0.999679 | -0.00001947 | -0.00001947 |
| 10.2101 | -0.707092 | -0.707123 | 0.999957 | 0.785376 |
| 10.9955 | -0.999999 | -0.00002397 | 41721.5 | 1.57077 |
| 11.7809 | -0.707124 | 0.707088 | -1.00005 | -0.785424 |
| 12.5663 | -0.00002547 | 0.999999 | -0.00002547 | -0.00002547 |

READY
the argument to the SIN and COS functions may be any value, but the radian angle returned by the ATN function is always in the range $-\pi 2$ to $+\pi / 2$. From your math class, you may remember that an angle of $\pi / 2$ (or 1.57079 ) radians is the same as an angle of $5 \pi / 2$ (or 7.85397) radians. Once again, note the limitations in CLASSIC's accuracy by comparing the values computed for these two angles in the program output.
Exercise 60. Change lines 130, 150, and 180 in the above program so that the output is generated for angles in degrees instead of radians. Use the conversion formula discussed on the previous page.
Exercise 61. Surveyors use trigonometric functions to find the heights of tall buildings and trees by a method called triangulation. Use the computer to perform triangulation as follows.

d
By measuring the distance $d$ and the angle $\alpha$, one can calculate the height $h$ with the formula:

$$
\mathrm{h}=\mathrm{d} \tan \alpha
$$

Write a program that allows you to input values for $d$ (in meters) and $\alpha$ (in degrees) and outputs the corresponding value of the height $h$.

## THE RANDOM NUMBER (RND) FUNCTION

Imagine that you flipped a coin ten times and that every time it came up "heads" you wrote " 1 " and every
time it was "tails" you wrote " 0 ". The numbers that you had written might look like this:

If you rolled a die and wrote down the number of spots showing on top, you might get this result:
$\begin{array}{ccccccccc}5 & 2 & 1 & 5 & 3 & 6 & 4 & 2 & 1 \\ \text { In each case, } & 4 \\ \text { a random sequence } & \text { of numbers was }\end{array}$ generated. Each number in the sequence was selected at random from a given set of numbers. In the first case, numbers were selected at random from the set $[0,1]$. In the second case, they were selected from the set [1,2,3,4,5,6].
When numbers are selected at random, each number in the set has the same chance of being selected as any other member of the set. That is, the probability of selecting any member of the set is the same as the probability of selecting any other member.
You can obtain a random sequence of numbers from the set $[0,1,2,3,4,5,6,7,8,9]$ by using a spinner like the one pictured below:


SPIN THE WHEEL ... SELECT THE NUMBER AT WHICH IT STOPS. THE WHEEL IS SHOWN STOPPED AT SEVEN.

Sequences of random numbers are generated by CLASSIC by using the RND function. Here is a sequence of 15 random numbers:

## ready

10 FOR K=1 TO 15
20 PRINT RND(O),
30 NEXT K

| $\frac{\text { RUNNH }}{.204935}$ | . 229581 | . 533074 | . 132211 | . 995602 | . 783713 |
| :---: | :---: | :---: | :---: | :---: | :---: |
| . 67811 | . 682372 | . 991239 | . 806084 | . 915352 | . 237358 |
| . 741854 | . 397713 | . 709588 |  |  |  |
| REAbY |  |  |  |  |  |

Every number in the random sequence is greater than zero but less than one. In other words,

$$
0<R N D(0)<1 .
$$

Every time the computer evaluates RND(0), it generates another random number between zero and one. In the above program, RND(0) occurred in a FOR-NEXT loop and was evaluated 15 times. Therefore, 15 random numbers were printed. The RND function does not require a specific argument; you may use 0 or any other number or numeric variable.
Suppose that you wanted a random sequence in which each number in the sequence is zero or one. Here is one way to get it:

10 FRR K=1 TO 20
20 FRINT INT(2*FNLI(0));
30 NEXT K
99 ENa
RUNNH
REAIIY
The computer prints only ones and zeroes because $2^{*} \mathrm{RND}(0)$ is always between (but never equal to) 0 and 2. That is,

$$
0<2^{\star} R N D(0)<2
$$

The INT(2*RND(0)) can thus be only 1 or 0 . Note that this statement uses one function as the argument for another (the RND function is part of the argument for the INT function).
The RND function is useful if you want to use the computer to simulate (imitate) a real-life activity in which chance plays a part. The following program uses random numbers to simulate flipping a coin 20 times:


The next program simulates dice rolling:

```
10 FRINT 'HOW MANY FOLLS";
20 INPUT T
30 PRINT
40 PRINT 'FIRST IIEE,"SECONI IIE",'TOTAL"
5 0 ~ P R I N T
60 FOK K=1 TO T
65 LET A=INT(6*RNIL(0))+1
70 LET E=INT(6*RND(0))+1
80 PFINT A,B,A+B 0<6* RND(0)<6
90 NEXT K
GGNNH
HOW MANY FOLLS?S
\begin{tabular}{ccc} 
FIRST IIE & SECONI IIE & TOTAL \\
& & \\
3 & 2 & 5 \\
4 & 3 & 7 \\
5 & 4 & 9 \\
6 & 6 & 7 \\
4 & &
\end{tabular}
```

READY
Exercise 62. The possibility set for an expression is the complete set of values that that expression can have. The possibility set for $\operatorname{INT}\left(2^{*} \mathrm{RND}(0)\right)$ is $[0,1]$. What is the possibility set for each of the following expressions? (Write your answers on a separate piece of paper.)
(1) $\operatorname{INT}\left(3^{*} \mathrm{RND}(0)\right)$ $\qquad$
(2) $\mathrm{INT}\left(6^{*} \mathrm{RND}(0)\right)$
(3) $\operatorname{INT}(6 *$ RND $(0))+1$
(4) $\mathrm{INT}\left(10^{*} \mathrm{RND}(0)\right)$
(5) $\mathrm{INT}(10 * \mathrm{RND}(0)) / 10$

Look what happens when you run the program on the previous page more than once:

| READY |  |  |  |  |
| :--- | :--- | :--- | :--- | :--- |
| RUNNH |  |  |  |  |
| 0.361572 |  |  |  |  |
| 0.539795 | 0.332764 | 0.633057 | 0.350342 | 0.670166 |
| 0.125244 | 0.8479 | 0.026123 | 0.54126 | 0.934326 |
|  | 0.389404 | 0.974853 | 0.516357 | 0.465088 |
| REAIY |  |  |  |  |
| KUNNH |  |  |  |  |
| 0.361572 | 0.332764 | 0.633057 | 0.350342 | 0.670166 |
| 0.539795 | 0.8479 | 0.026123 | 0.54126 | 0.934326 |
| 0.125244 | 0.389404 | 0.974853 | 0.516357 | 0.465088 |
| READY |  |  |  |  |

The set of random numbers returned is the same both times. To get a new set of random numbers, you must use the RANDOMIZE statement.

The RANDOMIZE statement allows a new set of random numbers to be generated.

```
2 RANDOMIZE
10 FOK K=1 TO 15
20 PRINT RND(O),
30 NEXT K
99 ENI
READY
\begin{tabular}{lllll} 
RUNNH & & \\
\hline 0.630615 & 0.206299 & 0.171631 & 0.126221 & 0.447021 \\
0.374268 & 0.0817871 & 0.825439 & 0.700928 & 0.354736 \\
0.929443 & 0.837158 & 0.392334 & 0.147705 & 0.7146
\end{tabular}
BEADY
READY
```

The above output is different than that in the previous column. The only difference in the program is that the RANDOMIZE statement has been added.
Remember these things:

- The RND function returns a random value between 0 and 1.
- The RANDOMIZE statement allows a new set of random numbers to be generated by the RND function.

Exercise 63. Write a program to simulate the rolling of two dice 1000 times and output the percent of times that each possible total occurs. Your output might look something like this:

| RUNNH |  |
| :---: | :---: |
| TOTAL dots shown | Fercent occurrence |
| 2 | 2.5 |
| 3 | 6.4 |
| 4 | 7.8 |
| 5 | 10.8 |
| 6 | 15.8 |
| 7 | 14.1 |
| 8 | 13.2 |
| 9 | 12.8 |
| 10 | 8 |
| 11 | 5.4 |
| 12 | 3.2 |
| REAIIY |  |

insert the RANDOAvize statement and run the program several times to see how the results vary.

## DEFINING YOUR OWN FUNCTIONS

In addition to the functions supplied by CLASSIC, you can also define your own functions. This is done by using the DEF statement. For example,

```
10 DEF \(F N A(X)=X+3\)
```

If this function has been defined, the statement:

## 20 PRINT FNA(6)

will cause the number 9 to be printed, because $6+3=9$.
All user-defined functions begin with the letters FN and have one additional letter. Therefore, you can define up to 26 functions in any one program. Each function can have either one or two arguments. The variables used as the arguments in the DEF statement are called "dummy" arguments and need not have any other significance in your program; they are simply used in the definition of the operation to be carried out. The formula specified in the DEF statement may be any valid numerical expression, and it may contain up to 14 dummy arguments.

The general format of the DEF statement is as follows:
line number DEF $\mathrm{FNa}(x, y)=$ formula
For example,


Only the dummy arguments may be used as variables in the formula.

The next example program defines a function that converts Fahrenheit temperature to Centigrade. The math formula for this conversion is:

$$
C=(F-32) \times \frac{5}{9}
$$

Note the way that this is translated into BASIC with the DEF statement:


```
20 F:WNT
```



```
40 FNWUY A
```



```
60 60Y020
99 ENM
RUNN|
```

FAHKENIETT TEMFFFATUFE? O2. A 17.6 DFGFEES CENTIGFAXIF:

FAHRENHETT TEMFEFATUFET32 1.7.6 MEGREES CENTGRMDE

FAHFENHETT TEMF゙:FATUFETGB.6 54. 6 MEGFEES CFNT UGFAME

## FAHRENHETT TEMFEFATURETC

## FEEALY

The next example shows an adaption of the above program to change either Fahrenheit to Centigrade or Centigrade to Fahrenheit. This program has two DEF statements. Note the awkward way in which the words FAHRENHEIT and CENTIGRADE are assigned to locations A1\$, A2\$, B1\$, and B2\$ at lines 210 to 240 because these words are too long to fit into a
single string variable (limited to 8 characters). The next section will show you a way to solve this problem more elegantly and perform other operations on strings.

```
100 REM *** TEMPERATURE CONUERSIONS
110 REM *** FUNCTION DEFINITIONS
130 DEF FNC(T)=(T-32)*5/9
140 DEF FNF (T)=(9/5)*T+32
150 REM **** USER TEMFERATURE INPUT
160 PRINT \ PRINT ETEMPERATURE ' 
170 INPUT TO, T$
180 IF T$='C' THEN 270
190 REM *** FAHRENHEIT TO CENTIGRADE
200 LET A=FNC(TO)
210 LET A1$="FAHREN"
220 LET A2$="HEIT"
230 LET B1$= CEENTI*
240 LET B2$=*GRADE*
250 GOTD 330
260 REM *** CENTIGRADE TO FAHRENHEIT
270 LET A=FNF(TO)
280 LET A1$='CENTI"
290 LET A2$="GRADIE.
300 LET B1% = 'FAHREN*
310 LET B2$=`HEIT*
320 FEEM *** ANSWER PRINT-OUT
```



```
340 PFIINT A; 'IEGKEES '; B1$f E2$
350 GOTO 160
360 END
REALY
RUNNH
TEMFEFAATURET32 F
    32 LEGKEES FAHFENHEIT = 0 LEGFEES CENTIGFALE
TEMPEFATURE?98.6 F
    98.6 nEGREES FAHRENHEIT = 37 LIEGREES CENTIGRALIE
TEMFEFATURE?100 C
    100 DEGREES CENTIGFADE = 212 IEGREES FAHFENHEIT
TEMPEFATURE?--273.15 C
-273.15 DEGREES CENTIGRADE = -459.67 DEGREES FAHKENHEIT
TEMF'EFATURE?``C
REAIY
```

Exercise 64. When a program uses formulas that contain the same term, it is sometimes easier to define this term as a function rather than type it in several statements. For example, the following formulas all contain the term " $\pi \mathrm{r}$ ":

$$
\begin{array}{ll}
\text { circumference of a circle } & 2 \pi r=2 \cdot(\pi r) \\
\text { area of a circle } & \pi r^{2}=r \cdot(\pi r) \\
\text { volume of a sphere } & \frac{4}{3} r^{3}=\frac{4}{3} r^{2} \cdot(\pi r) \\
\text { surface area of a sphere } & 4 \pi r^{2}=4 r \cdot(\pi r)
\end{array}
$$

Write a program that allows you to input a value for $r$ and outputs each of the above four values. Define $\pi r$ as a function and use it to evaluate this term whenever needed.

## LOOKING BACK

You now know all of the numeric functions that are available in CLASSIC BASIC. They are:
ABS returns the absolute value of an expression.
ATN returns the angle (in radians) whose tangent is the given argument
COS returns the cosine of the angle specified in radians
EXP returns the value of e(2.71828) raised to the
power of the argument
FNa returns a value computed by a corresponding DEF statement
INT returns the value of the largest integer not greater than the argument
LOG returns the natural logarithm of the argument RND returns a random number between 0 and 1
SGN returns 1 if the argument is positive, 0 if it is zero, and -1 if it is negative
SIN returns the sine of the angle specified in radians
SQR returns the square root of the argument
Before you go on to the next section, you might like to study the program below. This program plays the game of 23 Matches and uses the RND and INT functions to figure out how to beat you. Enter this program into your computer and run it. If you look at the program carefully, you might be able to figure out a strategy to beat CLASSIC.

## The Game of 23 Matches

```
00 REM ***23 MATCHES
110 PRINT "LET'S PLAY 23 MATCHES. WE START WITH 23 MATCHES
115 PRINT YYOU MOVE FIFST. YOU MAY TAKE 1,2 OR 3 MATCHES.*
120 PRINT "THEN I MDVE +..I MAY TAKE 1,2 OR 3 MATCHES."
125 PKINT "YOU MOUE, I MDUE AND SO ON. THE ONE WHO HAS TO*
130 FRINT :TAKE THE LAST MATCH LOSES."
135 PRINT MGOOD LUCK AND MAY THE EEST COMPUTER (HA HA) WIN."
140 FRINT
150 L.ET M=23
200 FEM ***THE HUMAN MOUES
205 F'RINT
210 PRINT "THERE ARE NOW"im;"MATCHES."
215 PRINT
200 PRINT "HOW MANY NO YOU TAKE**
230 INFUUT H
20 IF H'>M THEN 510
50 IF H<<INT(H) THEN 510
260 IF H<<0 THEN 510
270 IF H}>=4\mathrm{ THEN 510
280 LET M=M-H
290 IF M=0 THEN 410
300 REM ***THE COMFUTER MOUES
305 IF M=1 THEN 440
340 LET F:=M-4*INT (M/4)
340 LET R=M-4*INT(M/
330 LET C=INT(3*FND(O))+1
340 60 TO 360
350 LET C=(F+3)-4*INT((R+3)/4)
360 L.ET M=M-C
370 IF M=0 THEN 440
375 FRINT
380 FRINT "I TOOK'&C!"...";
390 GO TO 210
400 REM ***SOMEBODY WON (SEE LINES 290,305,370)
410 FRINT
420 FRINT "I WON!!! EETTER LUCK NEXT TIME**
430 GO TO 140
440 FRINT
450 FRINT *O.K. SO YOU WON. LET'S PLAYY AGAIN**
460 GO TO 140
500 REM ***THE HUMAN CHEATED! (SEE LINES 240 THRU 270)
510 PRINT =YOU CHEATED! BUT I'LL. GIUE YOU ANOTHER CHANCE."
520 GO TO 215
9 9 9 ~ E N D
REAIIY
```


## SECTION 4－B

## STRING AND SPECIAL FUNCTIONS（Part I）

## LONGER STRINGS

Here is part of the temperature conversion program that you saw on the previous page：

```
280 ...T A|&="CENTI"
290 ...ET A2$="GRAME"
3OO LEET Bl拃"FMHFEN"
310 LEET B2S="HETT"
```

In this program，the words＂Fahrenheit＂and ＂Centigrade＂have to be split up because they are over eight characters long．If you tried to read all the characters into a single string variable location，you would get an error message：

280 LET A生＝＂CENTTGRADE＂

 360 END
FUNNIN
SL．AT LITE OO2GO
FEAMY
The SL error message means that a string was too long to be stored in the variable location desired．
CLASSIC normally allows a maximum of eight characters to be stored in each string variable location．By using the DIM statement，however，you can cause CLASSIC to store up to 72 characters in a single variable location：

```
145 ITM A台(JO)y B$(:LO)
280 LET A&="CENTIGRALE"
290 I..ET E$:= "FAHFENHETT"
```



```
360 ENN
FEAMY
```

FUNNH


## Fr：

By adding statement 145 to the temperature conversion program and changing the string vari－ ables，the program can be simplified．In the following listing，the statements outlined by rectangles were changed from the previous version．


```
1.0
120 FEM *** FUNCTION MFFINTTIONG
```



```
L40 LEF FNF(T)=(9/G)*T+32
143 FEM *** MIMENSTON OF STRING LENGTHS
145 OTM A⿻丷木心(10) % B报(10)
148 L.ET A䄺(I)=:="FAHFENHETT"
149 L.ET A$ (2):="CENTGBRAME:"
150 FEM *** USEF TEMFFFATUFE TNPUT
160 F゙KTNT \ FFTNT "TEMFERATURE" %
```

```
1%0 INFUT TOy T{
180 TF T|=:"# THEN 2%O
L90 FEM *** FAHRENHEST TO CENTIBRAOLE
200 LET A:FNC(TO)
310 LEET A多:"FAHRUNHETT"
230 LEET Bक=:"GENTIGRATE"
250 60TO 330
260 &EM *** CENTTGRAXEETO FAHRENHETT
270 LE:T A=FNF(TO)
280 1..ET A&== "CENTMGRADE:"
300 LETEBS=:"FGHFENNHET"
320 FEM *** ANGWEF FRTNT
330 FFTNT TOy "DEGEEES "\hat{y A|; " = " %}
340 FRTNT A% "MEGREES "夕 B$
35060T0 160
360 ENLi
```

Note that the statement：
145 DIM A\＄（10），B\＄（10）
does not dimension string arrays．It dimensions two strings， $\mathrm{A} \$$ and $\mathrm{B} \$$ ，each up to 10 characters long．

The statement DIM $\mathbf{S} \$(\mathrm{n})$ dimensions a single string variable， $\mathbf{S} \$$ ，with a length of $\mathbf{n}$ characters．

To dimension a string list，you must supply two numbers within the parentheses of a DIM statement：

```
145 [ITM A$(3,yO)
148 LET A$(1)="FAHF゙ENHEIT"
:L49 LET A$(2)= "CENTIGFADE"
```



```
360 END
FEALIY
FUNNH
THIS FROGFAM CONUERTS FAHFENHEIT TO CENTIGRALIE
FEAAIY
```

The statement：
145 DIM A\＄（2，10）
does not set up a two－dimensional array．It dimensions 3 strings， $\mathrm{A} \$(0), \mathrm{A} \$(1)$ ，and $\mathrm{A} \$(2)$ ，each up to 10 characters long．

The statement DIM $\mathbf{S} \$(m, n)$ dimensions $\mathbf{m + 1}$ string variables，each up to $\mathbf{n}$ characters long．

The temperature conversion program can now be further modified．As before，the changed statements are outlined by rectangles in the following listing．

```
1OO FEM *** TEMFEFMTUFE CONVEFSTONS
10
120 FEM *** FUNCTTON INEINTTTONS
L30 [HEF FNC(T)=(T--32)*:%/9
140 IHEF FNF=(T)=(9/G)*T+32
L43 FEEM *** GTMENSIDN OF STRING LENGTHS
145 ITM A$(2y10)
```

```
148 LET A A (1) ="FAHFENHETT "
149 LEET A& (2) ="CENTTGFALE"
L5O FEM *** USEF TEMFEFATUF゙:E TNWT
I.60 FRGNT \FRINT "TEMFEFATURE"%
```



```
180 %% T业:"C" THEN 270
190 FEM *** FAHRENHETT TO CENTTGFADE
2OO LET A=FNC(TO)
210 LET K゙ツl
240 REM
250 60T0 330
260 REM *** [ENTIGRAME TO FAFFRENHETT
270 LET A:=FNF(TO)
2RO 1ET K゙#2
```





```
350 90T0 160
360 ENZ̈O
```

Exercise 65．The program to play the game of 23 Matches shown on page 4－9 pits you against the computer．Modify this program so that the computer acts only as a scorekeeper（and referee）and allows you to play 23 Matches with up to 10 other people． Use a string list to store the names of all the players （up to 20 characters each）and print out the name of the player who should move next．The part of your program that accepts and analyzes input might be modeled after lines 220 to 350 of the program on page 4－9．The sample solution to this exercise that appears in Appendix C is modeled after the flowchart which appears in the next column．


## COMBINING STRINGS

Sometimes it is convenient to combine two or more strings．

The process of combining strings is known as con－ catenation．Concatenation is indicated by using the ampersand（\＆）．

When strings are concatenated，one is appended to another：
19 FETNT＂ME＂＊＂YOU＂
要UNNH
MEYOU

BEAMY
Concatenation can be used to combine two or more strings into a single variable：

10 LEET A事：＂＂ABC口＂
20 LET Bक＝＂EFGH＂

50 FRINT M\＄

70 FRTNT E．$\$$
99 END
READY
RUNNH
ABCDEFGH
EFGHABCD
FEADY
The length of a concatenated string cannot exceed the maximum length allowed by the system．In the following program，the SL（String too Long）error message was printed because the maximum length of $F \$$ is 8 and the length of $A \$ \& B \$ \& C \$$ is 12 ：

```
10 LEET As:="AECO"
20 LEET B&F="EFGH"
30 LEET C&:."INKL..."
```



```
90 FRINT F゙非
99 ENN
```

REAMY
RUNINH
SL．．AT LINE 00080
READY
The problem can be corrected by adding a DIM statement：

```
5 0TM Fb(12)
10 LEET A\=: ABCOn
20 LNET B|=:"EFOH"
30 LEET C&=:" T.NKL"
```



```
90 FWINT F绎
99 WNM
FUNNNH
```

AECXVGHTMK
EFAY

Note that $A \$ \& B \$$ does not produce the same result as $B \$$ \＆$A \$$ ．Strings are always combined in the order shown in the statement，and parentheses have no effect：

```
10 LET A$:="ABC"
20 LEET B&=" "LEF"
30 LET C&="GHI"
40 FFINT A&&E&&C$
50 FRINT A&&(B&&C%)
60 FFRTNT (AS&ESF)&C$
9 9 ~ E N I I
FEADIY
RUNNH
ABCDEFGHT
ABCDEFGHT
ABCDEFGHI:
REAgY
```

Following is a demonstration of combining strings by concatenating first names and last names．The pro－ gram reads a first name and a last name and then stores them both in a single variable location with the last name first，a comma and a space，and then the first name．Note also the format of the DIM statement at line 10.

```
10 [IIM N$(3,20)
20 FOF K゙=1 T0 3
30 FEAII F%$, L&
40 LET N$(K゙)=L& & !, " & F$
5 0 ~ N E X T ~ K ゙
60 IIATA "EOE", "JONES", "RITA", "LANI", "FRANK゙*, "SMITH"
70 FOR K゙=1 TO 3
g@ FFRTNT N$\K\)
90 NEXT K
99 ENII
FEALIY
RUNNH
JONES, BOB
LANII, FITA
SMITHy FFOANK
REAIIY
```

Exercise 66．Use concatenation in a FOR－NEXT loop to create a program that works like this：

```
?4 HI
HIHIHIHI
?2 LOW
LOWLOW
?
```

The output should be the result of printing a single variable with a statement such as：

70 PRINT S\＄
Hint：Look at the INPUT statement in line 170 of the program on page 4－8．

## STRING TO NUMERIC CONVERSION

The value（VAL）function．Your work with CLASSIC so far has generally kept strings and numbers separate，even though you know that both types of data may be operated on by the computer．The statement：

40 LET A＝A／10
is correct，but：
40 LET A＝A\＄／10
is not．Look at the following program：

| 10 FFETNT $\triangle$ FRENT＂YOUR NUMEEE＂ |
| :---: |
|  |
| 40 LEET A＝A即／10 |
|  |
|  |
| 70 Goto 10 |
| 99 ENO |
| REAGY |
| RUNNH |
| MT 40 |
| REEADY |

This program results in an MT（Mixed Type）error message because statement 40 tries to perform a numeric operation on a string variable．
The above program is trying to let the user input data for the equation at line 50 and，at the same time， recognize the entry＂QUIT＂as an indication that the user has entered all the data．The problem is that string and numeric data are stored in the computer in different ways，and the computer cannot work with one where the other is expected．Thus，the statement：

$$
40 L E T A=A \$ / 10
$$

is not allowed even though A\＄may be＂ 25 ＂or some other number．The way in which data typed in response to an INPUT query will be stored depends upon the type of variable used in the INPUT statement．That is，you can type＂ 25 ＂as a response to either of the following statements：

20 INPUT A

## 20 INPUT A\＄

but the first one will store your response as a number and the second will store it as a string．
Strings can be converted to numerics by using the VAL function：
$40 L E T A=\operatorname{VAL}(A \$)$

The VAL function converts strings to their numeric equivalent．

Here is the corrected program：

```
IO FRTNT \ FRTNT "YOUR NUMBER";
20 TNFUT A多
30 TFF AS=""QUTT" THEN 99
35 L.ETT A=VAL..(A外)
50 LINT A=TNT(A)+JO*(AM-TNT(A))
60 FKTNT "ANSWER== "9A
70 60T0 10
99 ENO
```

READY
RUNiNH
YOUR NUMBER？3：
ANSWEF：＝ 8
YOUR NUMBEETY7E
ANSWEF：＝ 15
YOUR NUMBERT3
ANSWERE $=3$
YOUR NUMBERTQUTT

## FEABY

Note that the user may now enter both numbers and strings．The VAL function in line 35 converts strings to numerics for use in the equation in line 40.
The above program calculates the sum of the digits in a two－digit number．By modifying this program to recognize the response＂HELP＂，you can make it more meaningful to the user：

```
10 PRINT , PRINT YOLIR NUMEER"*
```

20 INPUT A\＄
30 IF A\＄＝${ }^{\circ}$ QUIT＂THEN 99
35 IF A\＄＝＊HELF＇THEN 75
40 LET $A=$ VAL（ $A \$) / 10$
50 LET $A=I N T(A)+10 *(A-I N T(A))$
60 PRINT ANSWEK $=$ ：$; A$
70 GOTO 10
75 FRINT I FRINT＂THIS FROGRAM WILL COMFUTE THE SUM＊
80 FRINT＂OF THE IIGITS IN A 2－LIGIT NUMEER．，GOTO 10 99 END

READY
RUNNH
YOUR NUMBEF？HELF＇
THIS FROGRAM WILL COMFUTE THE SUM
OF THE LIIGITS IN A 2－IIIGIT NUMBER．
YDUR NUMEER？42
ANSWER $=6$
YOUR NUMEER PQUIT
REALIY
The argument supplied to the VAL function must be a valid string expression；the only operation allowed is concatenation．Following are some experiments with the VAL function to demonstrate how it works with different arguments：


Exercise 67．Use the VAL function to modify the game of 23 Matches on page 4－9 so that it recognizes the response＂UNCLE＂．Program this response to indicate that the human player concedes victory to the computer and wishes to begin the game again with 23 matches．
The string（STR\＄）function．CLASSIC also has a function that converts numbers to their equivalent strings．

The STR\＄function coverts numbers to strings．The resultant strings do not have a leading or trailing blank．

The following two programs demonstrate the differ－ ence between numeric and string output：

| 10 FOF ド＝0 TO9 THIS |  |  |  |  |  |  |  |  |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
|  |  |  |  |  |  |  |  |  |
| 30 NEX＇K |  |  |  |  |  |  |  |  |
| 99 END |  |  |  |  |  |  |  |  |
| FEACAY |  |  |  |  |  |  |  |  |
| FUNMN |  |  |  |  |  |  |  |  |
| 0 1． | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 |
| FEAEM |  |  |  |  |  |  |  |  |


FiE：AMY
FUNNH
0123456789
REALIY

Note the presence of the leading and trailing blanks in the first program and their absence in the second．
The STR\＄function is very useful in formatting output， especially when used together with the length（LEN） function．The combined use of these functions is discussed below．

## OUTPUT FORMATTING

The length（LEN）function．The LEN function allows you to determine the number of characters in a string． Here is a simple program to demonstrate how the LEN function works：

```
10 FRTNT LEN("THE QUTCK")
20 FFIINT L..EN("SI..Y FOX")
30 FFRTNT LEN(*JUMFEFI OUEFF THI:")
40 FIGNT LEN("LAZY BFOWN IOG")
99 ENI
```

FUNNH
9
7
15
14

FEALIY
Here is another example：

```
10 DIM A$(72)
20 FRINT \ FRINT 'YOUR ENTRY';
30 INFUUT A$
40 FRINT : LENGTH ='íq LEN(A$)
50 GOTO 20
99 ENI
READY
YOUR ENTFY?NOW IS THE TIME
    LENGTH = 15
MOUR ENTRY?FOR ALL GOOD MEN
    LENGTH = 16
YOUR ENTFYPTO COME TO THE AID DF THEIF COUNTEY.
    LENGTH = 36
YOUR ENTRYPMC
READY
```

The LEN function returns the number of characters in the string indicated in the argument．

With a little work，you can use this function to format numbers as described below．
The format used by CLASSIC to print numeric data causes numbers to be lined up at the left （left－justified）rather than at the right（as is usually done）．Look at the following program：

```
10 L..ET N=1
20 FOR K=1 TO 6
30 FRENT N
40 LET N=N*1O
5O NEXT K
99 ENI
REALIY
E:UNNH
    10
    100
    1000
    10000
    1.00000
```

REATIY

To cause these numbers to be lined up at the right （right－justified），you must first know the number of digits in each．Unfortunately，the following expres－ sion is not allowed：

## LEN（N）

because the argument in the LEN function must be a string．Using the STR\＄function，you can convert $N$ to a string and then ínind it̀s iengtin：

$$
5 L E T L=L E N(S T R \$(N))
$$

Following is a FOR－NEXT loop that uses the LEN and STR\＄functions in a form similar to that shown above：

```
70 FOF KO=1 TO &-WEN(STF&(N))
30 FRINT " "夕
7O NEXT KO
```

This loop prints a number of blanks depending upon the number of digits in $N$ ．If $N=47$ ，then STR $\$(N)$ will be＂ 47 ＂and $\operatorname{LEN}(\operatorname{STR} \$(N))=2$ ．Since $6-2=4$ ，this FOR－NEXT loop will be executed 4 times and print 4 blanks．
Exercise 68．Copy the following table onto a separate piece of paper and fill in the blanks．

| $\mathbf{N}$ | LEN（STR\＄（N）） | $\mathbf{6 - L E N}(\mathbf{S T R} \$(\mathbf{N})$ ） |
| ---: | :---: | :---: |
| 47 | 2 | 4 |
| 126 | - | - |
| 8 | - | - |
| 2873 | - | - |
| 61045 | - |  |

Check your work by running the following program：

```
10 FEAD N
```



```
30 goto 10
40 MATA 47,126.0.2873.61045
99 ENO
```


## BEAMY

The FOR－NEXT loop discussed above was added as a subroutine to the program in column 1 to produce the following results：

```
10 LET N=:1
20 FOR K゙=1 TO 6
25 g0Sub 70
30 FRTNT N
40 I.ET N=N*10
5 0 ~ N E X T ~ K ゙
60 STOF
```



```
GO FRTNT " "%
90 NEXT K゙O
95 FETUFN
9% ENO
```

READY
RUNWH
1.
10
100
1000
10000
100000
FEARY

Here is one more example．This time，the above program was modified to line up the decimal points in numeric output：

```
20 FOR K=1 TO 6
23 FEAD N
25 GOSUE }7
30 PRINT N
50 NEXT K
55 LIATA 2.75,333.7,36.74,489,491,5738,92,4725
60 stof
70 FOR KO=1 TO 4-LEN(STR$(INT(N)))
80 PRINT * ;
80 PRINT "
90 NEXT KO
9 9 ~ E N I I ~
REAIIY
RUNNH
    2.75
    333.7
    36.74
    489.491
5 7 3 8
    92.4725
REAIIY
```

This program used the INT function and considered only the number of digits in the integral part of $N$ ． Thus，line 70 used three functions，one inside the
next．CLASSIC evaluates each function in turn from the inside out and then uses the result as the argument to the next function．This is called ＂nesting＂functions，and is the same as nesting parentheses when writing numerical expressions．
When functions are nested，you must make sure that the value returned by each function is of the correct type（numeric or string）to be used as the argument for the next function to be called．
Exercise 69．The following program displays a table of the squares and square roots of numbers．Modify this program so that the output is formatted by lining up the decimal points．


Hint：Assign the value to be printed to a temporary variable and use this variable in your subroutine．
The tab（TAB）function．Another function that can be used to format output is the TAB function．This function may only be used in a PRINT statement． Before using it，however，you must understand that CLASSIC allows you to display output in only 72 of the 80 character positions on your screen．

Exercise 70．Enter and run the following program on your CLASSIC system to demonstrate the way in which the columns are numbered on the screen：

| はイ1． 1 |
| :---: |
|  |  |

30 FRTMT ETR納（K）
40 NEXT K．
50 FRIN＂＂…＂
60 NEXT K゙I
99 ENG
You will see that after 72 characters are printed，the cursor moves to the beginning of the next line before printing continues．

The argument to the TAB function indicates the column position at which the next character should be printed．

If the cursor is not already at or past the column position indicated by the argument，it is moved to that position before printing continues：

| 10 FFKNT | TAB（1）${ }^{\text {² }}$＊＂ |
| :---: | :---: |
| 20 PRENT | TAB（2）${ }^{\text {¢ }}$＂＊ |
| 30 PRTNT | TAB（3）${ }^{\text {¢ }}$＂${ }^{\text {c }}$ |
| 99 ENA |  |
| REAGY |  |
| Rundid |  |
| ＊ |  |
| ＊ |  |
| ＊ |  |

READY
If the cursor is past the position specified in the argument，the TAB function has no effect．
The next example prints out the column numbers to help you understand the TAB function：

```
10 FOR K1=1 TO 7
20 FOR K2=1 TO 9
30 FRINT STRS(K2):
40 NEXT K2'.
OO NEXT K1 
70 FRINT -12*
B0 PRINT TAB(6); 'THIS MESSAGE GEGAN IN COLUHN 6"
90 PRINT TAG(27); "THIS MESSAGE REGAN IN COLUMN 27',
95 PRINT TAB(42); 'THIS MESSAGE HEGAN IN COLUKN 42'
READY
KUNNH
        THIS MESSAGE BEGAN IN COLUMN 6
            this message began IN colukN 27
                                    this message began in colutin 42
READY
```

By using the TAB function，you can simplify the formatting program that was shown on the previous page．The following program formats integers：

```
10 LET N=1
20 FOR K=w rob
30 FENNT TAB(7\cdotsIEN(STFE(N)))音 N
40 LET N=N*10
GO NEXT <゙
99 ENa
FEARY
FOUNNH
            I
            10
            1.00
            1000
        10000
100000
```

EEAGY

The next program formats decimals：

```
20 FOR K=1 TO 6
23 REALIN
30 PRINT TAB(5-LEN(STR$(INT(N)))); N
5 0 ~ N E X T ~ K
50 NEXT K 
99 END
READY
RUNNH
    \37.75
    33.0.74
    489.491
    92.4725
READY
```

Line 30 above contains four functions nested one inside the next. Note that each returns the correct type of data (string or numeric) required as an argument by the next function to be evaluated.
Exercise 71. Modify the program that you wrote for Exercise 69 so that it uses the TAB function to help format the output. You may wish to define part of the formatting formula in a function to simplify the programming.
The TAB function is extremely useful for drawing graphs. The program below graphs the equation supplied at line 30 . (The subroutine at line 80 prints out the column numbers.) Note what happens when the argument to the TAB function is greater than 72.


40 FRINT TAE(T); ***

80 FOK K $1=1$ TO 7 FOR K2=1 TO 9 (PRINT STR\$(K2); VNEXT K2
90 FRINT - - ; $\backslash$ NEXT K1 \FRINT 12 ' $\backslash$ RETURN
*23456789-123456789-123456789-123456789-123456789-123456789-123456789-12

123456789-123456789-123456789-123456789-123456789-123456789-123456789-12
REATIY
30 LET
$\begin{array}{ll}30 \text { LET } \\ \text { RUNNH } & T+K\end{array}$
FUNNH
123456789-123456789-123456789-123456789-123456789-123456789-123456789-12


1234566799-123456789-123456699-123456789-1234456789-123456789-123456779-12 REAIIY
30 LET T=Kㄹ
$\frac{\text { RUưtiti }}{123456789-123456789-123456789-123456789-123456789-123456789-123456789-12 ~}$ * *
 REALY

Exercise 72. Enter the above program into your workspace and run it for different equations by changing line 30 . The following equations will produce some interesting results:

30 LET T=36+((4-K)/2)^ 3
30 LET $T=72^{*}$ RND(0)
30 LET $T=2^{*} T+1$
30 LET T $=36-(4-K) \wedge 2$
Here is one last example for people interested in math: The program below graphs the sine function. Once again, you can change the statement at line 30 to graph other functions (for example, cosine and tangent).


The print (PNT) function. The fourth function that CLASSIC provides to help you format screen output is the PNT function.

## The PNT function is used to control the screen through a BASIC language program.

Like the TAB function, the PNT function may only be used in a PRINT statement.

Exercise 73. The following program demonstrates simple screen operations that can be performed with the PNT function. Enter and run this program on your CLASSIC.


हEAMY
Your results should demonstrate the following actions (line numbers are omitted).

| Statement | Action |
| :--- | :--- |
| PRINT PNT(7) | sounds terminal buzzer |
| PRINT PNT(8) | moves cursor one space to the left <br> moves cursor to next tab stop (tabs <br> stop are in every 8th column: 8,16, |
| PRINT PNT(9) | 24, etc.) |
| PRINT PNT(10) | moves cursor down one line <br> moves cursor to left-hand margin <br> of current line |

The PRINT statement automatically positions the cursor at the beginning of the following line unless you end the statement line with a semicolon.

Therefore，the following program will print an asterisk at the beginning of a new line instead of in column 8.


```
20 F゙KTNT "*"
9% 以NM
```

FWAY
$\frac{\text { FudNH }}{1 \cdot \ln 1+0}$
＊

## FEMY

By adding a semicolon at the end of line 10，the program works as follows：

```
10 FFTNT "HELLO"yFNT(%)\hat{y}
RUNWH
HELIOK
```

FEACY

The CLASSIC screen may also be operated in Escape Mode．This mode allows certain characters to control the operation of the screen and copier．Under program control，Escape Mode is activated by supplying 27 as the argument to the PNT function：

## 40 PRINT PNT（27）

The special operation performed is then determined by the next character printed．For example，

40 PRINT PNT（27）；＂$A$＂
moves the cursor up one line．
Exercise 74．Below is a modification of the program for Exercise 73 to demonstrate the use of the PNT function with Escape Mode．The statements at line 33 and 35 were added just to slow things down enough for you to see what each operation does．Enter and run this program．Respond to the input query by typing any character and pressing RETURN．

```
10 LEET A游"BEFORE"
```



```
30 FEWNO N$
33 FFTNT "CONTTNUE"
35 TNFUT Z朗
```



```
50 60TO 30
60 МАTA "A"y"C""y"H"g", \"y"K゙"
99 ENT
```

REAMY

Your results should demonstrate the following actions：

Statement
PRINT PNT（27）；＂A＂
PRINT PNT（27）；＂C＂
PRINT PNT（27）；＂H＂

PRINT PNT（27）；＂J＂
PRINT PNT（27）；＂K＂

## Action

moves cursor up one line
moves cursor right one posi－ tion
moves cursor to upper left－ hand corner of screen （＂home＂position）
erases from cursor position to end of screen
erases line from cursor to right margin

## LOOKING BACK

This section has brought you a long way toward understanding some of CLASSIC＇s more powerful capabilities．It has presented many examples，and hopefully you will see a use for these functions in（ some of the programs that you plan to write．
Remember these things：
－Undimensioned strings may not exceed 8 char－ acters in length．
－The DIM statement may be used to allow strings up to 72 characters in length．For example：

10 DIM R\＄（72）
－String variables may have（at most）one subscript． These variables are dimensioned with the form：

10 DIM $S \$(m, n)$
where m is the maximum－valued subscript allowed and $n$ is the maximum length of each string．
－Strings may be concatenated by using the amper－ sand operator．
The functions presented in this section are sum－ marized below：
LEN returns the number of characters in a string PNT controls special operations on the screen
STR\＄converts numeric data to strings
TAB positions the cursor along a print line
VAL converts string data to numerics
The next section will help you learn about the remaining six functions available on your CLASSIC system．

## SECTION 4－C

## STRING AND SPECIAL FUNCTIONS

## （Part II）

## AUTOMATIC PROGRAM TRACING

You have traced several programs manually to gain an understanding of how specific statements control program flow．Tracing is also valuable for finding bugs in complicated programs．CLASSIC can trace programs automatically by using the TRC function．

The TRC function is used as a switch：it either turns trace mode on or turns it off，depending upon the value of the argument．

TRC（1）turns trace mode on．TRC（0）turns trace mode off．

When trace mode is on，the line number of each statement executed is printed between percent signs （\％）．

10 LET I＝TRC（1）
20 LET K＝1
30 PRINT＂K NOW EQUALS＂；K
40 LET K＝K＋1
45 IF K $\mathrm{C}=3$ THENSO
99 END


Normal mode is resumed in the following program by turning the trace off with the statement at line 50：

Even when trace mode is on，the line numbers of some statements are not printed．If you modify the above program by creating a FOR－NEXT loop，the line number of the NEXT statement will not be printed in the trace：

```
10 I..ETT M=TF゙C(1)
20 FOFK N゙=.#. TO 3
30 FFKTNT "K゙ NOW EQUAL..s"夕 k゙
4O NEX'T k゙
50 LEET INTFC(O)
6O FFINT "ENN OF"FFOGFAM"
99 ENII
```


## FEAMY

FUNNH
$\% 20 \%$
$\% 30 \%$
K NOW EQUAL．S 1.
\％30 \％
K NOW EQUAL． 2
$\% 30 \%$
K NOW ERUAL．S 3
$\% 50 \%$
END OF FFROGRAM

## REALY

Note that the line number of statement 60 is not printed because trace mode is turned off at line 50
The program below prints numbers in ascending order．Note that the line numbers of the GOTO statements（ 40 and 60 ）are not printed in the trace．

```
10 LET I=TFC(1)
15 FEAII A, B
2 0 ~ I F ~ A > B ~ T H E N ~ 5 0 ~
30 FRINT A; B
40 GOTO 15
5 0 ~ F R I N T ~ B ; ~ A ~
60 GOTO 15
70 IIATA 4,7
80 LIATA 9,3
90 IIATA 5,5
99 ENII
REAIIY
RUNNH
% 15 %
% 20%
% 30 %
    47
% 15%
% 20 %
% 50 %
    3 9
% 15%
% 20 %
% 30%
    5 5
% 15 %
IIA AT LINE 0001E
REALIY
```

The following table lists all the BASIC language statements that are available on CLASSIC and indicates which ones are traced by the TRC function:

| Traced | Not Traced |
| :--- | :--- |
|  |  |
| CHAIN | DATA |
| CLOSE\# | DEF |
| FILE\# | DIM |
| FOR | END |
| GOSUB | GOTO |
| IF | NEXT |
| IF END\# | RANDOMIZE |
| INPUT | REM |
| INPUT\# | STOP |
| LET |  |
| PRINT |  |
| PRINT\# |  |
| READ |  |
| RESTORE |  |
| RESTORE\# |  |
| RETURN |  |

In all of the programs that have been discussed so far, trace mode has been turned on with the statement:

10 LET $D=\operatorname{TRC}(1)$
and turned off with:
50 LET $D=T R C(0)$
The D in these statements has no meaning; it only serves as a placeholder in the statement syntax (grammar). You may use any variable name you choose on the left of the equal sign.

Exercise 76. If you have previously SAVEd a program on a disk, read it into the workspace with tine editior OLD command and add the functions TRC(1) and TRC(0) at different places. Run the program to see how this function affects its output. If you have not previously SAVEd a program or would like to write a new one, enter a new program or one that you wrote for a previous exercise into the workspace with the editor NEW command. Include branching statements and several TRC functions. Run your program to see what happens.

## GAINING ACCESS TO THE SYSTEM DATE

You learned how to enter the date into your CLASSIC system with the monitor DATE command on page 3-19. You can gain access to this date under program control with the date (DAT\$) function.

The DATS function returns the system date as an
eight-character string. eight-character string.

The dialogue on the next column demonstrates how the DAT\$ function works:
$\pm$ Lी THE USER
WEMNESLIAY FEBRUARY 4, $1976 \leftarrow$ CONFIRMS THE SYSTEM DATE.

- R BASIC

NEW OF OLIM--NEW LIATLIMO~THE USER STARTS UP
THE BASIC EDITOR.
WEACY
 99 ENL IS ENTERED. FUN

THE DAT\$ FUNCTION
LATLMO EA $3.0 \quad$ O4-FEE-76 $\longleftarrow$ RETURNS THE SYSTEM DATE AS AN EIGHT CHARACTER STRING.

FEALY
The argument to the DAT\$ function is not significant; it may be any number or numeric expression. If a date has not been entered with the monitor DATE command, the DAT\$ function returns an empty string (it has a length of 0 ).
You can also use the DAT\$ function as part of a string expression:

$$
10 L E T D \$=D A T \$(0)
$$

Since the system date is returned as a string containing only eight characters, the variable on the left side of the equal sign in the above statement does not need to be dimensioned.
Among other uses, the DAT\$ function is useful for dating entries in data files. Data files are introduced in Section 4-D.

## THE CLASSIC CHARACTER CODE

The character (CHR\$) function. Suppose that you wanted to write a program with the backslash ( \ ) as part of the print-out. Look what happens:
10 FETNT "FIRST FART \ SECONL FART"
99 END
FUNNH
QS 10
LS 1.0

## READY

These error messages are printed because CLASSIC interprets line 10 as a multiple-statement line, with two statements separated by the backslash. Neither statement is complete, so two error messages are generated.
Since the backslash causes this problem, CLASSIC provides the character (CHR\$) function to reference characters by a special code:

[^8]Each character that CLASSIC can display has code number between 0 and 63 . The backslash is number 28, so the statement:

10 PRINT CHR\$(28)
prints the backslash character.
The CHR\$ function can also be used to assign characters to a string variable:

10 MTM Ab(26)
20 FOR $k=1$ TO 26

40 NEXT K゙
50 FFINT A $\$$
99 END
REACIY
FUNNH
ABCIEFGHIJKLMNOFRRETUUWXYZ
REALIY
The above program concatenates $\mathrm{A} \$$ with each successive character from code number 1 to code number 26. From the print-out for this program, you can see that characters 1 to 26 correspond to the letters of the alphabet.
The decimal code number of each character that can be printed by CLASSIC is shown in the following table:

| Decimal | Character | Decimal | Character |
| :---: | :---: | :---: | :---: |
| 0 | @ | 32 | (space) |
| 1 | A | 33 | ! |
| 2 | B | 34 | " |
| 3 | C | 35 | \# |
| 4 | ¢ | 36 | \$ |
| 5 | E | 37 | \% |
| 6 | F | 38 |  |
| 7 | G | 39 | , |
| 8 | H | 40 | $($ |
| 9 | 1 | 41 | ) |
| 10 | J | 42 |  |
| 11 | K | 43 | + |
| 12 | L | 44 | , |
| 13 | M | 45 | - |
| 14 | N | 46 |  |
| 15 | 0 | 47 | I |
| 16 | P | 48 | 0 |
| 17 | Q | 49 | 1 |
| 18 | R | 50 | 2 |
| 19 | S | 51 | 3 |
| 20 | T | 52 | 4 |
| 21 | U | 53 | 5 |
| 22 | V | 54 | 6 |
| 23 | W | 55 | 7 |
| 24 | X | 56 | 8 |
| 25 | Y | 57 | 9 |
| 26 | Z | 58 | : |

Decimal Character Decimal Character

| 27 | $[$ | 59 | $;$ |
| :--- | :--- | :--- | :--- |
| 28 | $\vdots$ | 60 | $<$ |
| 29 | $]$ | 61 | $=$ |
| 30 | $\wedge$ | 62 | $?$ |
| 31 | - | 63 | $?$ |

Besides providing a method for printing the backslash, the CHR\$ function is also useful for understanding the sequence by which CLASSIC sorts string data. This application will be discussed in conjunction with the ASC function.
The ASC function. The ASC function reverses the operation of the CHR\$ function.

The ASC function returns the code number of the character supplied as its argument.

The statement:

## 30 PRINT ASC("E")

will therefore cause the number 5 to be printed.
The program below demonstrates the use of the ASC function to convert characters to their equivalent code numbers. Note that if the argument to the ASC function contains more than one character, for example, "ERIC", the code number of the first character in the string (" $E$ " in this case) is returned.

```
10 FRINT \ FRINT "YOUR CHAFACTER";
```



```
40 GOTO 10
99 ENI
READY
RUNNH
    YOUR CHARACTER?J
    YUUR CHARACTERPJ
J IS CHARACTEF NUMBER 10.
YOUR CHARACTER?H
    H IS CHARACTER NUMBER 8
YOUR CHARACTER?E
E IS CHARACTER NUMEER 5
YOUR CHARACTER? \(\ddagger\)
    \# IS CHARACTER NUMEER 35
YOUR CHARACTER?
    \(\checkmark\) IS CHARACTER NUMEER 28
YOUR CHARACTER?C
    C IS CHARACTER NUMEER 3
YOUR CHARACTER? C
READY
```

Sorting string data. The IF statement has been used many times to compare the values of numeric variables. The following program, for example, is a modification of the one that was used on page 4-19 to print two numbers in ascending order:

| 1.0 | FFild | FRINT' | IFIST NUME |  |
| :---: | :---: | :---: | :---: | :---: |
| 15 | INFVT A |  |  |  |
| 18 | FRINT | SFECONO | NUMEEF* |  |
| 20 | INFUT A |  |  |  |
| 30 | IF ASE | THE:N 60 |  |  |
| 40 | FRETNT | - $\hat{y}$ A | ${ }^{4} \mathrm{COM}$ | EFFFOFF: |
| 50 | boto 1.0 |  |  | tinued on n |

```
60 FRINT " "yEy "COMES BEFORE";A
70 GOTO 10
99 ENN
FUNNH
```

FIFST NUMBER ?S
GECONI NUMBEF?G
5 COMES EEFOFE 8
FIRST NUMEER ?12
SECONL NUMEERTG
6 COMES BEFORE 12
FIFST NUMEER ""C REAMY

Here is a second modification of the program to allow it to compare strings:

```
LISTNH
10 FRINT \ PRINT 'FIRST LETTER';
15 INFUT A$
18 FRINT "SECONI LETTER";
2O INFUT E$
30 IF AS$>E$ THEN }6
40 FFINT : \A&;' COMES BEFORE ';B$
#0 GOTO 10
60 FRINT ! &B$;' COMES BEFORE |;A$
70 GOTO 10
99 END
3}\mathrm{ REALIY
RUNNH
    FIRST LETTEF?A
    SECONCOMES HEFORE J
FIFST LETTER?&
SECONLI LETTERT
    * COMES BEFDFE &
FTHST LETTEF?`C
FEEADY
```

In the first case above, A comes before J because A is character number 1 and $J$ is character number 10 . In the second case, \# comes before \& because \# is character number 35 and \& is character number 38.
Look what happens when you compare strings that are two to eight characters in length:

```
10 FRINT \ PRINT "FIRST NAME';
10 FRINT \
18 PRINT 'SECOND NAME';
18 PRINT S
30 IF A$>B$ THEN 60
40 PRINT " ; A$; ' COMES REFORE :; E$
40 PRINT
60 PRINT - '; B$; - COMES EEFORE "; A$
70 GOTO 10
99 END
REAIIY
RUNNH
FIRST NAME?JOSEPH
SECOND NAME PMARY
        JOSEPH COMES BEFORE MARY
FIRST NAME?MOSES
AARON COMES BEFORE MOSES
FIRST NAME?ABRAHAM
    ABRAHAM COMES BEFORE ISAAC
FIRST NAMEPART
SECONI NAME PARTHUR
    ARTHUR COMES BEFORE ART
SECONII NAMEPBILLL
    BILLY COMES BEFORE BILL
FIRST NAME?MC
READY
```

Here CLASSIC makes the decision as to which string is greater by comparing the two first characters. If these characters are the same, the two second characters are compared. If these are the same, the two third characters are compared, and so on. For example, when comparing JOSEPH to JOHN, the decision as to which is greater is made after the third pair of characters:


JOHN comes before JOSEPH ("JOHN" < "JOSEPH") because H is character number 8 and S is character number 19.
Look at the last two comparisons in the previous program. CLASSIC reported that ARTHUR comes before ART and BILLY comes before BILL. This order is not consistent with the rules that most people follow when putting names in alphabetical order. In the phone book, for example, ART would come before ARTHUR.
This comparison problem is caused by the fact that CLASSIC ran out of letters in one of the strings before a decision could be made:


When this happens, CLASSIC concatenates the shorter string with spaces until it is the same length as the longer string:

(" $\llcorner$ " represents a space.) CLASSIC therefore decides that ARTHUR comes before ART because H (character number 8) comes before space (character number 32).
You saw a program to sort numbers on page 3-36. The program on the following page performs the same operation with strings. That is, it arranges the elements in a one-dimensional string array in ascending order by successive comparisons. This program uses nested loops with K1 and K2 as the indices of the two loops. The comparison is done at line 240. If $\mathbf{A} \$(\mathrm{~K} 1) \leq \mathbf{A} \$(\mathrm{~K} 2)$, the program increments K2 and another comparison is made. But if $\mathrm{A} \$(\mathrm{~K} 1)>\mathrm{A} \$(\mathrm{~K} 2)$, the string in $\mathrm{A} \$(\mathrm{~K} 1)$ is switched with the string in $A \$(K 2)$ by the statements at lines 250-270 before incrementing K2.

100 FOF K゙＝1 TG 5 ，REAI A\＄（K゙）\NEXT K 110 IIATA＂BE＂，BEE＂，＂BEET＂，＂BEETS＂，＂BEETLE＂

```
120 FOK K1=1 TO 4
130 FOF K2=K゙1+1 TO 5
240 IF A$(K1)<A$(K2) THEN 280
250 LET T$=A$(K1)
260 LET A$(K゙1)=A$(K2)
270 LET A$(K2)==T$
280 NEXT. K゙2
290 NEXT K1
300 FRINT \ FRINT "SORTEL DATA:"\ FFINT
310 FOR K=1 TO 5
320 FRINT A$(K)
330 NEXT K
999 ENI
REAIIY
RUNNH
gORTED DATA:
```


## EEETLE： <br> beets

BEET
EEE
BE
REAAY

Note the form of the two FOR statements in this program：

```
120 FOR K1=1 TO 4
130 FOR K2 = K1 +1 TO 5
```

This arrangement makes the maximum number of comparisons that are ever needed to sort any five pieces of data with the routine used in this program． This type of sorting routine is called a bubble sort because the smaller values are＂bubbled＂up to the top of the list in a stepwise manner．

Since CLASSIC concatenates shorter strings with spaces before a comparison is made，the results of the above program were not printed in alphabetical order as you would find them in the dictionary．You can modify this procedure by concatenating shorter strings with the at sign（＠）before the values of the strings are compared．Since the＠sign is character number 0 ，this action will cause the value of the shorter string to be less than the value of the longer string if the corresponding leading characters are the same．


BE＠comes before BEE because＠comes before E． The following program demonstrates concatenation with the at sign．

```
100 FOR K=1 TO 5 \ READ A$(K) \ NEXT K
110 DATA "BE","BEE*,"BEET","EEETS","BEETLE*
120 FOR K1=1 TO 4
130 FOR K2=K1+1 T0 5
140 IF LEN(A$(K1))=LEN(A$(K2)) THEN 240
150 LET X$=A$(K1)
155 LET Y$=A$(K2)
l60 IF LEN(X$)>LEN(Y$) THEN 210
180 LET X$=X$ & 'e"
:190 NEXT K
200 GOTO 230
210 FOF K=1 TO LEN(X$)-LEN(Y$)
220 LET Y$=Y$ & "巴"
220 LET Y$=
225 NEXT K
230 IF X$<Y$$ THEN 280
235 GOTO 250
240 IF A$(K1)<゙A$(K2) THEN 280
250 LET T$=A$(K1)
260 LET A$(K1)=A$(K2)
270 LET A$(K2)=T$
280 NEXT K2
290 NEXT K1
300 F'RINT \ FRINT "SORTEN DATA:`\ FRINT
310 FOR K=1 TO 5
320 FRINT A$(K)
330 NEXT K
999 END
READY
RUNNH
SORTEII IIATA:
BE
BEE
BEET
BEETLE
BEETS
REALIY
SHORTER
STRINGS WITH
THE AT (@) SIGN
BEFORE COM-
PARISON.
```

In this program，the lengths of $\mathbf{A} \$(\mathrm{~K} 1)$ and $\mathrm{A} \$(\mathrm{~K} 2)$ are compared at line 140．If they are of equal lengths，the program branches to line 240 where a normal comparison is made．（Line 240 is exactly the same as it was in the previous program．）But if the strings are of unequal length，they are first stored in temporary variables（ $\mathrm{X} \$$ and $\mathrm{Y} \$$－see lines 150 and 155）．The program then determines which is shorter（line 160）， and the shorter string is concatenated with＠signs until it is the same length as the longer string（lines $170-190$ and $210-225$ ）．A comparison is then made between the modified strings（line 230）．If the relation specified in line 230 is true，the program branches to line 280，K2 is incremented，and the loop is repeated． If the relation is false，the program goes to line 250 and the values of $\mathrm{A} \$(\mathrm{~K} 1)$ and $\mathrm{A} \$(\mathrm{~K} 2)$ are switched．

Exercise 77．Modify the above program to sort up to 100 strings，each 20 characters in length． Indicate the number of strings to be sorted as the first item in your data table．Use a DIM statement to dimension your string list and modify the FOR statements to handle a variable number of data items．

## TAKING STRINGS APART

On page 4－10 you learned how to put strings together by concatenation．The last two functions that CLASSIC provides will allow you to take strings apart．

The position（POS）function．The position function is used to search one string to find out if another string is contained within it．This function takes three arguments：

position at which to begin search

The function POS（A\＄，T\＄，N）searches string A\＄for the first occurrence of $\mathbf{T}$ starting at position $\mathbf{N}$ ．

If $T \$$ is part of $A \$$ ，the POS function returns the number of the position at which the first character in T\＄occurs in A\＄．If T\＄is not in A\＄，the POS function returns the value 0 ．

Look at the following example：

```
10 DIM A$(52)
15 FOF J=1 TO 2
O FOF K゙=1 TO 26 \ LET A$=A & CHF$(K) \ NEXT K
5 NEXT J
30 FRINT \FOR K=1 TO 5 \ FRINT P123456789-!; \NEXT K
35 FFINT "12
4O FRINT A&
50 FFINT FOOS(AS, 'N', 1)
60 FRINT FOS(A$, 'NO', 1)
70 FFRINT FOS(A$, 'N',' 20)
80 FRINT FOS(A$, 'XYZ', 26)
90 FRINNT FOS<A$, 'FED', 1)
9 9 ~ E N I I N
```



Notice that the value 14 is printed by line 60 as well as line 50 because the POS function returns the number of the position at which the first character of the string to be searched for（＂N＂or＂NO＂）occurs．The value 40 was printed by line 70 because the search for N started at position 20 rather than position 1．Line 90 printed 0 because the string FED was not found at all．
Exercise 78．Enter the following program to the computer and use it to experiment with the POS function as shown in the sample run．

[^9]The next set of examples will examine a use of the POS function to search for a＂key＂set of characters in a user entry．
Begin by studying the program below．This program presents the user with two one－digit numbers and asks him or her to enter the sum．

```
110 FRINT \ FRINT 'THIS PROGRAM HELFS YOU FRACTICE ARITHMETIC.'
    120 RANDOMIZE
    130 LET A=INT (10*FNOI(0))
    150 FFINT \ FRINT 'HOW MUCH IS"; A; "+'; B
    160 INPUT C
    180 IF C=A+B THEN 230
    210 FRINT : JNCDRFECT. FLEASE TRY AGAIN...
    220 GOTO 150
    230 PRINT " CORRECT!
    240 GOTO 130
    270 END
REALIY
RUNNH
THIS FROGRAM HELF'S YOU FRACTICE ARITHMETIC.
HOW MUCH IS 3 + 7 ?10
    CORRECT!
HOW MUCH IS 6 + P ?:L
    INCORRECT, FLLEASE TRY AGAIN...
HOW MUCH IS 6 + 9 ?15
    CORRECT!
HOW MUCH IS 4+8 ?%C
READIY
```

Suppose the user decided to enter＂IT＇S 3 ＂instead of just＂ 3 ＂when asked for the sum of 3 and 0 ．Look what would happen：
RUNNH
THIS PROGRAM HELFS YOU PRACTICE ARITHMETIC．
HOW MUCH IS $8+8$ ？IT＇S 16
INCORFECT．PLEASE TRY AGAIN．．．
HOW MUCH IS $8+8$ INCORFECT．PLEASE TRY AGAIN．．．
HOW MUCH IS $8+8$ INCORRECT．FLEEASE TRY AGAIN．．．
HOW MUCH IS $8+8$ INCORFECT，PLEASE TRY AGAIN．．．
HOW MUCH IS $8+8$ CORRECT！
HOW MUCH IS $8+3$ ？ 2 C
READY
Cach character in the entry＂IT＇S＂is interpreted by the system as a 0 ．Since there are four characters（I，T，＇， and S），the system prints the＂incorrect＂message four times before it finally reaches the 3 and judges the answer＂correct＂．
A modified version of this program that corrects the above problem is shown on the next page．This version uses the POS function to search the user＇s entry for the correct answer．The new statements have been enclosed in boxes．

```
100 MIM A\$(72)
110 FRINT I FRINT THIS FROGRAM HELFS YOU PRACTICE ARITHMETIC.
20 FANIOMIZE
130 LET A=INT ( \(10 *\) FNL ( 0 ) )
140 LET E=INT (10*RND (0))
```



```
160 INFUT A \(\$\)
170 LET C \(\$=S T R \$(A+B)\)
170 LET C \(\$=S T R \$(A+B)\)
180 IF FOS (A\$, 'RUIT",1)>0 THEN 270
190 IF POS(A末, "HELF', 1) 30 THEN 250
200 IF PGS (Aま, С \(\$, 1) \geqslant 0\) THEN 230
210 PRINT \(\quad\) INCORFECT. PLEASE TRY AGAIN...
220 GOTO 150
230 FRINT \({ }^{2}\) CDRRECT!
240 GOTO 130
```



```
260 GOTO 130
REALIY
RUNNH
THIS FROGRAM HELFS YOU PRACTICE ARITHMETIC.
```

HOW MUCH IS $3+8$ PI NEEV A LITTLE HELF:
$3+8=11$. HERE'S ANOTHER...
HOW MUCH IS $1+3$ ?GOSH, I KNOW THAT'S 4!!!
CORRECT!
HDW MUCH IS $8+4$ ?WON'T YOU EVEF RUIT?

REALY
In order to use the POS function, both the user's response and the correct answer had to be stored as strings (see lines 160 and 170). Once this was done, it was also possible to search for the words "QUIT" and "HELP" (lines 180 and 190). This type of response decoding is called a keyword search.
Note the form of the IF statement at line 180:
180 IF POS $(A \$, " Q U I T$ ", 1 ) > 0 THEN 270
Remember that the POS function returns a positive integer if the second string is found in the first, and a value of 0 if it is not. This IF statement will therefore cause a branch if and only if "QUIT" is in A\$.

Exercise 79. Enter the above program and see if you can fool this program by making it think that an incorrect answer is correct.
The segment (SEG\$) function. Here is one way that the arithmetic program can be fooled:

## RUNNH

THIS FROGRAM HELF'S YOU PRACTICE ARITHMETIC.

```
HOW MUCH IS 9 + 9 ? 18
    CORRECT!
```

HOW MUCH IS $7+3$ ?-10
CORRECT!
HOW MUCH IS $6+1$ PMC
REAIY

In the second problem ( $3+1$ ), the program searched the user's response for a 4 . It found a 4 and judged the answer to be correct even though the actual entry was negative 4. By using the SEG $\$$ function, you can make the program sophisticated enough to distinguish between positive 4 and negative 4 even when working with strings.

## The SEG\$ function returns a segment of the string

 specified in its argument.The following program demonstrates how the SEG\$ function works:

```
10 [I]M A$(26)
20 FOR K=1 TO 26 \ LET A$=A$ & CHR$(K) \ NEXT K
30 PRINT "123456789-123456789-123456"
40 FRINT A悉
50 FRINT SEG$(A$,2,6)
60 F.RINT SEG$(A$,13,24)
70 FRINT SEG$(A$,4;10)
80 FRRINT SEG$(A$,21,21)
99 END
```

REALIY
FUNNH
:L23456789-123456789-123456
ABCDEFGHI,JK゙LMNOPRRSTUUWXYZ
BCDEF
MNOPQRSTUUWX
DEFGHIJ
U
FEALIY

The program returns segments of the string $\mathrm{A} \$$ (which contains the 26 letters of the alphabet). The complete string and the number of each position are first printed by lines 30 and 40 . Lines 50 through 80 then print segments of this string.

Like the POS function, the SEG\$ function requires three arguments:


The function SEG\$ (A\$,X,Y) returns the Xth through Yth characters in A\$ inclusive.

Exercise 80. Enter the program below into your computer and use it to experiment with the SEG\$ function as in the sample run shown.

On page $4-26$ is a modification of the arithmetic program which uses the SEG\$ function to catch negative inputs. The modified statements are enclosed in a box. Note that both numeric arguments to the SEG\$ function are the same in this case ( $\mathrm{P}-1$ ), because the program only needs to compare a single character.

Here is another way to trick the arithmetic program:
FUNNH
THIS FROGRAM HELFS YOU FRACTICE ARITHMETIC.
HOW MUCH IS $7+4$ PTHE ANSWEF IS NOT 11 CORFECT!

```
10 IIM A$(26)
20 FDR K:=1 TO 26 \LET A$=A$ & CHR$(K) \ NEXT K
30 F'RINT \ F'RINT '123456789-123456789-123456"
40 FRINT A$
50 FFINT \ FRINT 'WHICH LETTEFS WOULII YOU LIKE';
6O INFUT X.Y
70 FRINT TAE(X); SEG$(A$,X,Y)
80 GOTO 50
9 9 ~ E N I I ~ I
```

REATIY
RUNNH

## 123456789-123456789-123456 <br> ABCDEFGHI JKLMNOFQRSTUUWXYZ <br> WHICH LETTERS WOULI YOU LIKE?4,12 IIEFGHIJKL WHICH LETTERS WOULI YOU LIKE? 18,22 FGTUV

WHICH LETTEFS WOULI YOU LIKE?7,14 GHIJKLMN

WHICH LETTEFS WOULI YOU LIKE? 11,11
K
WHICH LETTEFS WOULI YOU LIKE? 10,30
JKLMNOFRRSTUUWXYZ
WHICH LETTERS WOULII YOU LIKE?16,8

```
WHICH LETTERS WOULI YOU LIKE?I,5
ABCIIE
WHICH LETTERS WOULI YOU LIKE?O.5 ABCIIE
WHICH LETTEFS WOULII YOU LIKE?-1,5
```

this is the string to be SEGMENTED.

THE 4TH THROUGH 12TH CHARACTERS ARE RETURNED.

THE 18TH THROUGH 22ND characters are returnED.
$X=Y$ SO ONLY ONE CHARACTER IS RETURNED.

Y LEN(X) SO Y IS SET TO
LEN ( $(\$)$ ) or 28
ARE RETURNED.

WHEN $X=0$ IT IS SET TO 1 BY THE STYSTEM.
if $X$ OR Y IS NEGATIVE, AN ERROR MESSAGE IS PRINTSTOPS.

FM AT LINE 00070
REALIY
$100 \operatorname{IIM} \mathrm{~A} \$(72)$
110 PRINT \ FRINT "THIS FROGRAM HELFS YOU FRACTICE ARITHMETIC." 120 RANLIOMIZE
130 LET A=INT(10*RNL(0))
140 LET $\mathrm{B}=\mathrm{INT}(10 * \mathrm{FNT}(0)$ )
150 FRINT \PRINT *HOW MUCH IS'; A; '+'; B ;
160 INFUT A\$
170 LET C $\$=5 T R \ddagger(A+B)$
180 IF FOS (A $\ddagger$, "RUIT", 1)>0 THEN 270
190 IF FOS(A\$, "HELF', 1) $>0$ THEN 250
200 IF FOS (A $\$,[\$, 1)>0$ THEN 230
210 PRINT : INCORRECT, FLEASE TRY AGATN...'
220 GOTO 150
230 LET F=FOS(A末,C\$,1)
232 IF SEG $\$(A \$, F-1, F-1)$ )--" THEN 236
234 GOTO 210
236 FRINT " CORRECT!
240 GOTO 130

260 GOTO 130
270 ENII
READY
RUNNH
THIS FRQGR'AM HELFS YOU PRACTICE AFITHMETIC.

```
HOW MUCH IS 2 + 9 ?-11
    INCORFECT.' FLEASE TRY AGAIN...
HOW MUCH IS 2 + 9 ? 11
    CDFFECT!
HOW MUCH IS 5 + 1 P-6
    INCORRECT. FILEASE TFY AGAIN...
HOW MUCH IS 5 + 1 ?6
    CORRECT!
HOW MUCH IS 9 + O PHELF
    9+0=9 . HERE'S ANOTHER...
```

HOW MUCH IS $2+1$ PLET'S QUIT FOR NOW

## REALIY

This problem can be corrected by adding the following statements:

```
236 IF FOOS(A$, "NOT",1)=0 THEN 238
237 IF FOS(A&,"NOT",1)&FOS(A$,C&,1)THEN210
238 FRINT " CORRECT!"
```

The run below demonstrates this improvement, but also turns up another weakness, failure to recognize "N'T".

THIS FFOGRAM HELFS YOU FRACTICE ARITHMETIC.
HOW MUCH IS $O+4$ PTHE ANSWER IS NOT 4 INCOFFECT + FLEASE TFY AGAIN + +

HOW MUCH IS O 44 ?THE ANSWER IS 4??? COFRECT!

HOW MUCH IS $1+7$ ?THAT CAN'T EE 8 COFRRECT!

HOW MLJCH IS $2+5$ PWOWrWE BETTEF QUIT
REAAIY

Exercise 81. Try to fix this problem yourself. (You may have to resequence the program to get more room). Run your new version and find still more ways to increase the program's ability to detect incorrect answers.

Exercise 82. For a real challenge, try to fix the following problem:

FUNNH
THIS FROGFAM HELFS YOU FRACTICE AFITHMETIC.
HOW MUCH IS $9+6$ ? 0123456789101112131415161718 CORRECT!

HOW MUCH IS $9+0$ P0123456789101112131415161718 CORFECT!

HOW MUCH IS $7+8$ ?0123456789101112131415161718 CORFIECT!

HOW MUCH IS $8+7$ ? ${ }^{\circ} \mathrm{C}$
REALIY
Hint: Use the POS function to find the correct answer. Then use the SEG\$ function to check the positions before and after the correct answer (if any). You can find out if the characters in these two positions are numbers by examining their codes using the ASC function to see if they fall between 48 and 57.

## LOOKING BACK

In this section, you have studied the last six functions that are available in CLASSIC BASIC:

ASC(X\$)
CHR\$(N)
DAT\$(0)
returns the code number of the first character in X\$
returns the character whose code number is N returns the system date (if any) in the form MM/DD/YY
$\operatorname{POS}(A \$, T \$, N)$ searches $A \$$ for the first occurrence of T\$ starting at position N
SEG $\$(A \$, X, Y) \quad$ returns a segment of $A \$$ from positions $X$ to $Y$ turns trace mode on if $N=1$ and turns trace mode off if $\mathrm{N}=0$

Perhaps you have noticed the following rule:

Functions whose names end in a dollar sign (\$) always return strings. All other functions return numbers.

Chapter 5 in the CLASSIC User's Reference Guide summarizes all of the BASIC functions that are available on the CLASSIC system and provides a ready reference for your future use. For more examples of function usage, look at the listings of the programs supplied in Appendix A.
The next section will introduce you to the use of disk files for storing data and help you learn the remaining seven statements that can be used in a BASIC language program on CLASSIC.

## SECTION 4-D

## STORING DATA IN DISK FILES

## PROGRAM CHAINING

It is possible to write a BASIC program so large that CLASSIC will not be able to run it. When this happens, you will get the TB (Too Big) error message. The easiest way to correct this problem is usually to break the program into two parts and then chain from one program to the other. Chaining is performed with the BASIC CHAIN statement. For example:

30 CHAIN "RXA1:TARGET.BA"
The CHAIN statement causes the program specified to be run.

The general format of the CHAIN statement is:
line number CHAIN "dev:filnam.ex"
The complete device, file name, and extension of the program to be run should be specified, as no default parameters are assumed by the system. No matter how many programs are chained to each other, the workspace will always contain the first program in the chain when control finally returns to the editor.
A simple use of the CHAIN statement is demonstrated at the right.
Besides allowing programs to be of virtually unlimited size, the CHAIN statement can also be used to create a master control program for a set of computer programs. The program on the next page prints out a list of all the programs on the BASIC Program Demonstration Disk and allows you to chain to a program simply by entering a file name.
Look at the format of the CHAIN statement at line 420. Since a string expression is used rather than a simpie string, "RXAAi:" and ":.BȦ" have to be concatenated with $A \$$ to complete the dev:filnam.ex form required as the parameter of the CHAIN statement. Note once again that the workspace contains the first program in the chain when control finally returns to the editor. Therefore, RUNNH causes the index program to be rerun. The CL error message results because file RXA1:GEUSS.BA could not be found.

To prevent the CL message, you can modify the index program as shown on page 4-29. (The new statements have been enclosed in a box). This program simply checks the validity of the user's entry by comparing it to each available program name in turn (see lines 280-310). When a match is found, the CHAIN statement at line 420 is executed. If no match is found, a message is printed and the user is asked to make a new entry (lines 350-380).
Exercise 83. Obtain a copy of the BASIC Program Demonstration Disk from the person in charge of your CLASSIC (your system manager) and enter the program on page $4-29$. Use it to CHAIN to various BASIC demonstration programs.
+F EASIC
NEW OR OLI--NEW TAFGET

WHEN RUN, CHAIN ALSO PRINTS A MESSAGE THAT IDENTIFIES ITSELF.

```
REALIY
30 CHAIN "FXAL:TAFGET, EA"
LIST
CHAIN BA 3.0
```

A CHAIN STATEMENT IS ADDED AS LINE 30 AND THE CONTENTS OF THE WORKsface are listed agaiiv.


WHEN THE MODIFIED PROGRAM IS RUN, IT CH'AINS TO TARGET. THEREFORE, THE
REALIY IDENTIFYING MESSAGES ARE PRINTED BY BOTH PROGRAMS.

100 FFINT $\triangle$ FRINT＂THE FRQGFAMS AVAJLABLE ON THE BASIC＂ 110 FRINT＂FFOGFAM LIEMONSTFATTON IIISK ARE：＂
：L20 FEM
130 FFM＊＊＊FFOGFAM NAME FFINTER
1.40 R．E．M

150 FOF K゙＝1 TI 6
160 KEAII N1\＄，N2多，N3 $\$$

180 NEXT R
190 FEM
200 FEM $* * *$ INFUT RUEFY
210 FEM
220 FFFINT \FRINT＂WHICH WDULII YOU LIKEE TO FUN＂
こ30 INFUT A\＄\FFINT
390 fiEM
400 FEM $* * *$ CHATN STATEMENT
－ 110 FIEM
420 CHAIN＊FXAI；＂\＆A\＄\＆＊HA＊
430 FEM
440 FEEM＊＊＊LIATA TABLE
450 FKEM
460 IIATA＂ACEYO2＂，＂ATTENII＂，＂ATTSET＂，＂CALC＂，＂EASYO2＊
470 IIATA＂EASY03＂，＂CUESS＂，＂HMFABI＂，＂HURKLE＂，＂HUKK゙O2＂
A8O LIATA＂MOFGAG＊，＂LUUAIEG＂，＂QUAIIO2＂，＂RUALIOZ＂，＂SYNONY＊
490 IIATA＂SYNSET＂；＂WTIIAVG＂；＂＂
500 ENII
FEADY
RUNNH

| THE FROGFAMS AVAILAELE ON THE BASIE |  |  |
| :---: | :---: | :---: |
| F－RCIGRAM | TFATIO | ARE： |
| ACEYOS | ATTENLI | ATTSET |
| CALC | EASYOS | EASYOS |
| GUESS | HMFAEI | HUFK゙LE |
| HUFKO2 | MOFGAG | QUALEQ |
| QUANOT | QUAFIO3 | SYNONY |
| SYNSET | WTIAVG |  |

WHICH WOULII YOU LIKEE TG RUN＇？CALE

YOUF EXF＇FESSION＇T4末＊6
$45 * 6=270$

YOUF EXFFESSION？QUIT

REALIY
RUNNH
THE FROGFAMS AVAILABLE ON THE BASIC PROGFAM DEMONSTFATION LIISK ARE：

| ACEYO2 | ATTENI | ATTSET |
| :--- | :--- | :--- |
| CALC | EASYO2 | EASYO3 |
| GUESS | HMFABI | HUFKLE |
| IHURKO2 | MORGAG | QUADEQ |
| GUADO2 | GUADOB | SYNONY |
| SYNSET | WTMAUG |  |

WHICH WOULI YOU LIKE TO RUN？GEUSS

CL AT LINE 00420

## READY

100 FRINT \PRINT＂THE PROGRAMS AVAILAELE ON THE BASIC＂
I10 PRINT＂PROGRAM DEMONSTRATION IIISK ARE：＂\ PRINT
120 REM
130 REM＊＊＊FROGRAM NAME FRINTER
140 REM
150 FOR $K=1$ TO 6
160 REALI N19，N2\＄，N3\＄

180 NEXT K
190 REM
200 REM＊＊＊INFUT QUERY
210 REM
220 FRINT \ FRINT ${ }^{2}$ WHICH WOULI YOU LIKE TO RUN＇；
230 INFUT A ${ }^{2}$ \FRINT

| 240 | REM |
| :---: | :---: |
| 250 | REM＊＊＊CHECK FOR VALIII FROGRAM NAME |
| 260 | FEM |
| 270 | FESTORE |
| 280 | FOR K＝1 TO 17 |
| 290 | REALI N \＄ |
| 300 | IF $\mathrm{N} \$=\mathrm{A} \$$ THEN 420 |
| 310 | NEXT K |
| 320 | FEM |
| 330 | REM＊＊＊MESSAGE FOK INUALIII NAME |
| 340 | FiEM |
| 350 | FRINT A\＄；＂IS Nat On the IUEMONSTRATION IISK．＂ |
| 360 | RESTORE |
| 370 | FFiNT＇CHOOSE ANDTHER＂\ FFINT |
| 380 | GOTO 150 |
| 390 | FEM |
| 400 | REM＊＊＊CHAIN STATEMENT |
| 410 | FEM |
| 420 | CHAIN＂FiXAI：\％A ${ }^{\text {\％\％＊EFA＂}}$ |
| 430 | FEM |
| 440 | FEM＊＊＊IAATA TABLE |
| 450 | REM |
| 460 | mata＂ACEYO2＂，＂ATTENI＂；＂ATTSET＂，＂CALC＂，＂EASYO2＂ |
| 470 | DATA＂EASYO3＂，＂GUESS＂，＂HMFAEI＂，＂HURKLEE＂y＂HURKO2＂ |
| 480 |  |
| 490 | DATA＂SYNSET＂，WTLIAVG＊＊＂ |
| 500 | ENIT |

FEALIY
FUNNH
THE FROGFAMS AUAILABLE ON THE EASIC FROGRAM DEMONGTRATION IISK AFE：

| ACEYO2 | ATTENL | ATTSET |
| :--- | :--- | :--- |
| CALC | EASYO2 | EASYOZ |
| GUESS | HMFAEJ | HURKLE |
| HURKO2 | MORGAG | QLALIEQ |
| QUADO2 | QUALOB | SYNONY |
| GYNSET | WTHAVG |  |

WHICH WOUI II YOU LIJKE TO RUNPGEUSS
GELISS JS NOT ON THE REMONGTRATION OISK゙． CHODSE ANOTHER

| ACEYO2 | ATTENI | ATTSET |
| :---: | :---: | :---: |
| CALC | EASYO2 | EASYO3 |
| GUESS | Himpiabt | HUEKくLE |
| HUEKO2 | MORGAG | CUAADEQ |
| QuADO2 | qualioz | SYNONY |
| SYNSET | WTHAVG |  |

gUESS：THE NUMEER GUESSTNG GAME
FLEAGE TYFE YOUF FI．FST NAME ANI THEN FFESS THE FEETURN KEY．

WHAT IS YOUR FIRST NAME？

Exercise 84. Write two programs of your own that chain to each other. Make each print out at least one message and require at least one user entry. Note the amount of time that it takes one program to chain to the other, especially if you write large programs. In Section 4-E you will learn a way to speed up the chaining process.

## STRING DATA FILES

So far, you have used the CLASSIC disk only to store BASIC language programs. However, disk files can also contain data for use by BASIC programs. Storing data in disk files is one of the most powerful uses of a computer system because it allows a program to work with an extremely large amount of data in a minimum amount of time. Disk files also allow data generated as output by one program to be used as input to another program without requiring you to enter it manually through the keyboard.
Writing a disk file. Data is written to a disk file in very much the same manner as it is written to the screen. That is, you simply have to tell the system the name of the file that you want the data written into and then use a variation of the PRINT statement to do the actual writing.
Specifying the name of a file to be written (or read) is known as opening a file. To open a file, use the FILE\# statement. This statement tells the system the type of file that you wish to open, the number by which you will refer to the file in your program, and the name of the file. For example,


File type V is used for all files that will receive string output. The number that is assigned to the file in the FILE\# statement is used by the PRINT\# statement to indicate where data will be written:
20 PRINT \#1: "THIS DATA IS STORED IN A DISK FILE."
The above statement causes the message indicated to be written into the file opened as file number 1.

Whenever data is written to a file, that file must be closed before program execution stops or the file itself will be erased:

## 30 CLOSE \#1

When these three statements are put together into a program, here is what happens:

```
10 FILEV #1: "RXA1:OUTFUT.JH'
20 FRINT #1: "THIS IATA IS STOREII IN A DISK FILE."
30 CLOSE $1
99 END
READY
RUNNH
REAIIY
```

This program does not cause anything to be output to the screen. However, you can verify that something has actually been written to the disk file by using the monitor TYPE command:

## GYE

## -TYFE FXXAI:OUTFUT.JH <br> THIS IIATA IS STORENIN A IISK FILE.

In addition, the name of the file written will appear in the disk directory.
The following rules apply to use of the FILE\#, PRINT\#, and CLOSE\# statements:

- In all three statements, the file number is preceded by a number sign (\#).
- In the FILE\# and PRINT\# statements, the file number is followed by a colon (:).
- A colon is not used in the CLOSE\# statement.
- The file number may be any numeric expression whose value is between 0 and 4, inclusive.
- The file name in a FILE\# statement may be any string expression, but all parameters must be specified in the form dev:filnam.ex and enclosed in quotes. No defaults are assumed.
- File \#0 is always open and always refers to the keyboard/screen as shown in the following example:

10 FRINT \#O: "OUTFUT TO SCFEEN"
99 ENI
REALIY
RUNNH
OUTFUT TO SCREEN

## REALIY

- Except for the addition of the file number, the PRINT\# statement (when used with alphanumeric files) works just like the PRINT statement. That is, the exact same rules regarding output format (spacing, print zones, use of commas, semicolons, the TAB and PNT functions, etc.) are followed for both statements. The PRINT\# statement simply creates a disk file containing information just as it would be printed on the screen.
Reading a disk file. To read from a disk file, you must first open it as an input file. If the file contains string data, specify no file type in the FILE statement:


## 50 FILE \#1: "RXA1:OUTPUT.JH"

Once the file is opened for reading, data is read with the INPUT\# statement:

## 60 INPUT \#1: A\$

These statements are demonstrated in the following program:

```
10 FILEE #1: "KXA1:OUTFUT.JH'
20 FRINT #1: "THIS IAATA IS STOREII IN A IISK゙ FILE.*
30 CLOSE $1
```

40 IIM A 3 (72)
50 FILE $\ddagger 1$ : RXA1:OUTFUT.JH"
60 INFUT $\# 1$ : A $\$$
70 FRINT A事

99 END
READIY
FIUNNH
THIS IATA IS STOFED IN A IISK FILE.
REAIIY
Note that $A \$$ had to be dimensioned because the input line contained over eight characters. The statement at line 70 simply displays on the screen the data read from the file. Like the PRINT and PRINT\# statements, the INPUT and INPUT\# statements follow the exact same rules when used with a string file. The only difference is that INPUT reads from the terminal and INPUT\# reads from a disk file.
Besides the terminal (reserved as FILE\#O), CLASSIC can have up to 4 disk files open at the same time, numbered 1 through 4. On a single disk, however, only one file can be open for writing (as a type V file) at any one time. If you attempt to write to two files on the same disk at the same time, an error message will result.

Exercise 85. To make sure that you can use the file statements discussed so far, write a program similar to the one on the previous page that writes a file containing the first four lines of Lewis Carroll's "Jabberwocky":
'Twas brillig, and the slithy toves
Did gyre and gimble in the wabe;
All mimsy were the borogoves,
And the mome raths ouigrabe.
Verify that your program has run properly by displaying the file on the screen with the monitor TYPE command. Then write a second program that uses the INPUT\# statement to read the file and the PRINT statement to display its contents.

Detecting the end of a file. When data is read from a disk file, the system steps through the file in much the same way the READ statement steps through the values in DATA statements. You have seen that the message:

## DA AT LINE n

occurs when the end of a data table is encountered. The DA error message automatically causes the program to stop.

In the following example, a second line of data and a GOTO statement have been added to the file program to make it try to read past the end of the file. Look what happens:

```
10 FILEU #1: "RXA1:OUTPUT, JH"
20 PRINT $1: "THIS DATA IS STOREN IN A DISK FILE."
25 PRINT #1: "THIS IS THE SECDND LINE OF THE DATA.'
    40 DIM A$(72)
    50 FILE *1: "RXA1:OUTPUT.JH"
    60 INPUT #1: A$
70 PRINT A$
70 PRINT A$
REALY
FUUNNH
THIS IIATA IS STOREII IN A IIISK FILE.
THIS IS THE SECOND LINE OF THE IIATA.
THIS IS THE SECONLI LINE OF THE IIATA.
FEE AT LINE 00060
THIS IS THE SECONL LINE DF THE IIATA, ~THIS IS THE CONTENTS
RE AT LINE 00060
                                    OF A$.
THIS IS THE SECONII LINE DF THE IIATA.
RE AT LINE 00060
THIS IS THE SECONII LINE OF THE IATA.
RE AT LINE 00060
THIS IS THE SECONI LINE OF THE LIATA,
RE AT LINE 00060
THIS IS THE SECONII LINE OF THE IIATA.
FE AT LINE 00060
THIS IS THNC
REAIIY
```

The RE error message indicates that the program tried to read past the end of the data file, but execution is not terminated. Instead, the program simply informs the user of the error and continues to print the contents of $\mathbf{A} \$$.

CLASSIC provides a special variation of the IF statement to allow you to catch this error. This statement has the form:
line number IF END \# file number THEN line number
For example,

## 65 IF END \#1 THEN 90

By adding this statement (and statement 90) to the program on the previous page, you can catch the end of file condition and avoid the error message:

```
10 FILEV :|: "FXAI:OUTFUT, JH"
2O FRINT #1: "THIS DATA IS STOREL IN A MISK FILE."
25 PRINT |1: "THIS IS THE SECONLI LINE OF THE DATA."
30 CLOSE *1
40 [I]M A$(72)
50 FILE #1: "FXA1:OUTFUT.JH"
60 INFUT #1: A$
65 IF EN[I N1. THEN 90
    70 FRJNT A$
80 GOTO 6O
90 FRINT 'ENLIOF FILE REACHEL,:-
    READIY
    RUNNH
    THIS IIATA IS STOREL IN A IISKR FILEE.
    THIS IS THE SECONI LINE OF THE MATA.
    ENII OF FTLE FEACHET.
REAIIY
```

Note that the IF END\＃statement is placed immediately after the INPUT\＃statement．This placement is necessary for the statement to work correctly．
Another feature of data files that resembles data tables is the use of the RESTORE\＃statement．This statement has the form：

## line number RESTORE\＃file number

and causes the pointer indicating the next value to be read to be set back to the beginning of the file．This statement is similar to the RESTORE statement，but it resets a data file rather than a data table．
By adding a RESTORE\＃statement to the above program as statement number 75，neither the second line of data nor the end of file condition is ever reached：

```
10 FILEV #1: "FXAI:GUTFUT.JH*
20 FFINT #1: "THIS IIATA IS STOFEII IN A IISK FILE.*
?5 FRINT #1: "THIS IS THE SECONII LINE OF THE IIATA."
30 CLOSE $1
40 HIM A生(72)
50 FILEE :#1: 'F'XA1:OUTF'UTT.JH"
SO INFUT #1: A市
65 IF ENLI #1 THEN 90
    70 FFIINT A$
    75 FEESTOFE *1
    80 GOTO 60
90 F'FINT ENH OF FILEE F'EACHEI,*
99 ENLI
REEALIY
FUNNNH
THIS LHATA IS STOFEN IN A IISK FILEE*
THIS IATA [S STOKEII IN A IISK゙ FILEE+
THIS IIATA IS STOREII IN A IISKK FTLE.
THJS IIATA IS STOFEL IN A ITSKK FILE*
THIS IIATA IS STOREI IN A DIGKKFIIE.
THIS L^ATA IS STOFELI IN A HISK゙ FILE*.
THIS IIATA IS STOF"C
RIEALIY
```

Exercise 86．Modify the above program so that it displays both ！ines of data stored in the file before it repeats itself．
Uses of string data files．In Appendix A you will find three programs that make use of string data files for three very different purposes．MORGAG（page A－10） allows the user to direct output to a disk file to speed up processing．The program output may then be displayed on the screen with the monitor TYPE command．ATTEND（page A－3）uses a disk file to store data on student attendance．This file is set up by the program ATTSET and is then updated （modified by reading and rewriting the data）by the program ATTEND．The third program，CALC（page A－5），writes an actual BASIC language program in a string data file and then chains to that program and executes it．When finished，the second program chains back to CALC．
Exercise 87．Study the write－ups and listings for the programs mentioned above．Run these programs from the BASIC Program Demonstration Disk and study their output．Display the data files written by these programs on your screen or copier by using the monitor TYPE command．If you wish，add the TRC function to these programs to help you trace their
flow．（Do not SAVE any modified versions of these programs on the Demonstration Disk）．After you have studied these programs carefully，write a program of your own that both writes and reads a string data file． Try to use all of the file statements introduced so far：

| CLOSE\＃ | closes a data file <br> opens a string file so that data <br> can be read from it <br> opens a string file so that data <br> can be written to it <br> detects the end of an alphanu－ |
| :--- | :--- |
| FILEV\＃ | meric file |
| IF END\＃ | reads data from a file <br> writes data to a file |
| INPUT\＃ |  |
| PRINT\＃ | resets the file data pointer to the <br> beginning of the file． |
| RESTORE\＃ |  |

Another use of files is to pass data from one program to another during a chain．When the CHAIN statement is executed，all data in the computer＇s memory is lost． If you wish to use some of it in a chained program， you must first write it into a disk file before chaining and then read it back in after chaining：

```
OLI RXA1%FILE12.FA
REALIY
LISTNH
100 REM *** FROGGAM "FILEE12"
110 REM
120 PFINT
130 FRINT "THIS FROGFAM WILL FINII THE STANLIARD LIEUIATION"
:140 FRINT "OF ANY SET OF NUMBERS THAT YOU ENTEF*"
:150 FRINT
160 FRINT "ENTER YOUR SET OF NUMEERS FELOW, AND INIICATEP
170 PFINT "THE ENI OF YOUF SET BY ENTERING *-9g999":."
I80 FRINT
190 FFINT 'YOUR NUMEERS';
200 REM
210 REM *** LATA INFUT
220 REM
230 IIM N(1000)
240 FOF K゙=1 TO 1000
250 JNFUT H
260 LET N(K゙)=H
270 IF N(K)=-99999 THEN 320
280 NEXT K
2 9 0 ~ F E M M
300 FEEM *** CREATION OF IIATA FILE
310 REM
320 LET K=K゙-1
330 FILEVN #:1: "FXA1!DATAFA.S5"
340 FRINT *1:K
350 FOR KO=1 TO K
360 FFRINT #1: N(K゙O)
370 NEXT KO
380 ClOSE $1
390 CHAIN "FXA1:FTLEIZ.GA*
400 ENI
REAIIY
REALIY
LISTNH
100 REM \(* * *\) FROGRAM＂FILE12＂
110 REM
120 PRINT
130 FFINT＂THIS FROGFAM WILL FINI THE STANLARD LEVIATION＊
I4O FRINT＂OF ANY SET OF NUMEEFS THAT YOU ENTEF＊＂
：150 FRINT
160 PRINT＂ENTER YOUR SET OF NUMBERS EELOW，AND INIICATE
180 FRINT
190 FRINT＇YOUR NUMRERS＇；
200 REM
210 REM＊＊＊LATA INFUT
REM
230 HIM N（1000）
240 FOK \(K=1\) TO 1000
260 LET \(N(K)=H\)
270 IF N（K）\(=-99999\) THEN 320
280 NEXT K
300 FEEM＊＊＊CFEATION OF IIATA FILE
310 REM
320 LET K゙＝K゙ー1
330 FILEVN \(\# 1\) ：＂RXA1 \(\ddagger\) DATAPA． \(55^{\circ}\)
340 FRINT 1 1：K
350 FOR KO：＝1 TO K
360 FFINT \＃1：N（KO）
370 NEXT KO
390 CHAIN＂FXA1：FTLE13．BA＂
400 ENL
REAIIY
```

OLD EXAM:FILE13.BA
REALIY
$\frac{\text { LIGTNH }}{100 \text { FEEM }}$ *** FROGRAM "FLLE13"
100 REM
110 REM
$\begin{array}{cc}110 & \text { REM } \\ 120 & \text { LET } T=0\end{array}$
120 LET T $=0$
140 FILEN \#1: "RXA1:NATAF'A.SS"
$\begin{array}{ll}140 & \text { FILEN :11: "A } \\ 150 \text { INFUT } 15: A\end{array}$
160 FEEM
170 FEM *** TATA INFUT
180 FEEM
190 FOF $K=1$ TO A continued on next page

OLI EXXA：FILE13．BA
FEALIY
$\frac{\text { LISTNH }}{100 \text { FEEM }}$＊＊＊FROGRAM＂FLLE13＂
110 REM
120 LET T
130 LET T2：＝0
140 F゙ILEN \＃I：＂RXAI：MATAF＇A．SS＂
$\begin{array}{ll}150 & T N F U \\ 160 & \text { KEM }\end{array}$
170 FIEM＊＊＊IIATA INFUT
190 FOF K＝1．TOA
continued on next page
continued from last page

```
200 JNFUT 1 : H
20 LET \(\mathrm{T}=\mathrm{T}+\mathrm{H}\)
220 LET T2=T2+H"2
230 NEXT K゙
240 FEM
350 FEM *** OUTFU
260 REM
270 LET \(\left.\mathrm{S}=\mathrm{SQR}\left(\mathrm{T}^{\top} 2-\left(\mathrm{T}^{2} 2\right) / A\right) / A\right)\)
280 FRENT
290 FRINT "THE GTANLIAFLI LIEUIATHON OF YOUR"多 A; "NUMEEFS IS:"
300 FRINT "
300 FRINT " " 9
\(3: 10\) FEM
320 REM *** QUERY FOR ANOTHER RUN
330 REM
s50 PRTNT "TO YOU WTSH TO ENTEF ANOTHER SET OF NUMEERS"
\(\begin{array}{ccc}350 & \text { FRNT } \\ 360 & \text { TNFUT Ad }\end{array}\)
360 TNFUT A步
370 JF A\& YE: THEN 430
370 IF A出:"YES" THEN 430
380 IF A\$= \({ }^{\circ} Y^{\prime \prime}\) THEN 430
"390 IF Asw"NO" THEN 440
400 IF A方: "in" THEN 440
4LO FFRNT "PLEASEE ENTEF ONLY "MYES"" OR " "NO""."
420 EOTO 340
430 CHATN "FXXAJFELEL2, BA"
440 ENI
FEAMY

READIY
FIUNNH
THIS FROBFAIH WILL FIND THE STANDARI DEUJATION
OF ANY SET OF NUMBEFIS THAT YOU ENTEK.
ENTEF YOUR SET OF NUMBEES EELOWg AND INIITCATE
THE ENS OF YOUR SET GY ENTEFING \({ }^{\circ}-99999^{\circ}\)
YOUF NUMEEFS?10y20y30,40,50y \(60,70,80,90,100,-99999\)
THE STANIIAFII IIEUIATJON OF YOUK 10 NUMBEFS IS:
    28.7228

IO YOU WISH TO ENTEF ANOTHEFG SET OF NUMBEFS？YES
THIS FROGFAM WILL FINL THE STANLARII IEUIATION OF ANY SET OF NUMEEFS THAT YOU ENTEF．

ENTEF YOUF SET OF NUMBEFS BELOW，ANI INIITCATE THE：END OF YOUR SET BY ENTEFING \(=99999^{\circ}\) ．

YOUF NLMEFFS？75，80，85，90，95，100，－99959
THE STANLAFFI IIEUIATION OF YOUR 6 NUMEEF＇S IS： 8.53912

IIO YOU WTSH TO ENTEF ANOTHEF SET OF NUMBEFS？NO
FEALY

\section*{NUMERIC DATA FILES}

If you try to read numbers from a string file，problems can occur：
```

10 FILEV IN: "FXAI:OUTFUT, JH"
$20 \mathrm{FOFi} \mathrm{K}=1$ TO 10
30 FRTNT 11 : K
40 NEXT K
50 CLOSE 排
60 FILE: \#I: "FRXAI:OUTFUT. JH"
70 FOR $K=1$ TO 10
BO TNFUT \#IIN
90 FRINT N
95 NEXT K
99 ENO
REALIY
EUNNNH
1
0

```

The computer seems to have written two zeroes in between each of the data values．This is not really the case．The real reason for this result is explained below．

You will remember that after a PRINT statement is executed，the cursor is always positioned at the beginning of the next line unless the PRINT statement ends with a comma or a semicolon．CLASSIC does this by sending two special characters to the terminal．These are called the carriage return and line feed characters and are exactly the same as those sent by the PNT（13）and PNT（10）functions， respectively．The carriage return and line feed characters are also written when CLASSIC outputs data to a string disk file．When these characters are read back into numeric variables by the INPUT\＃ statement，they are interpreted as zeroes．

To help you understand this，look at the following diagram．This diagram shows the actual characters that are stored in the alphanumeric file written by statements 10 to 50 of the above program．（Each box represents one character position）．
\begin{tabular}{|l|l|l|c|c|}
\hline SPACE & 1 & SPACE & \begin{tabular}{c} 
carriage \\
return
\end{tabular} & \begin{tabular}{c} 
line \\
feed
\end{tabular} \\
\hline SPACE & 2 & SPACE & \begin{tabular}{c} 
carriage \\
return
\end{tabular} & \begin{tabular}{c} 
line \\
feed
\end{tabular} \\
\hline SPACE & 3 & SPACE & \begin{tabular}{c} 
carriage \\
return
\end{tabular} & \begin{tabular}{c} 
line \\
feed
\end{tabular} \\
\hline SPACE & 4 & SPACE & \begin{tabular}{c} 
carriage \\
return
\end{tabular} & \begin{tabular}{c} 
line \\
feed
\end{tabular} \\
\hline SPACE & 5 & SPACE & \begin{tabular}{c} 
carriage \\
return
\end{tabular} & \begin{tabular}{c} 
line \\
feed
\end{tabular} \\
\hline SPACE & 6 & SPACE & \begin{tabular}{c} 
carriage \\
return
\end{tabular} & \begin{tabular}{c} 
line \\
feed
\end{tabular} \\
\hline SPACE & 7 & SPACE & \begin{tabular}{c} 
carriage \\
return
\end{tabular} & \begin{tabular}{c} 
line \\
feed
\end{tabular} \\
\hline SPACE & 8 & SPACE & \begin{tabular}{c} 
carriage \\
return
\end{tabular} & \begin{tabular}{c} 
line \\
feed
\end{tabular} \\
\hline SPACE & 9 & SPACE & \begin{tabular}{c} 
carriage \\
return
\end{tabular} & \begin{tabular}{c} 
line \\
feed
\end{tabular} \\
\hline SPACE & 1 & 0 & \begin{tabular}{c} 
space \\
carriage \\
return
\end{tabular} \\
\hline
\end{tabular}

When this file is read back with the FOR－NEXT loop at lines 70－95，the spaces are ignored but the carriage return and line feed characters are interpreted as zeroes．Thus，the first ten numbers interpreted by the INPUT\＃statement are as follows：
\[
\begin{array}{llllllllll}
1 & 0 & 0 & 2 & 0 & 0 & 3 & 0 & 0 & 4
\end{array}
\]

One way to correct this problem is to always read data from string files as strings and then convert numbers to numeric data by using the VAL function：
```

    10 FTLEU #1: "FXXA1:OUTFUT.JH"
    20) FOR K=1 TO 10
    30 FRINT #1: K
    4O NEXT K
    50 CLOSE #1
    60 FTLE:#N: "FXAJ:OUTFUT,.JH"
    70 FOR K=1 TO 10
    80 TNFUT #J: N:$
    90 FFNTNT UAL...N$)
    95 NEXT K゙
    99 ENN
    ```
    REAMY
    FUNNH
        1
        2
        3
        4
        5
        6
        7
        8
        9
        10

REATIY
A better method is to restrict the use of string files to string data and to use numeric type files to store numeric data．Files can be opened as numeric type by adding the letter \(N\) to the FILEV and FILE statements：

10 FILEVN \＃1：＂RXA1：OUTPUT．JH＂
60 FILEN \＃1：＂RXA1：OUTPUT．JH＂
When numeric files are used，the problem caused by the carriage return and line feed characters dis－ appears：


70 FOF
80 INFUT \＃1：N
90 FRINT N
95 NEXT K゙
99 END
FEADY FUNNH
1
2
3
4
5
6
7
8
9
10

\section*{REAIIY}

No special conversion needs to be performed；the data values can be read directly into numeric variables with successive INPUT\＃statements．Writing a numeric data file is similar to creating a numeric data table：no matter how many PRINT\＃statements are needed to write the file，all the data will be considered as a single set，and all spaces，carriage returns，and line feeds will be filtered out．
There are two other differences between numeric files and string files．First，you will remember that it was possible to write numbers into a string file．It is not possible，however，to write strings into a numeric file：
```

10 FTLEUN \#1: "אXA1:OUTFUT MH"
20 FOR KN=:. TO 10

```
```

30 FRTNT :1: "NLIMEER"\hat{g} K゙

```
30 FRTNT :1: "NLIMEER"\hat{g} K゙
4O NEXT K
50 CIIOSE ##
60 FTLEN #1: "FXXA1:OUTFUT.NH"
70 FOR K=1 TO 10
80 INFUT #I: N
9 0 ~ F F E N T ~ N ~
9E NEXT K
99 END
FEMDIY
FUNNH
SW AT LINE: 00030
```

READY

The SW error message indicates that an attempt was made to write a string into a numeric file and causes termination of the program.
Second, the end of a numeric file cannot be recognized by the system:


If CTRL/C had not been typed during the above run, the system would have gone on printing zeroes indefinitely. The inability of the system to recognize the end of a numeric file also means that the IF END\# statement cannot be used with these files.

Exercise 88. Write a program of your own that makes use of a numeric data file and includes the FILEVN\# and FILEN\# statements. Try different arrangements of the expressions in a PRINT\# statement to see if they have any effect on the program's ability to reread the data. For example, find out if the statement:

30 PRINT \#1: $K, K+1, K+2$
causes the same result as:
30 PRINT \#1:K; $K+1 ; K+2$
and:
30 PRINT \#1: K
33 PRINT \#1: $K+1$
35 PRINT 1: $K+2$
Devise further experiments of your own to test the ways in which numeric files differ from string files.
Exercise 89. When data tables become large, they can occupy so much of the computer's memory that little is left for the program itself. Therefore, large amounts of data are often stored in files rather than data tables. Modify the TALLLY program on page 3-39 so that it reads data from a disk file rather than a data table. Write a separate program to create the file from the original data table.

## LOOKING BACK

You have now been introduced to all of the BASIC statements that are available on your CLASSIC system. Chapter 4 of the CLASSIC User's Reference Guide summarizes these statements and provides an alphabetical reference for you to use while you are programming.
The programs in Appendix A demonstrate the many different types of things that you can program CLASSIC to do using the BASIC language. Chapter 5 discusses these programs fully and suggests some programming guidelines that you might follow to make your programs easier for others to use.
The final section in this chapter will help you learn how to use the remaining monitor commands.

## SECTION 4-E

## USING MONITOR COMMANDS

In Chapter 1 you learned the monitor command R BASIC, and in Section 3-E you learned the monitor commands DATE, DELETE, DIRECT and TYPE. This section will introduce you to the other eight CLASSIC monitor commands and show you new ways to use the commands that you already know.

## VARIATIONS OF THE DIRECT COMMAND

If you are looking for a specific file on a disk, you need not list the entire directory. Just type in the name of the file that you are looking for and CLASSIC will display its directory entry if it is present:

- ITEECT RXAI:CALC. BA

CMLC $\mathrm{EAA} A$

If it is not present, only the number of free blocks on the disk will be displayed.
Up to nine different file names may be entered on one line. The example below shows the abbreviation for the DIRECT command and requests that the directory entries for two files be displayed if they are present:

```
-WTE FXAI:GYNONY,BAYSYNSET,BA
```

GTNONY BA i.
SYNGET:BA I.

Note that the device name for SYNSET.BA is not specified. CLASSIC assumes that SYNSET.BA is on RXA1 because the preceding file is on RXA1. In this command, each file specified is considered as an input entry to the DIRECT command (see page 3-20).

In any list of input entries, each file is assumed to be on the same device as the preceding file.

Entering options. Some monitor commands allow you to enter options which affect the functioning of the command. Options can be either letters or numbers. If they are letters, options are preceded by slashes (I).
One option recognized by the monitor DIRECT command is /F. This option causes a "fast" directory to be printed, displaying only the file names:
. ITEECT FXXAL:/F

ACEYOZ. BA
ATTEND. BA
ATTSET.EA
CALC . BA
EASYOE. BA
EASYOZ.BA
GUESS EA
HíkAEI , BA
HURK゙LE.EA
HUFKO\%, BA
MORGAG. BA
QUATIER.EA
DUADOR.BA
QUADOZ. BA
GYNONY.BA
GYNSET:BA
WTHAVG. ERA
When a number option is used, it always follows an equal sign (=). When used with the DIRECT command, the number option indicates the number of columns to be used in displaying the output:

| ACEYO2. BA | 2.4 | ATTENII. HA | 24 |
| :---: | :---: | :---: | :---: |
| ATTSET. BA | 2 | CALC - BA | 4 |
| EASYO2, BA | 1 | EASYOZ.BA | 4 |
| GUESS + BA | 5 | HMFAEI + BA | 22 |
| HLIEKLE + BA | 4 | HUFKKO2, BA | 31 |
| MORGAG + EA | 10 | QUALIER + EA | 2 |
| QUALIO2 + EA | 4 | QUALIOS, EA | 5 |
| SYNONY. BA | 12 | SYNSET. BA | 1 |
| WTIAVG. EA | 1.9 |  |  |

More than one option may be entered in a single command line:

- IIIF FXAA: : FF=5

ACEYOZ. BA ATTENI, BA ATTSET. BA CALC , BA EASYO2.BI
EASYO3. BA GUESS. BA HMFAEI. BA HUFKLE. BA HUKKKO2. BA MOFGAE.BA QUADEQ.EA QUADIOZ.EA QUALIOZ.FA SYNONY. BA SYNSET.EA WTIAUG.BA

Exercise 90. Insert the System disk in drive 0 and the BASIC Program Demonstration disk in drive 1. List the directories of both disks using the options discussed above.
The wild card construction. Wild cards are used to replace all or part of the file name or extension in a monitor command line.

> A wild card may be either an asterisk or a question mark. An asterisk replaces an entire file name or extension while a question mark replaces only a single character.

To list only those files on the system disk with the extension .SV, enter the following command:
．IIIF $\mathrm{FXAO}: *+5 \mathrm{U}$

| CCL | ． 50 | 1.7 | 21－JAN－75 |
| :---: | :---: | :---: | :---: |
| IIFECT | ．SU | 7 | 08－MAY－75 |
| FOTF | ．SV | 8 | O8－MAY－75 |
| FIF | ． 5 U | 1.1 | O8－MAY－75 |
| SCOMF | ．SU | 17 | 18－JAN－74 |
| HASIC | ．SU | 9 | 1．3－MAY－75 |
| BLOAII | ．SV | 7 | 13－MAY－75 |
| ERTS | ．SV | 15 | O8－MAY－75 |

－The above command uses the asterisk wild card to replace the file name in the input entry．When the computer searches the disk directory for files that match the input entry，any file with an extension of ．SV is accepted because all file names match the asterisk wild card．

The asterisk wild card can also be used to replace the file extension：
－ITF FXAO：BASIC．

| EASTC | ＋ Al | 4 |  |
| :---: | :---: | :---: | :---: |
| BASTC | ． 5 FF | 4 | OB－MAY 75 |
| BASTC | ${ }^{+\mathrm{FF}}$ | 4 | 18－‥JAN $-7 \rightarrow 4$ |
| BASIC | ． 50 | 7 | 13－MAY -7.7 |
| BASIC | －UFF＇ | 4 | 18－JMN－74 |
| HASTC | －W6 | 6 | 20…لUL．．－75 |

In this case，the directory entries for all files with the name BASIC and any extension are displayed．
The question mark replaces individual characters in the file name or extension．When searching for files to match the input entry，the computer accepts any characters in the positions containing question marks．The following command therefore displays the directory entries for all files whose names start with B and have an ．SV extension：


| BCOMF＇ | ． 90 | 1.7 | 1． $8 \cdots \mathrm{AN} \times \cdots \mathrm{A}$ |
| :---: | :---: | :---: | :---: |
| GASTC： | ． 50 | 9 | 13 M MAY |
| BLOMI | －SV | 7 | II 3 －MAY M － |
| ERTS | －SV | $11:$ | O8…MYY 7 O |

## 153 FFFE：BIOCドS

The next command displays all files whose names start with B and have an ．SV extension but whose names are not more than four characters long：

$$
.4 \mathrm{HEPra}
$$

$$
\text { BxT - } 5 \text { U } 1: 01-\text {, AN }
$$

The question mark wild card may not be used in an output file entry．

Options may be used in a command line containing wild cards：
－DIR FXAO：B？？？ア？•＊／F＝5

| BCOMP | ＋36 | BASIC | ＋AF | BASIC | ．SF | BASIC．FF | FASIC ．SU |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| BLIAD | ． 50 | BRTS | ． $5 \cup$ | BAgIC | ．UF | BLKJAK．BA | ELKJAC．BA |
| BASIC | ＋WS |  |  |  |  |  |  |

Exercise 91．More examples of wild cards and options used with the monitor DIRECT command are presented in the CLASSIC User＇s Reference Guide． Study these examples and experiment with wild cards by displaying various directory listings of the system and demonstration disks on your screen．For example，try entering the following commands to see what happens：

```
.DIR RXAO:B*.SV
.DIRECT SYS:*.*
.DIR DSK:
.DIR RXA1:??*.??
.DIR *.?F
.DIRECT .SV
.DIR SYS:BASIC
.DIR RXA1:???Y??.BA
```


## RENAMING DISK FILES

So far，you know how to create disk files by writing BASIC language programs or outputting program data to a disk．You also know how to erase files with the monitor DELETE command．If you wanted to change the name of a program file，you could therefore do it by the following procedure：
（1）Start up the BASIC editor and read the file to be renamed into the workspace with the editor OLD command．
（2）SAVE the file under a new name．
（3）Return to the monitor and erase the old copy of the file with the DELETE command．
Not only is the above procedure rather clumsy，but it does not work for data files．CLASSIC therefore provides the RENAME command to simplify this task．

## The monitor RENAME command changes the names of disk files．

The general format of the RENAME command is as follows：
．RENAME dev：newfile．ex＜dev：oldfil．ex
（The command word RENAME may be abbreviated to REN．）The device entry on both sides of the $<$ must be the same．

Exercise 92. Insert the system disk into drive unit 0 and a "scratch" disk (one that has files on it but that you can afford to erase) into drive unit 1. List the directory of the scratch disk, and then change the name of one of its files using the monitor RENAME command. Verify that the file has been renamed by listing the disk directory again.
The RENAME command will also accept wild cards. With any monitor command besides DIRECT, it is recommended that you always include the IQ option. This option will query (ask) you about each file to be affected. A response of $Y$ will cause the indicated operation to take place, while a response of N will cause that file to be skipped. The /Q option works with wild cards like this:

```
-FENAME: RXA1%*,RNGRXA1:***M/Q
FILES RENAMEII*
ONE. TMTY
TWO . TMTN
THFEE: TMTY
FOUR, TMPN
FTU|:: TMTY
-MIR RXAI:**TM%*。RN
```

| ONE: | - N | 1 | 30-AUG-76 |
| :---: | :---: | :---: | :---: |
| TW0 | . TM | 1. | 30-AU - -76 |
| THFEE | - RN | 1 | 30-AUG-76 |
| FOUR | - 7 T | 1 | 30--ndo-76 |
| FTVE: | - 2 N | 1 | $30 \cdots$ AUG -76 |

Note that the asterisk on the left side of the < in the above command line has a different significance from the one on the right. in an input file entiy (on the right), the wild card means any file name or extension. In an output entry (on the left), the wild card means "use the same name or extension as in the input entry". Therefore, only the file extensions will be changed by the above command.
Exercise 93. Experiment with the RENAME command using wild cards and the /Q option to change the names of other files on your scratch disk.

Do NOT rename the files on RXAO or your system will not operate properly.

## COPYING DISK FILES

The COPY command. Very often, you will find it useful to copy a disk file from one disk to another. This can be done with the monitor COPY command. This command has the form:
COPY dev:output.ex<dev:input.ex

After this command is executed, the output file will be an exact copy of the input file. For example,

[^10]will cause a copy of MORGAG.BA on RXA1 to be created on SYS (RXAO). The new copy will be named LOAN.DM.
If the name of the file is not to be changed, only the output device needs to be specified in the output entry. Each of the following three commands will therefore accomplish the same task:

> | $. C O P Y R X A O: M O R G A G . B A .<R X A 1: M O R G A G . B A$ |
| :--- |
| $. C O P Y R X A O: \star{ }^{*}<R X A 1: M O R G A G . B A$ |
| $. C O P Y R X A O:<R X A 1: M O R G A G . B A$ |

Like the DIRECT command, the COPY command accepts wild cards and different options. For example, the following command line will copy all files with .BA extensions from RXA0 to RXA1, querying the user before each copy is made:
.COPY RXA1: $\angle R X A 0: *$. $B A / Q$
Exercise 94. The complete set of options allowed by the COPY command and examples of their use are presented in the User's Reference Guide. Read these pages and experiment with the COPY command by transferring files from RXA0 to RXA1 and back again. Once again, do not change the name of the original system files on RXA0 or your system will not function properly.
The ZERO command. Sometimes it is desirable to delete all the files on a disk. This can be done in two ways. One way is to use the DELETE command with wild cards for both the file name and extension entries. With this method, it is possible to accidentally erase all the files on your system disk and therefore destroy the CLASSIC software.
A safer method is to use the ZERO command. This command tells CLASSIC to erase all files on the disk specified. If you try to zero the System disk by mistake, CLASSIC will respond:

ZERO SYS?
Always respond $\mathbf{N}$ to this query to avoid losing the system software.
The monitor ZERO command should thus be used only in the following form:

## .ZERO RXA1:

Exercise 95. Try out the monitor ZERO command by following these steps:
(1) Copy all of the files on your scratch disk onto the system disk by entering:
.COPY SYS: < RXA1:
(2) List the directory of RXA1: to verify that its files are still present.
(3) Zero your scratch disk by entering: .ZERO RXA1:
(4) List the directory of RXA1: to verify that its files have been erased.
The SQUISH command. There are two ways to put the files back onto RXA1 by copying them from RXA0. One way is to use the monitor COPY command in the form:
.COPY RXA1:<SYS:
A faster way is to use the SQUISH command:
.SQUISH RXA1:<SYS:

The SQUISH command has two advantages and two disadvantages when compared with the COPY command. Its advantages are that it is faster than the COPY command and that it automatically eliminates any gaps between files on the output disk. Its disadvantages are that it automatically zeroes the output disk (erasing any previously stored files) and cannot be interrupted by a CTRL/C. To counteract these disadvantages CLASSIC therefore prints the message:

## ARE YOU SURE?

before a SQUISH command is executed. A response of Y will cause the SQUISH to occur; N will return control to the monitor without execution of the command.

Exercise 96. The SQUISH command is very useful when you want to make an exact copy of the RXAO disk. Enter the following command to your system:
.SQUISH RXA1:<SYS:

When CLASSIC prints ARE YOU SURE?, check your command line to be sure that it is typed correctly and then respond with Y.

WARNING: Never specify SYS:, DSK:, or RXAO: as the output device in a SQUISH command. This action will destroy the CLASSIC system software.

If you now compare the directories of RXA1 and RXAO, you will see that they are exactly the same. Try the following experiment. Take the System Disk out of RXAO and place it on the desk. Move the other disk from RXA1 to RXA0. Then try to restart the system.
What happened? Probably nothing. The system would not work because the disk in the drive does not contain the monitor program.

The monitor program is the only file ever stored on a disk that does not have an entry in the disk directory.

To copy the monitor program, you must use the R PIP command.
The R PIP command. To copy the monitor program, it is necessary to type the following lines:


This is a two-line command and has no variables. It should be typed exactly as shown above. When you push the ESC key, the system will display a dollar sign (\$).

This command erases all files from RXA1 and then writes the monitor program on that disk. When it is completed, the monitor dot should reappear. If an asterisk (*) appears rather than the dot, type CTRL/C to return to the monitor.
Once you have copied the monitor program, you can copy all the other files needed to create a CLASSIC System disk by typing:

```
.COPY RXA1:<BASIC. *, *.SV,RESEQ.BA
```

Exercise 97. Enter the above commands to your system and then verify that the new disk can be used às a system disk by inserting it in RXAO, starting the system, and running the BASIC editor.
The procedure outlined above (which creates a new copy of the CLASSIC System Disk) can be clarified by the following diagram:


## STORING PROGRAMS IN COMPILED FORM

Exercise 98. Obtain a watch with a second hand, and then type the following commands:

```
.R BASIC
NEW OR OLD-OLD RXA1:HURKO2
READY
```

now type RUNNH but do not press the RETURN key until you note the position of your watch's second hand. Determine how long it takes for CLASSIC to begin executing HURK02 from the time that you press the RETURN key. Note the elapsed time on a separate piece of paper.

As soon as you press the return key, CLASSIC begins to compile your program. This means that the program is translated into an internal form that can actually be executed by the computer. Compilation usually takes only a few seconds, but with a very large program, like HURK02, it can take a little longer. When programs are no longer going to be changed, it is often convenient to store them in their compiled form so that the program does not have to be recompiled each time that it is run.
To store a program in compiled form, you must use two monitor commands. The first command causes the BASIC language program to be compiled and the
compiled form to be placed in the computer＇s memory．This is a two－line command of the following form：
．R BCOMP
＊dev：filnam．ex／K＝3
The dev：filnam．ex entered as a parameter to this command should specify the BASIC language program that you wish to compile．For example，
．R BCOMP
＊RXA1：HURK02．BA／K＝3
The $/ K$ and $=3$ must be included in this command in order for it to work properly．／ K tells the computer to translate the indicated program into compiled form， and $=3$ tells it the amount of memory that is available for use．

To store the compiled form of your BASIC language program on a disk，type：
．SAVE dev：filnam
where dev：is the device name on which you want the compiled program stored，and
filnam is the file name that should be used in storing the program．
No file extension should be specified；CLASSIC automatically appends the extension ．SV to programs stored in compiled form．For example，
.SAVE RXA1:HURKO2

There will now be two programs named HURK02 on RXA1，HURK02．BA and HURK02．SV．Note the difference between this command and the editor SAVE command：

The editor SAVE command stores programs in their BASIC language form．The monitor SAVE command stores programs in their compiled form．

To run a compiled program，you must use the monitor RUN command．For example，
.RUN RXA1:HURKO2

This command has the same general format as the monitor SAVE command：
RUN dev:filnam

CLASSIC automatically looks for a file with the extension SV．

The editor RUN command executes BASIC language programs．The monitor RUN command executes programs stored in compiled form．

The complete process of compiling，storing，and running a BASIC language program is shown below：
，Fi BCOMF

－SAVE FXX1：HUFK゙OZ
－FUUN F゙XA1：HUFK゙O2
HUF゙ん゙LE TWO


CIO YOU WISH TO SEE THE INSTRUCTIONS（＂YES＂OF＂NO＂）？
Exercise 99．Enter these commands into your computer and record how long it takes for CLASSIC to begin executing the program once you press the RETURN key after the RUN command．Compare this time to the value that you found when using the editor RUN command．
There is one special rule that you must follow when storing and running programs in compiled form：

BASIC language programs can only chain to other BASIC language programs，and compiled programs can only chain to other compiled programs．

Exercise 100．Experiment with this rule by storing and running the TARGET and CHAIN programs that were demonstrated on page 4－28 in both BASIC language and compiled form．When both programs are in compiled form，the CHAIN statement must be in the form：

## 30 CHAIN＂RXA1：TARGET．SV＂

Note the difference in the time required to chain between programs in BASIC language and compiled forms．

## LOOKING BACK

This section concludes the introduction to all of the commands and statements that make up the CLASSIC software．Additional examples and notes on the monitor commands discussed in this section can be found in Chapter 2 of the User＇s Reference Guide． The commands in that chapter are described in alphabetical order．
Throughout Chapter 4，you have seen many examples of BASIC programs which apply CLASSIC＇s cap－ abilities to a variety of tasks．In Chapter 5，you will be introduced to more sophisticated CLASSIC applica－ tions．By studying Chapter 5 and the accompanying programs in Appendix A，you will learn additional tricks of the programming trade and get some new ideas about programs that you can write for CLASSIC．

# Chapter 5 

## Classic Applications

## UNDERSTANDING WHAT TO DO

This chapter introduces you to some of the things that you should consider when you apply CLASSIC's capabilities to certain tasks.
The chapter is broken down into five lessons or modules. The first module discusses the types of computer applications that are found in today's schools and colleges and presents examples of programs that can be run on your CLASSIC system. The second, third, and fourth modules will heip you learn about:
(1) how to plan a large computer program,
(2) ways to make it easier for others to use your programs, and
(3) some things to consider so that your programs can be used on computers other than CLASSIC.
The final module lists books and magazines that you may use to teach yourself more about computers in education.

- Each module contains the following five sections:
(1) What You Will Do
(2) How Far You Should Go
(3) Things You Will Need
(4) What It's All About
(5) Self-Test

Each of these sections is described below to guide you in using them effectivery.
What you will do. The first part of each module is an exact statement of what you will be able to do when you have completed the module. All the information,
examples, and learning activities presented in the module are designed to help you do what is stated. You should read this statement carefully to understand the purpose of each module and avoid unnecessary work.
How far you should go. This section describes how much you should work on the module before you proceed to the next one. If you think that you already know the material to be covered as it is described here, test yourself with the self-test.

Things you will need. The section is a list of all the materials you will need to do the learning activities in the module. For example, some modules require CLASSIC while others do not, and some require a special demonstration disk. This section will help you plan your work.

What it's all about. This is the largest section of each module. It discusses (1) the information needed to complete the module, (2) examples of CLASSIC usage, and (3) learning activities that you can carry out.

Self-test. Each module ends with a self-test that you can take to measure your learning. This test will let you know whether you are ready to go on to the next module or whether you need more practice on the current one. If you think that you can pass this self-test without going through the "What It's All About" section, go ahead and try. If you do pass the test, go on to the next module. If you do not, work more carefully on the activities in "What It's All About".

## DISKS

There are two disks which are referred to in this ohapter and will be needed to carry out the learning activities. The first is called the CLASSIC System disk and contains the CLASSIC system software. The second is the BASIC Program Demonstration disk and contains sample programs for you to run. Copies of these disks should be available from your instructor or the person in charge of your CLASSIC (your system manager).

## MAKE SURE THAT YOUR SYSTEM MANAGER HAS BACK-UP COPIES OF BOTH DISKS BEFORE YOU WORK ON THIS CHAPTER.

Instructions for making back-up copies of your disks may be found in Chapter 1 of the CLASSIC Installation and Maintenance Guide.

## MODULE 5-A

## EXAMPLES OF CLASSIC APPLICATIONS

## WHAT YOU WILL DO

Examine the programs on the BASIC Program Demonstration disk that demonstrate instructional computer applications. Look for situations in your own school or community in which programs of these types might be useful. Then choose one of the program descriptions on page 5-4 to use as a basis for developing your own application program in later modules.

## HOW FAR YOU SHOULD GO

For each of the following four categories of instructional computer applications, describe at least one situation in your own school or community in which CLASSIC might be applied.
(1) Administration
(2) Computer-Assisted Instruction (CAI)
(3) Problem Solving
(4) Simulation

## THINGS YOU WILL NEED

(1) CLASSIC
(2) CLASSIC System disk
(3) BASIC Program Demonstration disk

## WHAT IT'S ALL ABOUT

Figure 5-1 shows some of the most common instructional computer applications. (Many computer programs fall into more than one of these categories.) Each of these applications will be discussed, and the programs on your demonstration disk will be used as examples. Each program has a write-up that explains how it works. These write-ups appear in Appendix A.


Figure 5-1
Instructional Computer Applications

Administration. The computer has become an important part of almost every large organization in the world. In fact, the administrative jobs that omputers do are so sizable that most of our large chools and businesses would find it difficult to do their jobs without computers.

In schools and colleges, computers are used to keep student records, improve class scheduling procedures, keep financial records, print grade reports, and supply guidance information.

CLASSIC is a small computer compared to those that may handle the administration of your school and community, but it can still be used to do some types of administrative tasks. One of these tasks might be weighted grade averaging, a simple calculation that applies a "weighting" effect to the averaging of a set of numbers. This task is often used by teachers who wish to "average" quizzes, papers, and tests to arrive at a final numerical grade but who feel that short uizzes should count less than large exams. The rogram that demonstrates this task is called WTDAVG ("Weighted Averaging"). Read the write-up for this program on page A-13 and run the program from the demonstration disk.

The second task involves file storage - saving information from one run of a program to be used in another. Program ATTEND demonstrates this task by keeping a record of student attendance. This program is also available on your demonstration disk and its rite-up is on page A-3. Try it before you go on.

Computer-Assisted Instruction. CAI is a term that has been applied to many different instructional computer applications. In its most general sense, CAI includes any use of the computer to assist instruction. More often, the term CAI refers to applications in which students run programs written by an instructor and interact with the computer system by answering questions printed on the terminal. This limited כplication is also called drill-and-practice or tutorial $j$ Al. CAI also includes the use of the computer to test students. In this application, the computer usually stores information on each student's score and can display this data for the instructor.
The program on your demonstration disk that illustrates CAI in drill-and-practice and testing is called SYNONY, and its write-up appears on page
A-12. This program uses the disk to store questions, answers, and information about student performance. Try it out before you go on.

Computer Science. The amazing growth in the number of organizations that use computers has created many jobs for people with computer experience. Computer science is a wide field that includes skills such as programming and general .omputer operations, topics that your CLASSIC is ell suited to helping you learn. (Chapter 3 is designed to be an introduction to this field.)

Computer literacy is also a part of computer science. A person who is computer literate is one who has some idea of how computers operate, how people use them, and what their capabilities and limitations are. (This chapter introduces you to some concepts in computer literacy.) CLASSIC can be used to demonstrate each of these principles and can provide a stepping stone to advanced courses in computer science.

Problem solving. In this application, the computer is used to do the tedious calculations that are usually done by hand. Problem solving is the oldest application of calculational machines. It was for the purpose of speeding up mathematical computations that the abacus, adding machine, slide rule, calculator, and computer were invented. The application of the computer to problem solving in instructional situations is limited only by imagination.

Several programs are included on the demonstration disk that illustrate problem solving. These are:

| CALC | calculates the value of any <br> valid CLASSIC mathematical <br> expression (write-up on page |
| :--- | :--- |
| EASYO2 | A-5) <br> finds the factors of a given <br> number (page A-5) <br> computes mortgage pay- <br> ments (page A-1) |
| MORGAG | solves quadratic equations <br> (page A-11) |

Look at the write-ups for these programs and run them from your demonstration disk.

Simulation. This final category of instructional computer applications is among the most popular uses of the computer in education. This category includes games and simulated experiments, programs that allow the user to match his or her wits against the computer and run experiments without any real risk.

There are three programs on your demonstration disk that have educational value as well as being enjoyable to run. The first of these is HMRABI, which allows you to act as Hamurabi, the governor of the ancient city of Sumeria. This simulation demonstrates the importance of balance in running the affairs of state. The write-up is on page A-6.

The second program is called HURKLE. This is a game which tests your knowledge of the Cartesian coordinate system (see the write-up on page A-7) by finding a "Hurkle" hiding within a grid. With a little bit of practice, you should be able to find the Hurkle with a relatively small number of guesses. HURK02 is a more challenging version of this game (see page A-8).

The last application program is ACEYO2 (the write-up is on page A-1). This is a version of the Acey-Deucey card game. Using ACEYO2 you can gamble hundreds of dollars without opening your wallet. There are a few tricks of the trade, however, and some thinking about probabilities will greatly increase your winnings.
Try running each of these programs.
SELF-TEST
Now that you have been introduced to some instructional computer applications, look around your school, college, or community for ways to apply CLASSIC. Describe at least one task for each of the four application areas specified in "How Far You Should Go". Discuss the descriptions that you write with people who might use your ideas. These discussions will help you to further define the tasks and understand if your ideas will work.
Listed below are descriptions of programs in four different applications areas. Choose one of these descriptions to use as a basis for developing your own application program in later modules. (If none of these suit you, you may make up your own.)
(1) Administration:
(a) Frequency - write a program that analyzes a set of scores and displays a bar graph showing the number of times that each score was achieved.
(b) Inventory - this program might maintain a file of all the audio-visual equipment in your school or college, including usage data as well as the type, cost, supplier, and purchase date of each machine.
(2) Computer-Assisted Instruction
(a) Fractions - present 10 multiple choice fraction problems in the following form:

$$
\frac{2}{3}+\frac{1}{4}=
$$

(A) $\frac{3}{7}$
(B) $\frac{3}{12}$
(C) $\frac{11}{12}$
(D) $\frac{6}{4}$

YOUR ANSWER (A, B, C, OR D)?
(b) Spelling - display a sentence on the screen containing a misspelled word. Then ask the user to type the correct spelling of the word in error.
(3) Problem Solving:
(a) Cubic - expand the QUAD03 program on the BASIC Program Demonstration disk to solve cubic equations of the form:
$A x^{3}+B x^{2}+C x+D=0$
(b) Bounce - create a program that will diagram the bouncing of a rubber ball.
(4) Simulation:
(a) Games - almost any game can be simulated on the computer. If you have a favorite one, write a program that simulates it.
(b) Titration - simulate an acid-base titration in chemistry. Your program should reflect as many of the important factors in a real titration as possible.

## MODULE 5-B

## PLANNING PROGRAMS FOR CLASSIC

## WHAT YOU WILL DO

Plan and write an application program for the description that you selected at the end of Module $5-\mathrm{A}$. Your program need not be very long, but it should be sizable enough to use many different types of BASIC statements (perhaps 50-100 lines).

## HOW FAR YOU SHOULD GO

Discuss your program plan with your instructor or system manager. He or she should agree that your plan is a good one for CLASSIC and that your program is not too large to be completed within a reasonable amount of time. Write your program and save your work on a disk for use in Modules 5-C and 5-D.

## THINGS YOU WILL NEED

(1) CLASSIC
(2) CLASSIC System disk
(3) Scratch or blank disk (if available)

## WHAT IT'S ALL ABOUT

In this module, you will develop a complete computer program, planning the program as a whole rather than building on pieces of programs as in Chapter 4. By doing this, you will better understand the work involved in writing programs and be better prepared to write programs for any task.
In planning your program, follow the simple stepwise procedure defined below.
(1) Write down your idea.
(2) Consider your time.
(3) Consider CLASSIC's capabilities.
(4) Define exactly what you want to do.
(5) Test your programming techniques on the computer.
(6) Write your program off-line.
(7) Enter your program.
(8) Debug your program.
(9) Document your program.

Write down your idea. The first step in planning any program is to describe what your program will do as carefully as you can. Your description should be precise and complete. For example, the following description is not good enough to build a program from:

The program will calculate how much you must pay back if you borrow a certain amount of money.
This is better:
Given:
(1) the amount of money borrowed,
(2) the yearly interest rate to be paid, and
(3) the number of years allowed to pay back the loan,
the program will calculate:
(1) the monthly interest rate,
(2) the number of months allowed to pay back the loan, and
(3) the amount of money to be paid each month.

Note that both input and output are specified. (This is a description of the first part of MORGAG, the application program written up on page A-10.)
Expand upon the program description that you have chosen by specifying what data you will supply, what the computer will do with it, and what results will be printed. Describe your intended program as carefully as you can.
Consider your time. Consider how long it will take you to write the program that you have described. Your work in Chapters 3 and 4 probably convinced you that computer programming can be a time-consuming task. If you are programming simply for fun and have no special date by which your program must be completed, you need not be too concerned about the time. But if you have a deadline, you might do better to trim your idea down to a more reasonable size. You can usually come back and add your other ideas later.
Consider CLASSIC's Capabilities. A second point that beginners often fail to consider is the capability of their computer. CLASSIC is a powerful machine, but it has limitations just like any other machine. As you plan, keep the following points in mind:
(1) CLASSIC has a finite memory size. The computer can handle very large programs, but only if they do not contain large arrays. (Remember that the RESEQ program can only handle up to 350 lines.) If your programs are too big for CLASSIC, break them up and use the CHAIN command.
(2) Your disks also have finite size, especially if you store all your programs and data files on the system disk. For programs using very large amounts of data, plan to use a blank disk for your files instead of the system disk.
(3) Four files may be open at once, and only one of these may be used for writing.
(4) Print-out is limited to 72 columns. Therefore, any line longer than 72 columns will have its extra characters printed on the next line.
(5) CLASSIC may be used by one student at a time or by a group of students together. Programs designed to collect data from many students one at a time should be kept short. For example, consider what would happen if 30 students each had to interact independently with a program for 10 minutes. The entire process would require 300 minutes, or 5 hours, or almost every minute of an entire school day.

Think about the considerations mentioned above and modify your original written idea, if necessary, before you go on.

Define exactly what you want to do. Take your carefully considered idea and break it down into fine detail. At this point in the planning process you may wish to draw a generalized flowchart for your program to show how it will work. Flowcharting was introduced in Chapter 3 to show what the computer does when you give it certain instructions. Generalized program flowcharts are less detailed. Figure 5-2 is a flowchart of the program planning task that is being discussed in this module. You will remember that each block contains instructions on activities to be carried out. Decision points are shown with a diamond, and entry and exit points are shown with an oval. At this point, make a generalized flowchart and discuss your program plan with your instructor or system manager as described in the first part of "How Far You Should Go". Before you begin programming, you will want to make absolutely sure that your time will be well spent.

Test out needed programming techniques on the computer. Your detailed plan will call for certain tasks to be done in certain ways. A programmer is seldom completely sure that his or her approach to a problem is correct until it is actually tried on the computer. The programmer may have a wrong idea about the use of a specific program statement or how the computer executes a specific series of statements. These are called logic errors, as no error messages are printed by the computer but the program does not do what the programmer wishes.

Before you begin writing your complete program, test your logic by writing simple programs to try out your ideas.

Write your program. Don't make the mistake of trying to write your program at the keyboard. This is extremely difficult and time-consuming. Large programs are best written on a piece of paper rather than while sitting at the terminal.

Enter your program to the system. With your program written, you should have little trouble typing it into your system. Be sure that you SAVE your program on a disk so that you will not have to retype it the next time you want to use it. It is a good idea to SAVE your program after every 25 to 30 lines that you type because you may mistakenly delete lines or your entire program and lose a good deal of work. If you are working on a very large program, ask your system manager if you can borrow a disk for your own use.

Debug your program. Programming errors are known as bugs, and the process of correcting them is known as debugging. It is unusual to enter a program, type RUN, and not receive any error messages. Programmers usually make at least one typing error in every five to ten lines. These errors are easy to correct, because the computer prints out each error that it finds and the line numbers in which the errors occur. RUN your program and correct its errors. After you debug your program, don't forget to SAVE it again to correct the copy on your disk.


Figure 5-2
Program Planning Flowchart

Logic errors are more difficult to find and correct. These bugs can only be found by running your program and checking to make suire that it runs correctly. If it does not, you have probably made logic errors. Run your program and check its logic as follows:
(1) Input simple data that you can check by performing the computer's calculations yourself. For example you might check the logic in EASY03 (see page A-5) by entering 4 or 6 or 12 . The first entry should give three factors: 1,2 , and 4 . The second should give 1,2,3, and 6, and the third should give $1,2,3,4,6$, and 12 .
(2) Input data that will test out all the logical paths in your program. That is, make sure that all your branches are executed properly. In EASYO3, for example, you would want to check that line 560 is executed only when the relationship in line 520 is true. You would also want to be sure that the program terminates when the word "QUIT" is entered (lines 440-460).
Correct as many logic errors in your program as you can find. Once this is done, give your program to a friend to try. (Other people always seem to be very good at finding mistakes!)
Document your program. Program documentation consists of written instructions to others on how to use your program. This guide is the CLASSIC documentation, and you would have a hard time using CLASSIC without it. The same is true of the programs that you write: they will be difficult for others to use without documentation. You will use your work from this module to learn about program documentation in Module 5-C.

## SELF-TEST

Discuss your program plan and final product with your instructor or system manager. He or she should agree that your program accomplishes all of the tasks outlined in your plan efficiently. If any tasks have been left out or if more efficient programming techniques are warranted, incorporate these into your program before going on to Module 5-C.

## MODULE 5-C

DOCUMENTING YOUR PROGRAMS

## WHAT YOU WILL DO

Document the program that you developed for Module $5-B$ so that it may be used by someone else without personal assistance from you.

## HOW FAR YOU SHOULD GO

At least two of your friends or colleagues should be able to use your program without any assistance.

## THINGS YOU WILL NEED

(1) Program developed for Module 5-B
(2) CLASSIC
(3) BASIC System disk

## WHAT IT'S ALL ABOUT

Program documentation has two parts: directions for running and using the program and information to allow others to change the program. Documenting your program, though sometimes difficult, is always worthwhile, because it makes it much easier for others to use your program. This module deals with documenting your programs so that they may be used by others on the CLASSIC. (The next module examines the problem of writing your programs so that they may be used on computers other than CLASSIC.)
Directions. Whenever you begin to document a program, ask yourself this question: "If I hand a disk with my program on it to some friends who know how to operate CLASSIC, what additional information wili they need to run my program?" First, others will need to know the name of your program so that they can call it into memory with the BASIC editor OLD command. Second, they will need a statement of your program's purpose so that they know what to expect the program to do. As soon as they RUN your program, other people might find that they do not understand its directions for supplying input. Therefore, the third documentation need is a description of how the program works. Fourth, make it a practice to warn other users in advance about possible bugs, limitations, or other unusual things that they might find when they use the program. Finally, give them a complete listing of your program so that they can make corrections if anything goes wrong.
To summarize, it is recommended that you give others the following five pieces of information to help them use a program that you have written:
(1) the name of your program,
(2) a statement of its purpose,
(3) a description of how it works,
(4) a warning about possible errors or limitations, and
(5) a complete listing.

The write-up for MORGAG on page A-10 has each of these details clearly marked.

Further information. In Module 5-B it was mentioned that you might want to modify someone else's programs rather than write a similar one from scratch. This idea can be carried one step further by saying: almost any program that you could possibly dream of writing has already been written in some form on someone else's computer! So why write new programs at all?
The answer is two-fold. First, programs written on one computer are often difficult to use on another computer for various reasons. (The ability of a program to run on more than one computer is called its transportability, and the considerations involved in writing transportable programs are discussed in the next module.) Second, other people's programs will seldom do exactly what you want them to do. You will therefore want to change or modify these programs, but you may find this much more difficult than it first appears if the author has not documented his or her program clearly. The following four guidelines are therefore suggested for documenting programs so that they may be easily modified.
(1) Use REMark statements freely.
(2) Leave large differences between the line numbers.
(3) Include a variable directory.
(4) Program in a modular fashion.

Each of these guidelines is discussed more fully below, and documentation for each program mentioned appears in Appendix A.
Use REMark statements freely. Program QUADEQ is a relatively simple program. Look at the listing for this program on page $A-11$. This is a good program because it performs a difficult calculation and can handle most quadratic equations of the form $A x^{2}+$ $B x+C=0.1$ But suppose you wanted to modify this program so that it would print a special message if the equation only had one root. Or perhaps you wouid like it to graph the equation or identify "degenerate" quadratics (where $A=0$ ). Even though QUADEQ is simple, you would have to spend some time figuring out how this program works before you could modify it. This job would be easier if the programmer had included REMark statements in his program as guides. Look at the listing of program QUADO2 on page A-12. This is exactly the same as QUADEQ, except that REMark statements have been added. Which do you think would be easier to modify?
A word of caution - realize that REMark statements take up room in your program just like other BASIC statements. That is, QUAD02 will take up more storage space on your disk than QUADEQ. Other users may wish to copy your program onto a crowded disk which does not have enough room for the program with all its REMark statements. If your program never branches to a REMark, they may delete these statements without huring your program and

[^11]save space on their disk. Therefore, you should never refer to the line number of a REMark statement in a GOTO, IF-THEN, IF-GOTO, or GOSUB statement.
Leave large differences between the line numbers. Look at the listing for the program HMRABI on page A-6. This program has a good number of REMark statements, but it is still quite difficult to modify because there are often very small differences between line numbers. For example, there isn't much chance of modifying the program between lines 320 and 324 because each line number is used. The solution to this problem is simple: use the RESEQ program on your CLASSIC System disk (see page $3-39$ ) to resequence the lines and leave enough room for modification. You might try starting your programs with line 1000 and using a step of 10. This leaves plenty of room for adding BASIC statements.

Include a variable directory. Program QUADEQ was made easier to understand by adding REMark statements to make it into QUADO2. This program can be made even clearer by adding a variable directory as was done in QUAD03 (see page A-12). This directory lists each variable in the program and tells what each is used for. It provides a quick reference for "decoding" the BASIC language program.
Another illustration of the variable directory's value is in program HMRABI. In the write-up for this program on page A-6, you will find three hints on the interrelationships of various things in the game. These relationships were discovered only after studying the program (lines 450,455 , and 540 ) to find out what all the variables stand for. Perhaps the original author was trying to hide these relationships from the user to make the game more dependent upon chance. You will find that HMRABI is still quite a challenge even with this extra information.
Program in modular fashion. The last guideline is both a suggestion for clear documentation and programming in general. "Program in a modular fashion" means that you should have distinct parts in your programs and make generous use of subroutines. This technique is best illustrated by programs ACEY02 and HURK02. If you compare these two programs carefully, you will see that modular programming simplified the programming as well as the documentation.
Other techniques. After studying the programs and guidelines in this module, you may still be wondering why some things were done as they were. For example, why wasn't CLASSIC's multiple statement per line capability used in ACEYO2 and HURK02? Why was the word LET used in variable assignment statements even when this word is not needed with CLASSIC? The answers to these questions involve considerations of program transportability and are discussed in the next module.

## SELF-TEST

Document the program that you developed for Module $5-\mathrm{B}$ according to the guidelines that have been
described. Give your documented program and write-up to two of your friends and colleagues and ask them to use your program for its intended purpsoe. Let them do so on their own, and then discuss their experiences. If your program is properly documented, your friends should have been able to run it without assistance and give you valuable comments on your work.

## MODULE 5-D

## TRANSPORTING YOUR PROGRAMS

## WHAT YOU WILL DO

Make the programs that you wrote for Module 5-B transportable to other computers.

## HOW FAR YOU SHOULD GO

Submit the final version of your program and its documentation (developed in Module 5-C) to the Digital Equipment Computer Users Society (DECUS) in acceptable form.

## THINGS YOU WILL NEED

(1) Program developed for Module 5-B
(2) Documentation written in Module 5-C
(3) CLASSIC
(4) CLASSIC System disk

## WHAT IT'S ALL ABOUT

There are several points that you should consider in writing transportable programs ${ }^{1}$. These are:
(1) REMark statements,
(2) multiple statements per line,
(3) terminal display characteristics,
(4) the LET statement, and
(5) statement numbers.

REMark statements. In Module 5-C, it was recommended that you use REMark statements freely. In this module, this recommendation is reinforced to draw your attention to another use of the REMark statement: making specific comments on specific program statements. This was done in programs ACEY02 and HURK02 to make them readily adaptable to the DECsystem-10, one of DIGITAL'S larger computers. As a matter of fact, these programs were originally written on the DECsystem-10 and then transferred to CLASSIC. Thus you can see that carefui planning can make your BASIC language programs relatively easy to transport from one computer to another. Remember, however, that you should never branch to REMark statements so that other users can delete them without creating other problems in your program. Look over your program and add more REMark statements if necessary.
Multiple statements per line. For each program statement that you begin with a line number, a certain amount of overhead is taken up in CLASSIC's memory and in the disk storage file. That is, the statement:

100 PRINT \ PRINT \PRINT "HELLO!"
will take up less room than:
1For further guidelines on transportability, read the following two articles:
(a) Confer, Ronald W. "Universal BASIC: A Way to Reduce Conversion Costs". ACM SIGCUE Bulletin 8(2):3-9, April 1974. (The address of the ACM SIGCUE is given in Module 5-E.)
(b) Isaacs, Gerald L. "Interdialect Translatability of the BASIC Language". ACM SIGCUE Bulletin 8(4):11-22, October 1974. 1974.

100 PRINT
110 PRINT
120 PRINT "HELLO!"
because the first way has fewer line numbers. While it is highly desirable to write your programs so that they are as compact and efficient as possible, unfortunately many computer systems do not allow multiple statements per line. Multiple statements on one line also make programs much harder to revise. Thus programs ACEY02 and HURK02 do not contain multiple statements per line because they were written to be very transportable. Separate any multiple statements that you have in your program and use the RESEQ program to provide additional space between line numbers. Then RUN your program to make sure that it still works.
Terminal display characteristics. There are two characteristics of your terminal (keyboard/screen) that you will want to consider in writing transportable programs: line width and display speed.
The screen on your CLASSIC has a width of 80 columns. Most terminals, however, have widths of only 72 columns. For this reason, you should limit the lengths of your program and output lines to 72 characters, or others will get peculiar-looking displays when they try to RUN or LIST your program on a smaller screen. (Your statements must be limited to 72 characters if you plan to use the RESEQ program.)
You are probably already aware that your screen displays information very quickly, and perhaps you have already learned a few tricks for using the 12 lines on your screen without losing information at the top. Other terminals, however, often print at $1 / 6$ the speed of your screen, a rather slow pace for the average reader. Thus, if you are developing highly interactive programs, you should keep the print-out to a minimum. If you need to give very long directions or diagrams, include them in your documentation.
Revise your program with these two considerations to improve their transportability.
The LET statement. CLASSIC does not require you to use the word LET in statements such as:

$$
200 D=B \wedge 2-4^{*} A^{*} C
$$

Most newer BASIC systems do not require the word LET either, but some of the older ones still do. The interesting point is that all BASIC language systems allow the word LET, even if it is not required. Therefore, if you use LET your statement will be understood by all BASIC language computers, while omitting LET will cause a problem with some.
Similarly, CLASSIC allows either ** or $\wedge$ to represent exponentiation. The $\wedge$ is more often available on other systems, so you should use this notation in your programs. Make these modifications before you go on.
Statement numbers. Your computer system allows statements to be numbered up to 99999 . One of DIGITAL's other computers (the PDP-11) only allows
statements up to 32767, and some smaller machines can only accept numbers to 9999. Most BASIC language systems allow statement numbers up to 9999. Thus, try to keep your statement numbers to 4 digits so that they will run on any machine. This is easily done with the RESEQ program after your program is fully developed.
Revise and test the program that you developed for Module 5-C according to the transportability guidelines stated above.
The DIGITAL Equipment Computer Users Society (DECUS) is a company-supported organization for users of DIGITAL computers. One of the major functions of the society is the DECUS Library which distributes all types of programs. These programs are submitted by users of DIGITAL computers and are distributed to other users upon request. A minimal charge is made for handling and reproduction.
To submit the program that you wrote in Module 5-C, fill out a New Program Submission form and send it to DECUS with your program. A copy of this form appears in Figure 5-3. (Another copy is in Appendix B and additional forms may be obtained by writing to DECUS at one of the addresses listed on the form.) To fill out this form, follow these steps:

1. Object Computer - the computer that your program is intended to run on. In most cases, this will be CLASSIC for the program that you write. (The source computer is the computer that the program was written on; also CLASSIC for most of your programs.)
2. File Name and Version No. - the actual name that you have used to SAVE your program on a disk (e.g., WTDAVG) and the version number that you have assigned to it (if any).
3. Title - the fu!! title of your program, e.g., Weighted Averaging.
4. Author - your name or the name of the person who wrote the program.
5. Submitter - your name (if you are not the author).
6. Affiliation - the name of your school, college, or organization.
7. Address - the address of your school, college, or organization.
8. Category - a one or two word classification of your program such as the areas of instructional computer applications discussed in Module 5-A.
9. Monitor/Operating System - "OS/8" for all programs written on CLASSIC.
10. Core Storage Required - write "less than 16 K ", meaning that your program will fit on a CLASSIC system.
11. Hardware Required - if your program refers to the disk drives, screen, or printer by name (RXAO, RXA1, TTY, or LPT), write the name of the required device here.
12. Other Software Required - if you are using a standard CLASSIC system, write "none". Otherwise indicate the required software here.


Figure 5-3
DECUS New Program Submission Form
13. Source Language - the language in which your program is written; BASIC for all programs written on a standard CLASSIC system.
14. Restrictions, Deficiencies, Problems - describe here any special characteristics that are important for people to understand when using your program, such as !imits on array size.
15. Date of Planned or Possible Future Revisions - if you plan to modify your program, indicate when on this line.
16. Documentation - you must always submit listings for your programs or they will not be accepted. Short and well-documented programs may only require a short abstract to make them understandable, but longer programs should be submitted with complete write-ups such as those in Appendix A. If you send your program on a disk, write "RX01 flexible disk" on the Other Material line.
17. The other materials listed do not apply to CLASSIC and should be left blank.
18. Sign and date the authorization statement at the bottom of the form.
If your program is less than 100 lines long, you need to send only the DECUS form and a LISTing of it for acceptance. If possible, however, send DECUS an actual disk with your program on it. (Your disks may be mailed safely, but label them "MAGNETIC MATERIALS - DO NOT X-RAY".) DECUS will copy your program and return your disk or replace it with a
new one. If your program is over 100 lines long, you must send it on a disk for it to be accepted. If you revise your program at a later date, you should submit a Program Revision Submission form (see Appendix B).

## SELF-TEST

The self-test for this module is simply to submit your documented, transportable program to DECUS in acceptable form. You may photocopy the New Program Submission form in Appendix B or write to DECUS for more forms. Fill out the form completely, and send your program to DECUS on a disk if you can. If you are short of disks, collect programs from several of your friends onto one disk and submit them together.

## MODULE 5-E

## IDENTIFYING FURTHER RESOURCES

## WHAT YOU WILL DO

Identify books, magazines, and organizations that can provide you with information on instructional computing beyond that given in this Guide.

## HOW FAR YOU SHOULD GO

Identify at least five resources that can provide you with further information as described above.

## WHAT IT'S ALL ABOUT

The following is a short list of books, magazines, and organizations that you may wish to read, subscribe to, and contact for further information on instructional computing.
Books. The number of books in print that deal specifically with instructional computer applications is relatively small. On the other hand, a large number of books have been written on the BASIC language, and many of these contain small application programs as examples. A review of 34 books on BASIC is published in a serialized article that began in the March-April issue of Creative Computing (see page $5-13$ for the address of this magazine). The titles of these books are listed below in the order in which they were published.

| Title | Author | Publisher |
| :---: | :---: | :---: |
| BASIC, Sixth Edition | Waite and Mather | University Press of N.E. |
| 2. BASIC Programming | Kemeny and Kurtz | Wiley |
| 3. Programming in BASIC | Farina | Prentice Hall |
| 4. Introduction to an Algorithmic Language (BASIC) | (no author) | NCTM |
| 5. Introduction to Computing Through BASIC Language | Nolan | Holt, Rinehart \& Winston |
| 6. A Guide to BASIC Programming | Spencer | AddisonWesley |
| 7. Problem-Solving With The Computer | Sage | Entelek |
| 8. Introduction to Programming: A BASIC Approach | Hare | Harcourt-Brac |
| 9. BASIC For Beginners | Gateley and Bitter | McGraw-Hill |
| 10. Discovering BASIC | Smith | Hayden |
| 11. Basic BASIC | Coan | Hayden |
| 12. Computer Science: BASIC Language Programming | Forsythe, et al. | Wiley |
| 13. Elementary BASIC With Applications | Farina | Prentice-Hall |
| 14. Teach Yourself BASIC | Albrecht | Tecnica |
| 15. Time Sharing's BASIC |  | General |
| Language |  | Electric |
| 16. BASIC Programming | Murrill and Smith | Intext |
| 17. BASIC: An Introduction to Computer Programming.. | Sharpe and Jacob | Free Press |
| 18. Computer Programming in BASIC | Pavlovich and Tahan | Holden-Day |
| 19. An Introduction to the BASIC Language | Skelton | Holt, Rinehart \& Winston |

Title
20. Basic BASIC: Self-Instructional Manual
21. BASIC Programming for Business
22. Fundamental Programming Concepts
23. Programming TimeShared Computers in BASIC
24. Introducing BASIC
25. Computing with the BASIC Language
26. Business Programming with BASIC
27. Entering BASIC
28. My Computer Likes Me
29. Elements of BASIC
30. A Visual Approach to BASIC
31. BASIC, A Computer Programming Language...
32. BASIC
33. A Guided Tour of Computer Programming in BASIC
34. Principles of Data Processing

| Author | Publisher |
| :--- | :--- |
| Peluso, et al. | Addison- <br> Wesley <br> Allyn \& Bacon |
| Sass | Harper \& Rowe |
| Gross and <br> Brainerd <br> Barnett | Wiley |
| Blakeslee <br> Gruenberger | Educomp |
| Canfield Press |  |
| Diehr | Wiley |
| Sack and <br> Meadows <br> Albrecht <br> Lewis and <br> Blakeley <br> Smith | SRA |
| Pegels | Nymax |
| Albrecht, Fin- <br> kel \& Brown <br> Dwyer and <br> Kaufman | CDC |
| Stern and <br> Stern | Holden-Day |
| Hlin |  |

Some of the following may also be of interest to you.
Atkinson, Richard C., and H. A. Wilson. ComputerAssisted Instruction: A Book of Readings. Academic Press, Inc., New York, N.Y. 1969.
Ball, Marion J. What Is a Computer? Houghton Mifflin Company, Boston, Mass. 1972. (Elementary level.)
Holtzman, Wayne H. (ed.) Computer-Assisted Instruction, Testing, and Guidance. Harper \& Row, Publishers, New York, N.Y. 10016. 1970.
Lippey, Gerald (ed). Computer-Assisted Test Construction. Educationa! Technology Publications; Englewood Cliffs, N.J. 07632. 1974.
Martin, James. Design of Man-Computer Dialogues.
Prentice-Hall, Inc., Englewood Cliffs, N.J. 1973.
Nelson, Theodor H. Computer Lib/Dream Machines. Hugo's Book Service, Box 2622, Chicago, Illinois 60690. 1974.

Many additional short books and pamphlets are available at low cost from DIGITAL. Write to Digital Equipment Corporation, Communications Services, Marlboro, Massachusetts 01752 to order a Curriculum Materials Product Catalog. Some representative materials are listed below.
Problems for Computer Mathematics
Advanced Problems for Computer Mathematics
101 BASIC Computer Games
Understanding Mathematics and Logic Using BASIC Computer Games
BASIC Matrix Operations
Computer-Augmented Calculus Topics
A Curriculum Guide for a School Computer Program in Mathematics
Huntington I Simulation Programs

Huntington II Simulation Programs
Getting Started in Classroom Computing
Population: A Self-teaching BASIC Primer
A Curriculum Guide for Teaching BASIC
Business Data Processing I
Business Data Processing II
Computer Problems for Business
Magazines. There are several magazines that contain articles on instructional computing. Some representative publications are listed by the addresses from which they can be ordered.
Creative Computing
Ideametrics
P. O. Box 789-M

Morristown, N.J. 07960
EDU
Educational Products Group
Digital Equipment Corp.
146 Main Street
Maynard, Mass. 01754
Educational Technology
Educational Technology Publications
140 Sylvan Avenue
Englewood Cliffs, N.J. 07632
People's Computer Company
P. O. Box 310

Menlo Park, CA 94205
THE Journal (Technical Horizons in Education)
Information Synergy, Inc.
P. O. Box 992

Acton, Mass. 01720
Organizations. The following organizations address themselves directly to the topic of applying the computer effectively in instructional situations. All have conventions at various locations in the United States once or twice per year. In addition, most publish a journal or newsletter and have special membership rates for students.
ACM SIGCUE (Association for Computing Machinery Special Interest Group for Computer Uses in Education)
1133 Avenue of the Americas
New York, N.Y. 10035
ADCIS (Association for the Development of Com-puter-based Instructional Systems)
P. O. Box 70189

Los Angeles, California 90070
AEDS NAUCAL (Association for Educational Data System, National Association for Users of Computer Applications to Learning)
1201 16th Street, N.W.
Washington, D.C. 20036
DECUS (Digital Equipment Computer Users Society)
Digital Equipment Corporation
Parker Street, BIdg. PK3-1
Maynard, Mass. 01754
This module has supplied you with a short list of resources on instructional computing. By looking at
some of these resources you will find still others that you may wish to explore. Find out what books and magazines are available in your library that contain information or instructional computing and write to one or more of the organizations listed for further information. When you have identified and explored at least five additional resources, you will have completed this module.

## USING THE LINE PRINTER

## A. PRINTING FILES

1. From the monitor, use the TYpe Command:

The TYpe command is normally used to display the contents of printable files on the screen. By specifying LPT: as the output device, the file is transmitted instead to the line printer.
.TY LPT: HURKLE.BA ---Prints the BASIC program "HURKLE" on line printer.
2. From the BASIC editor, use the SAVE Command:

The SAVE command under BASIC is normally used to store (save) BASIC language programs on floppy disks. You can, however, direct BASIC to save programs on the line printer by typing:
.SAVE LPT:

## B. PRINTING FILE DIRECTORIES

To print a directory on the line printer, specify LPT: as the output device:
.DIR LPT: ---prints the entire directory of RXAO on the line printer
.DIR LPT: RXA1: ---lists the directory of disk \#1 on the line printer

## C. ACCESS TO LINE PRINTER FROM BASIC PROGRAMS

BASIC language programs can send output to the printer by using the FILEV and PRINT\# statements. The PRINT statement normally writes data on the screen. However, by using the FILEV\# statement to open the "LPT:" file, output is directed to the line printer.

The PRINT\# statement writes data onto the line printer and is of the form:
(line number) PRINT\#N: list of expressions and delimiters
where $N$ is a numerical expression equated to the line printer. The expressions in the list can be string or numeric, and the TAB and PNT functions can both be used. The delimiters can be commas or semicolons and have the same meanings that they have in the PRINT statement for the terminal.

10 FILEV\#1:"LPT:"
20 LET F=1
30 PRINT\#F:TAB(28);DAT\$(X)
40 CLOSE\#F
50 END
This routine prints the date, starting at column 28 on the line printer.

NOTE: The user must CLOSE\# all output file before ending the program in order to prevent the loss of data.

## Appendix A Write－Ups for Applications Programs

## APPLICATIONS PROGRAMS

The programs that are written up in this Appendix all reside on the BASIC Program Demonstration disk． The write－ups are presented in the following order：

|  | Page |
| :--- | :--- |
| ACEY02 | A－1 |
| ATTEND and ATTSET | A－3 |
| CALC | A－5 |
| EASY02 and EASY03 | A－5 |
| GUESS | A－6 |
| HMRABI | A－6 |
| HURKLE | A－7 |
| HURK02 | A－8 |
| MORGAG | A－10 |
| QUADEQ，QUAD02，and QUAD03 | A－11 |
| SYNONY and SYNSET | A－12 |
| WTDAVG | A－13 |

Sample runs for some of these programs appear at the end of Chapter 1.

## ACEYO2

This program allows you to play the card game ＂ACEY－DEUCEY＂with the computer．CLASSIC will ＂deal＂two cards and then ask you to bet on whether a third card will fall between the other two．For example，if your first two cards are a nine and a queen，you will win if the third card is a ten or jack．If any other card turns up（including a nine or a queen） you will lose．When you win，the amount of money that you bet is added to your pocket；when you lose it is subtracted．
The program has three options which are explained in the instructions within the program itself．If you do not put in a valid number to the YOUR BET（\＄）？query，
the system will interpret each character that is non－numeric as a 0 ．When you finally get the ？back and the system is waiting for your input，retype your bet as a valid number．Some interesting things happen if you try to make negative bets．
The program might be modified by adding a ＂probability＂option which would allow the user to request a computation of the probability of winning with any given hand．Class discussion of win／loss probabilities would increase the program＇s educa－ tional value．

| LIST |  |  |
| :---: | :---: | :---: |
| ACEYO2 EA | 3.0 | 30－IEC－75 |
| 1000 FEM | ＊ | ＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊ |
| 1010 FEM | ＊ | ＊ |
| 1020 FEM | ＊ | ACEY－IUCEY TWO＊ |
| 1030 REM | ＊ | ＊ |
| 1040 REM | ＊ | ＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊＊ |
| 1050 REM |  |  |
| 1060 REM |  |  |
| 1070 REM |  |  |
| 1080 FEH |  |  |
| 1090 REM |  |  |
| 1190 RE．ri |  |  |
| 1110 FEM |  |  |
| 1120 REM |  |  |
| 1130 FEEM |  |  |
| 1140 REM |  |  |
| 1 ESO REEM |  |  |
| －160 REM |  |  |
| 1170 FEM |  |  |
| 1190 REM |  |  |
| 1190 REM | ＊＊＊＊＊ | ＊＊UARIABLE II I Recteory |
| 1200 FEM |  |  |
| 1210 FEEH | UARIAELE | usage |
| 1220 REM |  | －－－－－－m |
| 1230 REM |  |  |
| 1240 REM | A | INFUT CODE： $0=9 \mathrm{YES}$＇， $1={ }^{\text {＇NO＇}}$ |
| 1250 FEEM | As | GENELEAL ALFHAMERIC USER INFUT |
| 1260 FiEM | E | USEE＇S EET |
| 1270 FEM | cod | CHFis（34）［＂］ |
| 1280 FEM | 11．${ }^{\text {a }}$ | Cos＇，＇\％CO\＃［．＇，－ |
| 1290 大世M | ［いぐ） | CAFEIS［IEALT |
| 1.300 ГЕE． | k | GENEFAAL FOF－－NEXT LIOCF TNIEX |
| 1.510 EEM |  | CAEEII NAME：S |
| 1320 REM | F | FOLINII COUNTEF |
| 1350 REM | F゙す（6） |  |
| 1340 EE＇M | X | NEGATIUE EEY COUNTEK |

continued on next page

| 1350 | REM |
| :---: | :---: |
| 1360 | FEM |
| 1370 |  |
| 1380 | REM |
| 1390 | LET CO\$=CHR\$(34) |
| 1400 | LET C1\$=CO\$ \& ', \% 8 CO\$ |
| 1410 | fem -- FOR DECSYSTEM-10, feplace above statement with: |
| 1420 | REM LET C1s = COq ', ' + CO\$ |
| 1430 |  |
| 1440 | rem -- for decsystem-10, reflace abdue statement with: |
| 1450 | FEM DIM L(3), $\mathrm{Nq}(14)$,R\$(2) |
| 1460 | data ' ', 'DEUCE', 'three', 'FOUR', 'FIVE', 'six', 'SEven' |
| 1470 | IIATA 'EIGHT", "NINE', "TEN", "JACK", 'QUEEN', 'KING', 'ACE' |
| 1480 | FOF $\mathrm{K}=1$ TO 14 |
| 1490 | REAE N ( K ) |
| 1500 | NEXT K |
| 1510 | LET $\mathrm{E}=.01$ |
| 1520 | LET M $=100$ |
| 1530 | LET $\mathrm{F}=0$ |
| 1540 |  |
| 1550 | LET $\mathrm{F}\left({ }^{(1)=}{ }^{\text {cNEXT }}\right.$ |
| 1560 | LET $\mathrm{X}=0$ |
| 1570 |  |
| 1580 | FEM |
| 1590 | REM |
| 1600 | REM ******* M A N Program |
| 1610 | FEM |
| 1620 | FEM |
| 1630 | GOSUF 2620 |
| 1640 | FRINT *ACEY-IUCEY TWD' |
| 1650 | FRINT •----------..--- |
| 1660 | FRINT |
| 1670 | FRINT |
| 1680 |  |
| 1690 |  |
| 1700 | GISUE 2670 |
| 1710 | IF $A=0$ THEN 1730 |
| 1720 | GOSIIF 2860 |
| 1730 | gosue 3270 |
| 1740 | GOSUF 3200 |
| 1750 | FEM |
| 1760 |  |
| 1770 | FEM |
| 1780 | FOR $\mathrm{K}=1$ TO 3 |
| 1790 |  |
| 1800 | NEXT K |
| 1810 | FRINT |
| 1820 |  |
| 1830 | FRINT $N \notin(1)$; $\mathrm{N} \mathrm{\&}(\mathrm{lli}(1))$ ) |
| 1840 | FRINT $\mathrm{N} \$(1)$; $\mathrm{N} \$(\mathrm{LL}(2))$ |
| 1850 | FRINT |
| $18{ }^{\text {co }}$ | FRiNT PYOUR PET (\$)'; |
| 1870 | LET $\mathrm{F}=1$ |
| 1880 | REM |
| 1890 |  |
| 1900 | REM |
| 1910 | INFUT ${ }^{\text {e }}$ |
| 1920 | FRINT |
| 1930 | IF E\%O THEN 2280 |
| 1940 | IF E=0 THEN 2350 |
| 1950 | IF $\mathrm{E}=77777$ THEN 2330 |
| 1950 | IF $\mathrm{E}=88888$ THEN 2410 |
| 1970 | LF $\mathrm{B}=99999$ THEN 3930 |
| 1940 | IF EFM THEN 2500 |
| 1990 <br> 000 | REEM |
| 2010 | REM ****** IEALING OF Thikit carit |
| 2020 | frint myour thikil caril is... |
| 2030 | FFiNT $\mathrm{N} \ddagger(1)$; $\mathrm{N} \$(\mathrm{~L}(\mathrm{3})$ ) |
| 2040 | Ferer |
| 2050 | IF If(3) $=$ If(1) THEN 2140 |
| 2050 | IF $\mathrm{T}(3)=\mathrm{D}(2)$ THEN 2140 |
| $20: 0$ | IF L(3)PD(1) THEN 2100 |
| 2080 | [ $\mathrm{F}^{-} \mathrm{I}(3)$ (3) $(2)$ THEN 2210 |
| 2090 | GOTO 2140 |
| 2100 | IF $\mathrm{Cl}(3) \mathrm{CL}(2)$ THEN 2210 |
| 21.10 | REM |
| 2120 2130 | REM ******* FLLAYEF LOST |
| 2140 | FREINT - SORRY, you lose.* |
| 2150 | LET M=M-E |
| 2160 | gosue 3250 |
| 2170 | GOTO 1780 |
| 2180 | REM |
| 2190 | REM ******* FLAYER WON |
| 2200 | REM |
| $2 \geqslant 10$ | FFINT 'YOU WIN!! |
| 2220 | LET M $=$ M +B |
| 2230 | GOSLIE 3250 |
| 2240 | GOTO 1780 |
| 2250 | REM |
| 2200 220 |  |
| 22:80 | cosue 3480 |
| 2290 | GOTO 1780 |
| 2300 | REM |
| 3310 | REM ******* RESHUFFLE OFPTION |
| 2320 | REM |
| 2330 | gosue 3170 |
| 23.40 | $\mathrm{E}=0$ |
| 2350 | PRINT |
| 2350 | GOSUE 3250 |
| 23570 | G0TO 1780 |
| 2380 | RE'M |
| 2390 | REM ******* INSTRUCTIONS OFTION |
| 2400 | REM 2860 |
| 2410 | GOSUF 2860 |
| 2420 2430 | LET $\mathrm{B}=0$ |
| 2440 | PRINT 3270 |
| 2450 | frint "your carils were..." |
| 2460 | GOTO 1830 |
| 2470 2480 | REM ******* RET > MONE |



3630 FEM
3640 REM $* * * * * * *$ SECONLI TIME
3650 FEM
3660 FFINT 'WADID AH TELL YA, KIII? NOW LOOKIE HEFE: WE AIN'T GOT NO :
3670 FFINT "ROOM FA NO"
3680 FREINT 'FUNKS ON DIS KUMFOODA. EIDER YOUSE WISES UF OR YOUSA •;
3690 FRINT "GETSA OFF!!
3700 FRINT
3710 FRINT
3720 FRINT •YOU NOW GOTTA ONLY ONE JOLLAH. SFENI IT WISELY...'
3730 LET $M=1$
3740 FETUKN
3750 REM
3760 REM $\quad$ ******* THIKLI TIME
3770 FEEM
3780 GOSUE 2620
3790 FOR K゙=1 TO 5
3960 FRINT PGANG!! "; FNT(7);
3810 KEEM -- FOF IIECSYSTEM-10, FEFLACE AEOVE STATEMENT WITH
3820 FEM FFINT EANG!! F CHK\$(7) ;
3830 NEXT K
3840 FRINT
3850 FRINT
3860 FRINT
3870 FRINT 'SOME FEDFLE JUST NEVER LEARN... REST IN FEACE!'
3880 FRINT 4160
3890 GOTO 4160

3920 REM
3930 FRINT

3950 FRINT "YOU $\$ 100^{\circ}$
3960 FRINT "TO EEGIN, ';
3970 IF $M=100$ THEN 4090
3980 IF MP100 THEN 4140
3990 REM
4000 KEM $* * * * * * *$ THE FLAYER OWES US
4010 REM
 4030 FRINT "MAYNARD,"
4040 FFINT "MASSACHUSETTS ANL HAVE A NICE ILAY!*
4050 GOTO 4160
4060 REM
4070 REM ******* THE FLAYER IS EVEN
4090 REI
4090 FRINT 'YOU'RE EUEN! GO HAFFILY, MY FRIENI.•
4100 GOTO 4160
4110 REM
4120 REM ******* WE OWE THE PLAYER
4130 REM
4140 FFiINT "THE HOUSE OWES YOU $\ddagger$ :; M-100; •. FLEASE CONTACT OUR"
4150 FRINT "RUBEER IIUUSION FDR FAYMENT."
4160 FRINT
4170 FRINT 'EYE!
4180 FRINT
4190 ENL

## ATTEND and ATTSET

ATTEND demonstrates CLASSIC file usage by providing teachers with a method for entering, updating, and printing their class attendance records on the computer. The program computes simple statistics on attendance and might be modified to caicuiate other values needed by a school system.
ATTEND stores information on each student in a file called "ROSTER.AT" on RXA1. Depending upon which option you enter, the program will perform the following operations:
(1) Remove a student from the file ("DELETE" option).
(2) Add a student to the file ("ENTER" option).
(3) List the attendance data on each student in the file ("LIST" option).
(4) List the names of all students in the file ("ROSTER" option).
(5) Display the total attendance figures for the whole file ("SUMMARIZE" option).
(6) Allow you to supply attendance data for a school day on each student in the file. That is, you can inform the program whether the student was present, absent, or present but tardy today ("SUPPLY" option).
(7) Display all available options ("HELP" option).
(8) Terminate the program ("QUIT" option).

Each time you enter an option the program will perform the related operation. After each operation is
completed (except "QUIT"), the program will ask for another option.
In order to use this program you must first:
(1) Enter a date into the system (with the monitor "DATE" command).
(2) Set up the file "ROSTER.AT" by running ATTSET.BA. You should only have to do this once, unless ROSTER.AT becomes unusable for some reason. The file created by ATTSET.BA will contain only the current date. If you try to run ATTEND without having set up ROSTER.AT, a message of the form "EN AT LINE nnnnn" will be displayed.
You can then use the "ENTER" option to put the names of all your students into the file ROSTER.AT. If new students join the class later, they can also be added to the file with the "ENTER" option. If students leave, they can be removed from the file with the "DELETE" option.
At this point, the file contains the name of each of your students in alphabetical order. To supply each day's attendance data for the students, use the "SUPPLY" option. The file will then contain the following data for each student:
(1) name,
(2) number of days present,
(3) number of days absent, and
(4) number of days tardy.

This is the student's record. A record is part of a file and is a.collection of related data items treated as a unit. The data in file ROSTER.AT is arranged like this:


The "LIST" option will display all the data in the file, along with the following figures:
(1) Days registered (days present plus days absent)
(2) Percent present (days present divided by days registered)
(3) Percent absent (days absent divided by days registered)
(4) Percent tardy (days tardy divided by days present)

If the data in ROSTER.AT are not correct, you can re-create the file with ATTSET. However, since ATTSET erases all the data in the file, you will have to supply every student's attendance for each day registered to bring the file up to date.

LIST



```
3420 IF ENIF#1 THEN 3540
3440 IF J$8K$=F$&G$ THEN 3500
3460 GOSUR 6660
3500 LET J$='?'
3520 GOTO 3400
3540 IF J$='?' GOTO 3600
3560 F'RINT K$;" |iJ$;" COULD NOT RE [IELETEI '%
3580 FRINT "BECAUSE THE NAME WAS NOT IN THE FILE.*
3600 CLOSE#2
3620 GOTO 3120
3640 REH N
3680 REM 
3720 FRINT "ENTER LAST NAME OF STUNENT TO BE ALDELI*;
3740 INFUT J$
3760 FRINT 'ENTER FIRST NAME';
3780 INFUT K゙$
3800 GOSUB 6520
3820 IF END#1 THEN 4020
3840 IF J$8K$$F$8G$ THEN 3920
3860 IF J$&K$=F$&G$ THEN 4140
3880 GOSUB 6660
3900 GOTO 3800
3920 FRINT#2:J$
3940 FRINT##:K$
3980 LET J$='?*
4020 IF J$='?! THEN 4100
4040 FRINT*2:J$
4060 FRINT#2:K$
4080 FRINT#2.
4100 CLOSE#2
4140 F'RINT K$;' ';J$;' COULII NOT EE ADIED ';
4160 LET J$='?'
4180 PRINT 'HECAUSE THE NAME WAS ALFEALY ON THE FILE.*
4200 GOTO 3880
4220 KEM
4240 REM
4280 FILE#1:E$$
4300 INFUT*1:A$
4320 FRINT TAB(24);"ATTENDANCE LIATA ';A$
4340 FRINT
4360 FRINT TAE(6);'STULNENT'S*;TAK(25);"IAYS';TAB(35);'IAYS";
4380 FRINT TAE(50);'IIAYS''TAE(65);'IIAYS"
4400 FRINT TAB(8);'NAME';TAB(24);"FEGIS.";TAE\34);"FRESENT';
4420 F'RINT TAB(49);'ABSENT";TA&(65);"TARDY'
4440 GOSUS 652.
4460 IF END #1 THEN 3120
4480 LET L=H+I
4500 IF L=%1 GOTO 4560
4540 GOTO 4680
4560 LET M=FNR(H/L
4560 LET K=FNR(H/L)
4580 LET N=FNR(I/L)
4620 LET 0=0
4640 GOTO 4680
4660 LET 0=FNR(F/H)
4680 FRINT F$;' *;G$;
4700 GOSUE 4740
4720 GOTO 4440
4740 FRINT TAB(27-FNS(L));L;
4760 PRINT TAR(34-FNS(H));H;
4780 FRINT TAB(39-FNS(M));'饣";STR$(M);"%)";
4800 FRINT TAB(49-FNS(I));I;
4820 PRINT TAB(54-FNS(N));'(*;STR$(N);"%)";
4840 PRINT TAE(64-FNS(F));F't.
4860 FRINT TAB(69-FNS(0));"(';STR$(0);"%)'
4 8 8 0 ~ R E T U R N
4920 REM **** ROSTER OFTIION
4 9 4 0 ~ R E M ~
4960 FILE#1:E$
4980 INFUT#1:A$ 
5020 FRRINT TABC
5040 GOSUR 6520
5060 IF ENI#1 THEN 3120
5080 FRINT F$;: |;G$
5100 GOTO 5040
5120 REM
5140 REM **** SUMMARIZE OFTION
5160 REM
5200 FILE#1:E$
5200 INFUT*1:A&
5220 FRINT TAB(25);'ATTENDANCE SUMMARY ';A$
5240 FRINT
5260 LET S=0
5280 H2=0\I2=0\F'2=0
5300 GOSUE 6520
5320 IF ENI#1 THEN 5440
5340 LET S=5+1
5360 LET H2=H2+H
5400 LET F.2=P3+F
5420 GOTO 5300
5420 GOTO 5300
5460 IF L=>1 GOTO 5520
5480 IF L=>1 GOTO
5500 GOTO 5640
5520 LET M=FNR(H2/L)
5540 LET N=FNR(I2/L)
5560 IF H2=>1 GOTO 5620
5580 LET 0=0
5600 GOTO 5640
5620 LET D=FNF(F2/H2)
5640 FRINT TAE(6);'NUM&ER OF';
5680 FRINT TAB(6);'STUIIENTS';
5680 FRINT TAB(6);'STULIENTS';
```



LIST

## CALC

The use of the computer as a powerful calculator has always been one of the most common instructional applications. CALC allows you to input any valid CLASSIC numerical expression and prints out the value of that expression.
This program uses one BASIC language program to write another, CHAINs to the newly written program, and then CHAINs back to the original one. This process is necessary because different numbers can be specified in a single expression while running a program, but you must recompile the program if you want to change the expression itself. CALC takes care of this problem automatically and allows you to enter new expressions continuously. If you make an error in entering your expression and receive an error message, simply type RUN to begin the program again.

```
LIST
```



## EASY02 and EASY03

This program finds the factors of a given number and is on your demonstration disk in exactly the same form in which it was submitted to DECUS (the Digital Equipment Corporation User Society; see Module 5-D).
The program was modified by using some of the CLASSIC string functions and adding REMarks to create EASY03.

## LIST

EASYO2 EA 3.0 30NEC-75

```
10 FFINT "NUMEEFF OF FROELEMG IS"%
2 0 ~ I N F U I T ~ N ~
30 FOF K゙=1. TO N
40 FFRINT
50 FFFINT "NUMBEF IS";
60 INFUT X
70 FFINNT "FACTOFS AFE:"
80 FOF F=1 TO INT(X/2+.5)
90 IF X/FOTNT (X/F) THEN 110
100 FFINT F
110 NF:XT F
120 WFINT
13O NEXT K゙
140 ENLI
```



## GUESS

This is a simple game that challenges the user to guess a number that the computer has chosen at random between 1 and 100. After each guess, the computer gives the user a hint by telling whether the guess was too high or too low.

LIST


## HMRABI

Hamurabi was the name of the king in the ancient city of Sumeria. HMRABI allows you to try to fill the king's shoes in managing the economy of this ancient city by buying and selling land, feeding the people from your storehouses, and planting crops over a ten year period. You will soon learn that without studying the program, this is a difficult task. Here are three hints to get you started.
(1) It takes 20 bushels of grain to feed each person in the city each year.
(2) It takes 1 person to tend every 10 acres that you wish to plant with seed.
（3）It takes 2 bushels of grain to seed each acre that you wish to plant．
The program is included on your demonstration disk in essentially the same form that it is printed in 101 BASIC Games．Only slight modifications have been made to make it run on CLASSIC．Suggestions for improving this program are in Module 5－D．
The uses of the variables in this program are as follows：

| Variable | Usage |
| :---: | :---: |
| A | Current acreage |
| C | Number of people not starved |
| D | \｛ Number of acres to plant |
| D1 | Total number of people starved |
| E | Number of bushels eaten by rats |
| H | Number of bushels harvested |
| L | Final number of acres per person |
| P | Current population |
| P1 | Percent of population starved per year （Number of bushels to feed people |
| Q | Number of bushels to buy Number of bushels to sell |
| S | Number of bushels of grain in store |
| Y | Trading rate of land in bushels per acre |
| Z | Year |

Note that one variable stands for different things at different points in the program．

```
LIST
HMRABI BA \(3.0 \quad 30-\mathrm{DEC}-75\)
20 REM
20 REM
80 PRINT "TRY YOUR HANL AT GDVERNING ANCIENT SUMERIA*
85 PRINT SUCCESSFULLY FOR A 10-YR TERM OF OFFICE. '\FRINT
90 RANLIOMIZE\LET II1=0\LET P1=0
100 LET Z=0\LET P=95\LET S=2800\LET H=3000\LET E=H-S
110 LET Y=3\LET A=H/Y\LET I=5\LET O=1
210 LET I=0
215 PRINT\FRINT\FRINT 'HAMURABI: I GEG TD REFORT TO YOU,'\LET Z=Z+1
217 PRINT 'IN YEAR';Z;',';[i;'PEDPLE STARUEI,';I;'CAME TO THE CITY.'
218 LET F=F+I
2 2 7 ~ I F ~ Q \% O ~ T H E N ~ 2 3 0 ~
228 LET P=INT (F/2)
29 PRINT "A HORRIRLE FLAGUE STRUCK! HALF THE FEOPLE IIEII,"
230 FRINT 'PDFULATION IS NDW':P
232 PRINT "THE CITY NOW DWNS";A;'ACRES."
235 PRINT 'YOU HARUESTED'#Y;'BUSHELS FER ACRE."
250 PRINT "RATS ATE";E;'EUSHELS."
200 PRINT 'YOU NDW HAUE';S;'BUSHELS IN STDRE.'\FRINT
270 IF Z=11 THEN 860
312 FRTNT MANT
32O PRINT *HOW MANY ACRES DO YOU WISH TO GUY";
321 INFUT Q\IF QCO THEN 850
322 IF Y*Q<<S THEN 330
323 GOSUB }71
324 GOTO 320
330 IF Q=0 THEN 340
331 LET A=A+G\LET S=S-Y*Q\LET C=0
334 GOTO 400
340 FRINT "HOW MANY ACRES DO YOU WISH TO SELL";
341 INFUT G\IF Q<゙O THEN 850
342 IF Q<A THEN 350
343 GOSUB 720
344 GOTO 340
350 LET A=A-Q\LET S=S+Y*G\LET C=0
400 FRINT "HOW MANY RUSHELS nO YOU WISH TO FEED YOUR F'EDFLE*;
4 1 1 ~ I N F U T ~ Q ~
4 1 2 ~ I F ~ Q C O ~ T H E N ~ 8 5 0 ~
418 REM *** TRYING TO USE MORE GRAIN THAN IN THE SILOS?
4 2 0 ~ I F ~ Q < = S ~ T H E N ~ 4 3 0 ~
421 GOSUB 710
422 GOTO 410
440 FRINT "HOW MANY ACRES ID YOU WISH TO FLANT WITH SEEL:";
440 PRINT HOW MANY ACRES SIN
442 IF D<O THEN 850
444 REM *** TEYING TO PLANT MORE ACRES THAN YOU OWN?
445 IF D <=A THEN 450
446 GOSUE 720
447 GOTO 440

449 REM＊＊＊ENDUGH GRAIN FOR SEELI
450 IF INT（ \(1 / 2\) ）＜S THEN 455
452 GOSUH 710
454 GEM＊＊＊ENOUGH PEDFLE TO TENI THE CROFS？
455 IF［1＜10＊F THEN 510
460 FRINT＇RUT YOU HAVE ONLY•；F；＂PEOFLE TO TENH THE FIELDS．NOW THEN，
470 GOTO 440
510 LET S＝S－INT（D／2）
511 GOSUE 800
512 REM＊＊＊A GOUNTYFULL HARUEST ！
515 LET Y＝C\LET H＝II＊Y \LET E＝0
521 GOSUB 800
522 IF INT（C／2）QC／2 THEN 530
523 REM＊＊＊THE RATS ARE RUNNING WILI！！
525 LET E＝INT（S／C）
530 LET S＝S－E＋H
531 GOSUE 800
532 REM＊＊＊LET＇S HAUE SOME GABIES
533 LET \(I=I N T(C *(20 * A+S) / F / 100+1)\)
539 REM＊＊＊HOW MANY PEOFLE HAII FULL TUMMIES？
540 LET C＝INT（R／20）
541 REM＊＊＊HORRORS，A \(15 \%\) CHANCE DF PLAGUE
542 LET QEINT \(10 * 12\)
550 IF FくC THEN 210
551 FEM＊＊＊STAFVE ENOUGH FOR IMFEACHMENT？
552 LET II＝F－C\IF IP．45＊P THEN 560
553 LET P1＝（（Z－1）＊P1＋I＊ \(100 / \mathrm{P}) / Z\)
555 LET \(\mathrm{F}=\mathrm{C} \backslash \mathrm{LET} \mathrm{I} 1=\mathrm{IH} 1+\mathrm{I} \backslash \mathrm{GOTO} 215\)

565 FRINT DUE TO THIS EXTREME MISMANAGEMENT YOU HAUE NOT ONLY．
566 FRINT •BEEN IMFEACHEII ANII THROWN DUT OF OFFICE FUT YOU HAUE
567 FRINT＇ALSO BEEN IUECLAREI＇NATIONAL FINK＇！！＂
710 FRINT＂HAMURAEI：THINK AGAIN．YOU HAUE ONLY＂
711 PRINT S；＂BUSHELS OF GRAIN．NOW THEN，
712 RETURN
720 PRINT＂HAMURABI：THINK AGAIN．YOU OWN ONLY＇；A；＂ACRES．NOW THEN，＂
730 RETURN
800 LET \(C=1 N T(\) RNIL（ 0 ）＊5）+1
801 RETURN
850 FRINT CFRINT －HAMURAEI：I CANNOT DO WHAT YOU WISH．＂
855 FRINT GET YOURSELF ANOTHER STEWARL！！！！！
857 GOTO 990
860 FRINT＇IN YOUR 10 －YEAR TERM OF DFFICE，＂；P1；＂FERCENT DF THE＂
B62 PRINT＂POPULATION STARUEL PER YEAR ON AVERAGE，I．E．，A TOTAL OF＂
865 FRINT DI：＂PEOPLE DIED！！
870 FRINT YOU STARTEI WITH 10 ACRES FER FERSON ANL ENDEI WITH＊
875 FRINT Ly＇ACRES FER FERSON．＇\PRINT
\begin{tabular}{lll}
880 & IF \(P 1>33\) THEN 565 \\
B85 & IF \\
\hline
\end{tabular}
\(\begin{array}{lll}\text { B85 } & \text { IF LCて THEN } 565 \\ \text { B90 } & \text { IF P1＞10 THEN } 940\end{array}\)
892 IF L＜ 9 THEN 940
895 IF P1＞3 THEN 960
896 IF L＜10 THEN 960
900 FRINT＇A FANTASTIC PEFFORMANCE！！！CHARLEMANGE，LISFAELI，AND＇
905 FRINT＇JEFFERSON COMBINED COULII NOT HAVE LIDNE BETTER！＂\GOTO 990
940 PFINT＂YOUR HEAUY－HANDED FEEFFORMANCE SMACKS OF NERO AND IUAN IU．＂
945 FRINT＂THE FEOPLE（REMAINING）FINII YOU AN UNFLEASANT RULER ，ANI，
950 PRINT＂FRANKLY，HATE YOUR GUTS！＇\GOTD 990
960 PRINT＂YOUR PERFORMANCE COULI HAUE BEEN SOMEWHAT BETTER，FUT＊
965 FRINT＂REALLY WASN＇T TDD BAI AT ALL．＇INT（F＊，8＊RNI（O））\({ }^{\circ}\)＂FEDFLE WDULI＇
970 FRINT＂IIEARLY LIKE TO SEE YOU ASSASSINATEN BUT WE ALL HAVE DUR＂
975 PRINT＂TRIUIAL FROBLEMS．＂
990 FRINT
995 PRINT＂SO LONG FOR NOW．＂\PRINT
999 END

\section*{HURKLE}

Hurkle？A Hurkle is a happy beast and lives in another galaxy on a planet named Lirht that has three moons． Hurkles are favorite pets of the Gwik，the dominant race of Lirht and．．．well，to find out more，read＂The Hurkle is a Happy Beast＂in the book A Way Home（by Theodore Sturgeon published by Pyramid）．
In this program a shy Hurkle is hiding on a 10 by 10 grid．Homebase is point 0,0 in the Southwest corner． Your guess as to the gridpoint where the Hurkle is hiding should be a pair of whole numbers，separated by a comma．After each try，the computer will tell you the approximate direction to go look for the Hurkle． You get five guesses to find him．

A diagram of the grid is shown on the next page．


HURK02
This is a modified version of HURKLE. It uses positive and negative grid points and tests your ability to find the Hurkle in a "Cartesian" coordinate grid like the one below.


Points are addressed by two coordinates, the first corresponding to a point on the east-west axis, and the second to a point on the north-south axis. Point 0,0 is at the exact center of the grid (marked \(\oplus\) ). Several other points are marked to help you find your way around.
Complete directions for playing HURK02 are contained within the program itself. More possible modifications to the program are listed below.
(1) The game could be made easier by using only Quadrant I on the Cartesian coordinate grid. This quadrant has only positive coordinates and would make the game simpler. The program might even allow the user to select the type of grid he or she wants after the instructions query.
(2) The user's distance from the Hurkle might be reported, using the formula
\(D=\operatorname{SQR}(((X-H) \wedge 2)+(Y-V) \wedge 2))\)
This would make "HURKLE" less of a guessing game by allowing the user to calculate his or her inputs. (See "MUGWMP" in 101 BASIC Games.)
(3) If the programmer does not wish to report the actual distance with the above formula, he or she might make the program report only whether the user is getting closer to the Hurkle or moving farther away. This would be an immense help to beginners who are not familiar with the relationships of the coordinates in each quadrant.
(4) It would also be helpful to beginners to print out the Cartesian coordinate grid either by request at the beginning or with a trace of the user's guesses if he or she does not find the Hurkle. This might be done on the copier rather than the screen. With
this feature, the user should improve much faster than with the trial and error method used in this version.
1) An escape clause might be added to the guess input, allowing the user to terminate the game in the middle. This would take the form of a numeric code, for example " 99999,99999 ". These escapes are generally good ideas to include so that the user always feels that he or she is in control of the computer rather than vice-versa.
```

HURKO2
1010 REM
1020 REM
1030 REM
1040 REM
1050 REM
1060 REM
1070 REM
1080 REM
1090 REM
1110 REM
1120 REM
1130 REM
M1400 KEM
150 REM
60 REM
170 REM
1180 REM
1190 REM
1190 REM
1210 REM
1220 REM
230 REM
1240 REM
1250 EEM
1260 REM
******* UARIAGLE IGIRECTORY
vafitable usage
A INFUT CODE: O='NO", 1=*YES'
A\$ GENERAL ALFHAMERIC USER INFUT
CO\$ CHR$(34) ["]
        COF&&', & CO# [', ']
        UERTICAL GRIIII IIMENSION
        USER-REQUESTEII HORIZONTAL GRIII IIMENSION
        USER-REQUESTEI UERTICAL GRII IIIMENSION
        USER INFUUT, HORIZONTAL GUESS
        TOTAL NUMEER OF GAMES FLAYEI
        NUMEER DF GAMES IN WHICH THE HURKLE WAS FOUND
        NUMEER' OF GUESSES IN GAMES COUNTEI IN "I2"
        GENEFAAL FOR-NEXT LOOF INDEX
        NUMEEF: OF TRIES ALLOWED FEF HIDING FLACE
        USER-REQUESTEI NUMEER OF TFIES FEF HIIIING PLACE
        NUMERIC, ARGUMENT FASSEI TO A SUFROUTINE'
        GUESS COUNTER
        T GUESS COUNTER
        USEF INFUT VEPTTCAL GUESS
        HOEIZONTAL COORTITNATE'OF HURKLE'S HIDING FLLACE
        VERTICAL COORIINATE OF HURKLE'S HIDING F.LACE
            1450 REM
            1.460 REM
            1470 REM
            1490 REM ******** EECLAFATATONS
    510 REM CO$=CHR$(34)
    1520 LET C1$=CO\$ \& ', ' \& CO\$
-30 DIM T$(10,8)
        4O REM -- FOR HECSYSTEM 10, REFLACE AGOUE STATEMENT WITH;
            FEM TIIM T$(10)
560 IIATA 'FIRST', 'SECONI'", 'THIRII', 'FOURTH', 'FIFTH'
570 DATA 'SIXTH', 'SEVENTH', 'EIEHTH', 'NINTH', 'TENTH'
580 FOR K=1 TO 10
590 REALI T$(K)
            1600 NEXT K
            6.10 LET I1=0
            620 LET I2=0
            1620 LET
            1640 REM
            #* MAINN FRKGGFAM
            1670 REM
16BO REM
1700 GOSUB 3820
    1710 FRINT "HUEKKLE TWO'
    1720 FRINT
        1730 FRINT
    175O FFFTNT *IID YOU WISH TO SEE THE INSTRUCTIONS ('; CO&; 'YES'; CO$;
1760 FRINT - OK -; COS; 'NO'; COS; I):;
1770 RANIIOMIZE
1780 LET G1=6+2*INT(4*FNL(O))
1790 LEET G2=6+2*INT(4*FHIL(0))
1800 LET N:=5+INT(3*FND(0))
1810 GOSUE 3870
1820 IF A=0 THEN 1870
830 GOSUB 4170
1840 REM
1B50 REM ******** OFTIION INFUT
70 REM
380 FRINT - YOUR AUAILAELE OFTTIONS ARE NOW ";
1890 FO=1

```

1900 GOSUF 406
1910 FRINT "WHICH WOULI YOU LIKE TO EXERCISE (ENTER A WORLI)"
1920 INFUT
1940 IF \(A \$=4\) GO' THEN 2090
1950 IF A\$="HELF' THEN 2960
1960 IF A\$='INSTR' THEN 1830
1970 IF \(A \Phi=\) :QUIT" THEN 4540
1980 JF A\$='SIZE' THEN 3140
1990 IF A\$='TRIES' THEN 3570
2000 FRINT 'FLEASE ENTER ONLY ';
\(2010 \mathrm{FO}=2\)
2020 GOSUF 4060
2030 FRINT '('; CO\$; 'HELF"; CO\$; 'FRINTS AN EXFLANATION OF EACH.) '
2040 PRINT 'YOUR CHOICE";
2050 GOTO 1920

2080 REM
2090 REM
2100 FEM \(* * * * * * *\) SET THE HUFKLE'S COORIIINATES
\(X=-G 1 / 2+I N T((G 1 * 1) * R N D(0))\)
\(2130 Y=-G 2 / 2+\operatorname{INT}((G 2+1) * R N D(0))\)
2140 FRINT C24;
2160 PRJTPT 'THE HURKLE IS HILIING IN A';

2180 REM \(\rightarrow\) FOR IEECSYSTEM-10, FEFLACE AROVE STATEMENT WITH:

2200 PRINT 'N'; \(\quad\) (EY'; G2; 'COOFIIINATE GRII. HOFIIZONTAL'
2220 FRINT 'UALUES GO FROM *: G1/-2; 'TO'; G1/2; "ANL UERTICAL *;
2230 FRINT 'UALUES GO FROM '; G2/-2; 'TO'; G2/2; •• FINL'
2240 PRINT "THE HURKLE WITHIN'; N; 'GUESSES!"
2250 FRIN
2260 FEM
2270 REM ******* INFUT THE GUESSES
2290 FOR T=1 TO N
2310 TF T
THEN 2340
2320 FRINT 9 YOUR \(\cdot ;\) T\$(T);
2330 GOTO 2350
2350 FFINT . GUR'; T; 'TH•;
2360 IF T \(\geqslant 1\) THEN 2380
2370 FRINT - (ENTER COORDINATES SEFARATED BY A COMMA)";
2380 INPUT H,U
2390 REM
2400 REM ******* CHECK GUESSES FOR VALIDITY
2410 REM
2420 IF \(\mathrm{H}<-\mathrm{G1} / 2\) THEN 2470
2430 IF HP+G1/2 THEN 2470
2440 IF \(\cup<-G 2 / 2\) THEN 2490
2450 IF U \(+\mathrm{G} 2 / 2\) THEN 2490
2460 GOTO 2550
2470 FRINT : YOUR FIRST: ;
2480 GOTD 2500
2490 PRINT YOUR SECOND"
2500 PRINT ' COORIINATE IS OUTSIDE OF THE HURKLE'S GRIII! TRY AGAIN...
2510 GOTO 2300
2510 GOTO 2300
2520 REM
2530 REM
2550 IF ABS \((X-H)+A B S(Y-U)=0\) THEN 2720
2560 IF N=T THEN 2620
2570 GOSUB 4380
2580 NEXT T
2590 REM
2600 REM ******* OUT OF GUESSES
2610 REM
2620 FRINT
2630 PRINT
2640 PRINT "SORRY, EUT YOU HAVE HAD THE LIMIT OF"; N; "GUESSES. THE •;
2650 PRINT "HURKLE WAS HIDING*

2670 FO \(=0\)
2680 GOTO 2810
2690 REM
\(\begin{array}{ll}2700 & \text { REM } \\ 2710 & \text { REM }\end{array}\) ****** FOUNI HURKLE MESSAGE
2710 REM
2720 FRINT
2730 IF T>S THEN 2790
2740 FOR \(K=1\) TO 6 -T
2750 PRINT 'HURK! - ; FNT(7);
2760 REM -- FOR DECSYSTEM-10, FEFLACE AROUE STATEMENT WITH:

2790 FRINT \({ }^{2}\) YOU FOUND THE HURKLE IN'; T; 'GUESSES!!*
2800 FO=1
2810 FKINT
2820 PRINT \({ }^{2}\) IF YOU'I LIKE TO FLAY AGAIN, FLEASE ENTEF THE \(\cdot\); CO\$; \(\cdot\) GO';
2830 PRINT CO\$; " OFTION BELOW,'
2840 FRINT
2860 REM ******* INCREMENT THE GAME ANII TOTAL GUESSES COUNTEFS
2870 REM
2880 LET I \(1=11+1\)
2890 LET I2=12+FO
2900 IF FOO=0 THEN 1870
2910 LET I3=13+T
2920 GOTO 1870
2930 REM
2940 REM * * * * * * * THE * HELF * OFTIDN
2950 REM
2960 GOSUE 3820
2970 PRINT :YOUR OFTIONS FEEFFORM THE FOLLOWING FUNCTIONS:"
2980 FRINT : GO LOCATE THE HURKLE AT A NEW GRII FOINT ANM ";
2990 FRINT "ALLOW YOU TO' GUESS WHERE IT IS HIMING"
3000 FFINT
3000 FRINT ' GUESS WHERE IT IS H
3010 FRINT HELF IISFLAY THIS MESSAGE"
3030 FRINT : QUIT ENI THE GAME
change the size of the grial in which the -
continued on next page

3050 PRINT＂HURK゙LE CAN HIIE＇
3060 FRINT • TRIES CHANGE THE NUMBER OF TRIES ALLOWEL TO FINI •
3070 FRINT＂THE HURKLE
3080 FRINT＂TO MAKE THE COMFUTER EXERCISE AN OFTION，SIMFLY TYFE \({ }^{\prime}\) ；
3090 FRINT＂ITS KEYWORE BELOW．
3100 GOTD
3110 REM
3120 REM＊＊＊＊＊＊＊THE \(\quad\)＊I ZE＇OFTION
3140 GOSUB 3820
3150 PRINT ．THE CURRENT SIZE OF THE HURKLE＇S GRIII IS＇；G1；＂EY＇；G2；
3160 FRINT－（HORIZONTAL EY＇
3170 PRINT VEFTICAL）．YOUR NEW IIMENSIONS MUST ALSO FE EUEN＇；
3180 PRINT＂INTEGERS．ENTER YOUR＊
3190 FRINT＂NEW LIIMENSIONS BELOW SEPAFATEI BY A COMMA，HORIZONTAL＊；
3200 FRIINT＇IIIMENSION FOLLOWED＂
3210 FRINT＇EY UERTICAL，YOU MAY LEAVE THE GRIII SIZE UNCHANGEII HY •；

3230 FRINT
3240 FRINT＇YOUF NEW DIMENSIONS＇
3250 INFUT G3．G4
3260 IF G3＞0 THEN 3280
3270 IF G4＝0 THEN 3410
3280 IF G3／2． \(\mathrm{INT}(\mathrm{G} 3 / 2)\) THEN 3490
3280 IF \(\mathrm{G} 3 / 2\) INT \((\mathrm{G} 3 / 2)\) THEN 3490
3290 IF \(64 / 2\) INT \((\mathrm{G4} / 2)\) THEN 3510
3290 IF G4／2\％INT（G4／2）THEN 35
3300 REM
3310 REM
3310 REM＊＊＊＊＊
3320 REM
3330 LET G1＝G3
3340 GT
3340 LET G2＝G4
3350 PRINT
3360 FRINT＇THE NEW SIZE OF THE HURKLE＇S GRILI IS＂；G1；＂EY＇；G2；．．＂
3370 GOTO 3440
3380 REM
\(\begin{array}{lll}3390 & \mathrm{FEM} & * * * * * * * ~ 0,0 \\ \text { INFUT }\end{array}\)
3400 REM
3410 FRINT
3420 FRINT＂THE HURKLE＇S GRII WILL REMAIN ITS CURRENT SIZE DF＂；G1；
3430 PRINT＂BY＇；G2；＇．＂
3440 FRINT
3450 GOTO 1870
3460 FEM
3470 REM＊＊＊＊＊＊＊NON－INTEGER INFUT
3480 REM
3490 FRINT＇YOUR FIRST＇；
3500 GOTO 3520
3510 FRIINT ：YOUR SECONI＇；
3520 FRINT ：LIIMENSION IS NOT AN EVEN INTEGER！PLEASE TRY AGAIN．．．．＂
3530 GOTO 3230
3550 FEM \(* * * * * * *\) THE THEES－OFTION 3 J 60 REM
3570 GOSUB 3820
3580 FRINT＇YOU ARE NOW ALLOWEI＇；N；＂TRIES TO FIND THE HURKLE．＂； 3590 F＇RINT＂ENTER YOUR NEW＂
3600 FRINT ELIMIT EELOW．YOU MAY LEAUE THE LIMIT UNCHANGEI BY •；

3620 FRINT
3630 FRINT＇YOUR NEW LIMIT＇；
3640 INF．UT N1
3650 FRINT
3660 IF N1．9 THEN 3690
3670 FRINT＂THE NUMHEF OF TRIES ALLOWEI WILL REMAIN AT＂；N；＂．＂
3680 GOTO 3710
3690 LET \(N=N 1\)
3700 FRINT YOU WILL NOW EE ALLOWEI＇；N；＇TRIES TO FIND THE HURKLE．＇
3710 FRIN＇T
3720 GOTO 1870
3730 FEM
3740 FEM
3760 FEM \(\quad * * * * * * * \quad\) SUER
3770 REM
3790 KEM
3800 REM＊＊＊＊＊＊＊SCREEN CLEARER
3810 REM
3820 FRINT FNT（27）；＇H＇；PNT（27）；•J＂；
3830 RETUFN
3840 REM
3850 REM＊＊＊＊＊＊＊＇YES＇，＇NO＂，AND＇qUIT＇FESPONSE HECOUER
3860 REM
3870 INFUT A\＄
3880 FFiNT
3890 IF FOS（A\＄，＇Y＇，1） 30 THEN 3990
3900 REM－FOK DECSYSTEM－10，REFLACE ABOVE STATEMENT WITH：
3910 REM 3920 IF FOS（AS，IF INSTR（ 1 ，A A ，＇Y＇） O O THEN 3990
3920 IF FOS（A\＆，＇N＇，1） O 0 THEN 4010
3930 REM－－FOR LIECSYSTEM－10，REFLACE AEOUE STATEMENT WLTH：
3940 REM IF INSTR \(\left(1, A \$, N^{\circ}\right\rangle<0\) THEN 4010
3950 IF A \(\$=\)＊QUIT \({ }^{\prime}\) THEN 4540
FLEASE INFUT＊；CO\＄；＇YES＇；C1末；＇NO＇；CO末；\(\cdot\) ，OR＊
3970 FRINT CO\＄；＇RUIT＇；CO\＄；＇．YOUR CHOICE＇；
3990 GDTD 3870
4000 RETURN
4010 LET \(A=0\)
4020 RETURN
4020 REM
4040 REM \(\quad\)＊＊＊＊＊＊＊OFTITN FFINTER
4040 REM

4070 FRINT＇SIZE＇；CO\＄；
4080 IF \(F O=2\) THEN 4120
4090 FFIINT＂，
4100 PFINT＇AND \(\cdot\) ；CO\＄；＇TRIES＇；CO\＄；\(\cdot \quad\)＇；
41.10 RETURN

4130 FETURN
4140 REM
4150 REM
4160 FEM
4170 GOSUB 3820
A1BO FRINT＇A HURKLE is HIUING IN A CARTESIAN COORIINATE GRII＂

4190 FRINT＂LIKE THE ONE AT THE RIGHT，GUESS ITS LOCATION GY＂；
4200 FFIINT＂（FOS）＇\(\quad\)（ENTERING A HOFIZONTAL COORIINATE FOLLOWEI EY A
4210 FRINT＇ENTERING A HOFIZONTAL COORIINATE FOLLOWEII EY A 4
4230 FRINT＇ 42 NERTICAL DNE．FOR EXAMFLE，THE \(*\) IS AT \(-4,1\) ．＇；
4240 FRINT＂＇POINT 0,0 ＊IS＇AT THE CENTER DF THE GKII，WHERE＇；
4260 FRINT PINT THE \(+W\) IS，AFTEREACH GUESS，I WILL TELL YOU ：
4270 FRINT＇THE + IS，AFTER EACH GUESS，I WILL TELL YOU＇ 4

4300 FRINT CO \(\$\) ：： S ：
4310 FRINT＇FOR THE FOSITIVE VERTICAL IIRECTION，＇；CO\＄； WEST＇；COs；
4320 FRINT＊FOR（NEG）：
4330 FRINT＂THE NEGATIUE HORIZONTAL，ETC．GOON LUCK！＂
4340 FETURN
4350 FEM
4360 REM＊＊＊＊＊＊＊II I R E CTIONAL HINTER
4370 REM
4380 FRINT ＇GO＇；
4390 IF \(U=Y\) THEN 4440
4400 IF UY THEN 4430
4410 FRINT＇NORTH＇；
4420 GOTO 4440
4430 FRINT＇SOUTH＇；
4440 IF H＝X THEN 4490
4450 IF \(H=X\) THEN 4480
4460 PFINT＂EAST＇
4470 GOTO 4490
4480 PRINT＂WEST＂；
4490 FRINT
4500 RETUR
4520 REM＊＊＊＊＊＊＊QUITTING ROUTINE
4530 REM
4540 PRINT
4550 IF I \(1<2\) THEN 4650
4560 FRINT＂YOU FLAYEI A TOTAL OF＇；I1；＂GAMES AND FOUNII THE＂；
4570 PRINT＂HUFK゙LE IN＇；I2；＂OF THEM．＂
4580 PFINT \({ }^{-T H A T ' S ~ A ~ W I N N I N G ~ F E F E E N T A G E ~ O F ' ; ~ 100 * I 2 / I 1 ; ~} \%\) ！
4590 PRINT
4600 IF I2＜2 THEN 4650
4610 PRINT＇IN THE＇；I2＇＇GAMES YOU WON，IT TOOK YOU AN AUERAGE DF＇；
4620 FRINT I3／I2；＂GUESSES TO＂
4630 PRINT FIND THE HURKLE＊＊
4640 PRINT
4650 FRINT＂EYE！＂
4660 PRINT
4670 END
MORGAG
Program name：MORGAG．BA

\section*{Purpose：Given：}
（1）an amount of money borrowed，
（2）the yearly interest rate to be paid，and
（3）the number of years allowed to pay back the loan，
the program will calculate：
（1）the monthly interest rate，
（2）the number of months allowed to pay back the loan，and
（3）the amount of money to be paid each month．
In addition，it prints the following data for each month：
（1）the number of the payment，
（2）the amount of money still unpaid（the outstand－ ing principal），
（3）the amount of interest paid that month，
（4）the amount of principal paid that month，
（5）the total amount of interest paid to date，and
（6）the total amount of principal paid to date．
How it works．The data to be given to this program（as mentioned above）are supplied through the INPUT statements at lines 1780，1820，and 1860.
The amount to be paid each month is calculated with the formula
\(\mathrm{M}=\)

where \(M\) is the monthly payment
\(P\) is the amount of the loan
I is the monthly interest rate

T is the number of months allowed to pay back the loan
and these values are displayed on the screen.
MORGAG then asks whether or not the user wishes to see a monthly breakdown of the mortgage payments. This section prints the following values for each monthly payment:
(1) monthly payment number,
(2) outstanding principal,
(3) interest payment,
(4) principal payment,
(5) total interest paid to date, and
(6) total principal paid to date.

This table may be printed on the screen or in a disk file called "MORT.MO" on RXA1: or it may be omitted. The action to be taken is determined by the response to the query at line 2440.
Limitations. This program takes quite a long time to run. Therefore, it is recommended that the monthly breakdown be directed to a disk file rather than the screen. This data can then be printed on the screen or copier with the monitor TYPE command.
The program is not totally accurate for loans of \(\$ 10000.00\) or more because CLASSIC BASIC can only store numbers to an accuracy of 6 digits. That is, some pennies will be lost as \(\$ 29078.33\) will be stored as \(\$ 29078.3\). However, the cumulative error in a \(\$ 30000\) mortgage was found to be less than \(\$ 3.00\) at a yearly interest rate of \(9.5 \%\), or less than \(0.01 \%\) error.
Listing. A complete program listing is shown below. List
\begin{tabular}{|c|c|c|c|}
\hline \multicolumn{4}{|l|}{MORGAG BA 3.0 30-LIEC-75} \\
\hline 1000 & REM & & \\
\hline 1020 F & REM & \multicolumn{2}{|l|}{**** MOFGAG} \\
\hline 1040 R & FEM & \multicolumn{2}{|r|}{\multirow[t]{2}{*}{-----------}} \\
\hline 1060 R & REM & & \\
\hline 1080 R & REM & \multicolumn{2}{|l|}{} \\
\hline 1100 & REM & \multicolumn{2}{|l|}{} \\
\hline 1120 & KEM & \multicolumn{2}{|l|}{} \\
\hline 1140 & REM & \multirow[b]{2}{*}{****} & \\
\hline 1160 & REM & & UARIAELE IIIRECTORY \\
\hline 1180 R & REM & & \\
\hline 1200 R & REM & VARIABLE & E USAGE \\
\hline 1220 R & REM & \multicolumn{2}{|r|}{------} \\
\hline 1240 R & REM & \multicolumn{2}{|r|}{\multirow[t]{2}{*}{I MONTHLY INTEREST}} \\
\hline 1260 R & REM & & IO INTEREST FAYMENT \\
\hline 1280 R & REM & \multicolumn{2}{|r|}{I2 TOTAL INTEREST F'AILI} \\
\hline 1300 R & FEM & \multicolumn{2}{|r|}{\(K\) MONTH} \\
\hline 1320 R & REM & \multicolumn{2}{|r|}{\(M\) MONTHLY FAYMENT (FRINCIFAL + INTEREST)} \\
\hline 1340 R & REM & \multicolumn{2}{|r|}{F FFINCIPAL} \\
\hline 1360 R & REM & \multicolumn{2}{|r|}{F2 TOTAL FRINCIFAL PAIE} \\
\hline 1380 R & REM & \multicolumn{2}{|r|}{0 Yearly interest rate} \\
\hline 1400 R & REM & \multicolumn{2}{|r|}{\(T\) TER'M} \\
\hline 1420 R & REM & \multicolumn{2}{|r|}{Y\$ OUTFUT MELIIUM} \\
\hline 1440 F & FEM & \multicolumn{2}{|l|}{\multirow[b]{2}{*}{**** [ECCLAF'ATIONS}} \\
\hline 1460 R & REM & & \\
\hline 1480 F & REM & \multicolumn{2}{|l|}{\multirow[b]{2}{*}{FNR \((x)=1 N T((100 * X)+.5) / 100\)}} \\
\hline 1500 & DEF F & & \\
\hline 1520 I & IIEF \(F\) & \multicolumn{2}{|l|}{FNS (X)=LEN(STR\$ ( \(\operatorname{INT}(x)\) )} \\
\hline 1540 & REM & \multicolumn{2}{|l|}{} \\
\hline 1560 & REM & & ------------------------- \\
\hline 1580 & REM & \multicolumn{2}{|l|}{**** MAIN FKOGRAM} \\
\hline 1600 & REM & \multicolumn{2}{|l|}{-------------------------} \\
\hline 1620 R & REM & \multicolumn{2}{|l|}{} \\
\hline 1660 P & PRINT & \multicolumn{2}{|l|}{t computation of morgage fayments.} \\
\hline 1680 & FREINT & \multirow[t]{2}{*}{****} & \multirow[b]{2}{*}{FRINCIF'AL, INTEREST, ANG TERM GUERIES} \\
\hline 1720 & REM & & \\
\hline 1740 F & REM & \multicolumn{2}{|l|}{\multirow[t]{2}{*}{}} \\
\hline 1760 P & PRINT & & \\
\hline 1780 & INFUT & \multicolumn{2}{|l|}{UT "FLEASE INFUT THE FRINCIFAL (WITHOUT COMMAS)';} \\
\hline 1800 & FRINT & \multicolumn{2}{|l|}{T 'INFUT THE ANNUAL INTEREST RATE (IN \%) ';} \\
\hline 1820 & INFUT & \multicolumn{2}{|l|}{T I} \\
\hline 1840 F & FFilnt & \multicolumn{2}{|l|}{(INFUT THE TERM (IN YEARS)';} \\
\hline 1860 & INPUT & \multicolumn{2}{|l|}{T T} \\
\hline 1880 & FRINT & \multicolumn{2}{|l|}{} \\
\hline 1920 & FEM & **** & \multirow[t]{2}{*}{CONUERT TO MONTHLY FIGURES} \\
\hline 1940 F & FEM & & \\
\hline 1960 & LET T & \multicolumn{2}{|l|}{\(T=T * 12\)} \\
\hline 1980 & LET & \multicolumn{2}{|l|}{Q \(=1\)} \\
\hline 2000 & LET I & \multicolumn{2}{|l|}{\(\mathrm{I}=\mathrm{I} / 1200\)} \\
\hline 2020 & FEM & & \\
\hline 2040 R & REM & \multirow[t]{2}{*}{****} & COMPUTE MONTHLY FAYMENT \\
\hline & & & continued on next \\
\hline
\end{tabular}

2060 REM
2090 LET M=FNR(F*I/(1-1/(1+I)~T))
2100 REM
2120 REM **** FRINT SUMMAF'Y REFORT
2160 FILEV\#1:'TTY:"
2200 FRINT "FRINCIPAL"; TAE(30); "क.; F
2220 FRINT 'INTEREST FATE"; TAE(35); Q; \(\%\).
2240 FRTNT "TERM'; TAE (33); T; TAE (40); "MONTHS"

2270 FRINT
\(22 B 0 \mathrm{REM}\)
2300 REM **** MONTHLY BREAKIIOWN QUERY
2320 FEM
2340 F'RINT - IF YOU WANT THE MONTHLY EREAKLIOWN ON THE SCREEN,";
2360 FRINT " ENTER "ESCREEN'•'
2380 FRINT 'IF YOU WANT IT ON IIISK ENTEF'••IISK":.';
2400 FRINT 'IF YOU IION'T WANT IT AT ALL ENTEF : "NO: '.,
2420 FRINT Y YOUF ENTKY';
2440 INFU'T Y\$
2460 IF \(Y \$=\) 'NO \(\quad\) GOTO 3420
2480 IF Y\$ = 'HISK \({ }^{n}\) GOTO 2560

2540 GOTO 2420
2540 GOTO 2420
2560 CLOSE \(\$ 1\)
2580 FILEU\#1:'RXA1:MORT, MO*
2600 FRINT
2640 FRINT 1 1:
2660 FRINT\#1
2690 REM
2700 FEM \(\quad\) F*** FRINT HEALIING LINES
2720 REM
2740 FRINT \(\ddagger 1\); TAE(B) \({ }^{2}\) 'OUTSTANIING'; TAE(23); 'INTEREST'; TAE(35);
2760 FRINT \(\ddagger 1 ;\) FFFINCIFAL";TAB(50);"TOTAL";TAB(64);'TOTAL"
2780 FFINT \(\ddagger 1\) : MONTH \({ }^{*}\);TAE ( 9 ) ; 'FFINCIFAL";TAE (2A);'FAYMENT";
2800 FRINT 1 1: TAB(36); 'FAYMENT'; TAB(48); 'INTEREST'; TAB(62);
2820 FRINT 1 1: "FRINCIFAL"
2840 FRINT \(\# 1\) :
2860 FOE K=1 TO T
2900 FEM \(* * * *\) COMFUTE MONTHLY FAYMENT EREAKIIOWN
2920 FEM
2940 LET IO=FNF (F*I)
2960 LET F 2=FNR ( \(\mathrm{F} 2+\mathrm{M}-\mathrm{IO}\) )
2980 LET I2=FNR(I2+IO)
3000 REM
3020 REM
**** FRINT MONTHLY FAYMENT FREAKIIDWN
3060 FRINT \(\ddagger 1\) : TAF(4-FNS(K)) \(\ddagger\) STR \(\$\left(K^{\prime}\right)\);
3080 FRINT \(\ddagger 1\) : TAB(14-FNS(F)); \(F\);
3100 FRIINT \(\ddagger 1:\) TAB(26-FNS(I0)); IO
3120 FRINT \(\ddagger 1\) T TAB (38-FNS (M-IO \():\) M-IO

3160 PFINT \(\ddagger 1\) : TAF (66-FNS (F2) ) ; F2
3180 REM
3200 REM \(* * * *\) COMFUTE OUTSTANLIING FRINCIFAL
3240 LET \(\mathrm{F}=\mathrm{FNR}(\mathrm{F}-(\mathrm{M}-\mathrm{I} 0))\)
3260 KEM
3280 REM \(\quad\) **** COUNT MONTHS ON DISK
3300 REM
3320 IF Y \(\$=\) =SCREEN' GOTO 3400
3340 IF K/12=INT(K゙/12) GOTO 3380
3360 GOTD 3400
3380 FRINT :JUST FINISHED MONTH \(\ddagger\); \(;\)
3420 CLOSE \(\#\)
3 3AO END

\section*{QUADEQ, QUAD02, and QUÁD03}

QUADEQ is a program similar to EASY02, but it finds the roots of quadratic equations (see page 5-29). Although short and to the point, QUADEQ can differentiate between equations with real and complex roots and solve either type.
QUAD02 and QUAD03 are adaptions of QUADEQ, made by adding REMark statements to clarify the program through documentation. The executable statements in these three programs are all exactly the same. See Module 5-C for a further discussion of the documentation of these programs.
LIST
QUADEQ EA 3.0 30-LEC-75
10 FRINT -THIS FROGRAM WILL SOLUE THE QUALRATIC EQUATION IN THE FORM: *
20 PRINT \({ }^{\prime} \mathrm{AX}^{2} 2+\mathrm{BX}+\mathrm{C}=0\).
30 FRINT "AFTER EACH ?, TYFE THE REQUESTEII VALUE \& PUSH RETURN."


\(60 \mathrm{I}=\mathrm{B}^{2} 2-4 * A * C\)
70 If I - 0 THEN 110
\(80 \mathrm{~F} 1=(-\mathrm{B}+\operatorname{SQR}(\mathrm{II})) /(2 * A) \backslash \mathrm{R} 2=(-\mathrm{E}-\mathrm{SOR}(\mathrm{I})) /(2 * A)\)

100 FRINT R1 \FRINT R2 \GOTO 140
\(110 \mathrm{~F} 1=-\mathrm{B} /(2 * A) \backslash \mathrm{F} \cdot 2=\operatorname{SaK}(A B S(\mathrm{I})) /(2 * A)\)


140 FRINTVFRINT "LO YOU WISH TO SOLVE ANOTHER QUADRATIC EQUATION?"
150 PRINT "ANSWER YES DR NO \& PUSH RETURN."; \INFUT O\$
160 IF R\$="YES" THEN 40
170 ENI \({ }^{1}{ }^{1}\)
continued on next page

LIST


150 REM 150 FRINT "THIS FROGRAM WILL SOLUE THE QUADRATIC EQUATION IN THE FORM:
150 FRINT "THIS FROGRAM WILL SOLUE THE QUADRATIC EQUATION IN THE
160 PRINT "AX \(2+B X+C=0, "\)
170 PRINT "AFTER EACH ?, TYPE THE REQUESTED UALUE \& FUSH RETURN."
\(\begin{array}{ll}180 \mathrm{REM} & \\ 190 \mathrm{REM} & * * * * \\ \text { INPUT OF A, } \mathrm{E} \text {, AND } \mathrm{C}\end{array}\)
190 REM
210 PRINT \(\backslash\) PRINT \(A=1\) : \(\operatorname{AINPUT} A\)

230 REM
240 REM
250 REM **** CALCULATION OF THE DETERMINANT

270 IF D \(<0\) THEN 370
280 REM
290 REM \(3 * * *\) CALCULATION OF REAL ROOTS
300 REM
\(310 \mathrm{R} 1=(-\mathrm{B}+\operatorname{SQR}(\mathrm{D})) /(2 * A)\), \(2=(-\mathrm{B}-\operatorname{SQR}(\mathrm{I})) /(2 * A)\)

330 PRINT R1 \PRINT R2 \GOTO 430



\(\begin{array}{lll}400 & \text { REM } \\ 410 \text { REM } & \text { **** RERUN QUERY }\end{array}\)
420 REM
430 PRINTXPRINT " DO YOU WISH TO SOLUE ANOTHER QUADRATIC EQUATION?'
440 PRINT "ANSWER YES DR NO \& PUSH RETURN,"; \ INPUT \(Q *\)
450 IF Q \(\$=\) 'YES' THEN 210
460 END
460 END
LIST
QUALIOS BA 3.0 30-DEC-75
100 REM
110 FEM \(\quad * * * * \quad\) QUAOB

110 REM
120 REM
130 REM
140 REM
150 REM
\(\begin{array}{ll}160 & \text { REM } \\ 170 & \text { REM }\end{array} \quad\) **** VARIABLE IIIRECTORIY
180 REM
190 REM

200 REM
200 REM
210 REM
210 REM
220 REM
230 REM
\(\qquad\)
250 REM
260 REM
260 REM
280 REM
280 REM
300 REM
310 REM
IIIRECTIUNS
320 FEM
330 PRINT THIS FROGFAM WILL SOLUE THE RUALRAATIC ERUATION IN THE FORM
340 PRINT "AX² \(+E X+C=O\).
350 FRINT "AFTEF EACH ?, TYFE THE FEQUESTED VALUE \& PUSH RETURN,'
360 REM
370 REM \(* * * *\) INFUT OF Ar E, ANII C


410 REM CALCULATION OF THE LIETEFMINAN

450 IF II < O THEN 550
460 REM
470 REM \(\quad * * * *\) CALCULATION OF REAL ROOTS
480 REM
\(490 \mathrm{Fi} 1=(-\mathrm{F}+\operatorname{SQR}(\mathrm{D})) /(2 * A) \backslash \mathrm{R} 2=(-\mathrm{B}-\operatorname{SRR}(\mathrm{L})) /(2 * A)\)
500 PRINT "THE FOOTS OF "; A; 'X² +"; Bi "X +'; C; \(=0\) ARE:
510 FREINT R1 \ FRINT R2 \ GOTO 610
520 REM
530 REM \(\quad * * * *\) CALCULATION OF COMFLEX ROOTS
540 REM
\(550 \mathrm{Fi}=-\mathrm{E} /(2 * A) \backslash \mathrm{F} 2=\operatorname{SQR}(\mathrm{ARS}(\mathrm{D})) /(2 * A)\)


580 REM
990 KEM **** RERUN QUERY
610 FRINT \({ }^{2} F R I N T\) "IO YOU WISH TO SOLVE ANOTHER QUADRATIC EQUATION?"
10 FRINT FRINT 'IO YOU WISH TO SOLVE ANOTHER QUADRATIC EDUATION?"
620 PRINT 'ANSWER YES OF NO \& PUSH RETURN."; \ INPUT O\$
630 IF
640 ENII

\section*{SYNONY and SYNSET}

SYNONY is a CAI application program that can be used in both drill-and-practice and testing modes. The program presents the student with a word and asks him or her to supply a synonym. As a drill, students can run this program over and over, as each word presented accepts at least four different correct
answers as synonyms. As a test, a single run of SYNONY could evaluate a specific lesson on synonyms.
inis program maintains a data file called "SYCOR.TS" on RXA1: which stores the total number of times that a correct synonym was entered for each word. This file must be created by the program RXA1:SYNSET before SYNONY can be used. An EN error message is printed by SYNONY if "SYCOR.TS" does not exist. The problem is corrected simply by running SYNSET.
Many other words and correct answers could be added to SYNONY by supplying additional DATA statements. The number " 10 " in the DATA statement at line 3740 tells the program how many different sets of words follow. The numbers in subsequent data statements indicate the number of synonyms in that set. These numbers must be adjusted when additional data are entered.
LIST



LIST


\section*{WTDAVG}

This program computes the weighted average of a group of grades. The user must tell the program the number of grades that will be included in each average and the relative weight that each is to have in
the final computation. Further instructions are contained within the program itself, and use of this program is discussed in Module 5-A.



\[
\begin{gathered}
\text { Appendix B } \\
\text { DECUS Program } \\
\text { Submission Forms }
\end{gathered}
\]
DECUS LIBRARY
PROGRAM SUBMISSION INFORMATION

Programs should be submitted to:

DECUS Program Librarian
Digital Equipment Computer Users Society
146 Main Street
Maynard, Massachusetts U.S.A. 01754

DECUS Executive Secretary
Case Postale 340
1211 Geneva 26/
Switzerland

The following material MUST be included:
(1) Completed submittal form

Read the following notes which explain the form.

\section*{Section A}
(1) Object Computer(s) - computer(s) on which the program runs.

Source Computer - computer on which program was assembled (if different).
(2) File Name - mnemonic or acronym of 6 characters ( 8 for PDP-I2) for mass storage purposes.

Version No. - indicate version or development level. If unspecified DECUS will assume version No. 1.
(3-7) Self-explanatory.
(8) Category Codes - indicate the category or categories best suited for the category index of the library catalog.
(9) Monitor - if the program runs under a monitor, all relevant details must be specified.
(10-14) Self-explanatory
(15)

Please indicate if major revision or development is planned, with estimate of completion date.

\section*{Section B}

The submission of an assembly (Pass 3) listing is optional but desirable; short listings may be incorporated into the writa-ud. Other acceptable material includes flow-charts, cross referenced listings, core maps or any other relevant documernation. The absiract must be written in English but full documentation may be in any Iariguage.

\section*{Section C}

The authorization at the bottom of the submission form must be signed by the person having legal right and interest in the submitted program.
(2) Abstract

An abstract (in English) of up to 100 words must be attached. This will be used in the preparation of the DECUS Library Catalog entry.
(3) Write-up

It is requested that documents be suitable for direct reproduction. Clear operating and loading instructions must be part of any dacument submitted. Where applicable a printed capy of the tape file index, including a brief description of each file function, would be helpful.
(4) Paper Tape

All material should be fully labelled with program name, version, starting address (where applicable) and tape format (ASCII, binary, etc.). Source tapes should be submitted whenever possible.
and/or
(5) DECtape/LINCtape/Magtape

Attach to each tape a printed index of tape file contents. Specify mark track format used. Source files should be submitted whenever possible.

\section*{PROGRAM REVISIONS}

Revisions to existing DECUS or DEC programs should be accompanied by a program revision submission form (attached) EN-1146B-07-R275-(369)
```

            DECUS LIBRARY
    PROGRAM REVISION SUBMISSION
    ```

Form to be used for modifications or revisions to existing DEC or DECUS software.

\section*{A. GENERAL INFORMATION}
I. Object Computer(s) \(\qquad\) Source Computer (if different) \(\qquad\)
2. Original File Name and Title \(\qquad\) DECUS or DEC No. \(\qquad\)
3. Original Author
4. Revising Author
5. Affiliation
6. Address \(\qquad\)
Country \(\qquad\)
B. CHANGE INFORMATION

Please specify any changes to the following:
1. Category \(\qquad\)
2. Monitor/Operating System* \(\qquad\) DEC No.*
3. Core Storage Required \(\qquad\) Starting Address* \(\qquad\)
4. Hardward Required \(\qquad\)
5. Other Software Required \(\qquad\) DEC or DECUS No.* \(\qquad\)
6. Restrictions, Deficiencies, Problems

\section*{C. REASON(s) FOR REVISION}
1. Debug, correct known problem
4. Increased operational efficiency \(\square\)
2. Extend to handle new or different configurations
5. Operate on different processor \(\square\) Specify \(\qquad\)
3. Operate under different monitor or new system \(\square\)
6. Other (please specify)
D. MATERIAL SUBMITTED

\section*{Documentation}

All revisions should include a detailed statement of the changes made to the existing program.


\section*{E. AUTHORIZATION}

I, the undersigned, give full permission to DECUS to publish information regarding this revision and to reproduce and distribute this revision in full or in part to all interested parties, in accordance with the then standard policies of DECUS for reproduction and distribution of programs submitted to DECUS. I further warrant and represent that I have good and sufficient title and all rights and interest in and to the revision to grant such permission to DECUS.

Date
Signed
*Where Applicable

\section*{Appendix C}

\title{
Answers To Exercises
}

\section*{2.}

FUN
FIRST
EA
3.0

04-FEB-76
15
9
36
4
REALY
5.

10 FRINT 11: 22; 33; 44
20 FRINT 1/3; 2/3; 1; 4/3
30 FRINT 1/6; 5/6; 1/8; 7/8
40 FRINT \(-1,-2,-3,-4\)
99 ENH
READY
6.
```

10 FFNINT, ,.5
20 FRINT,,25,,.75
30 FREINT 0,,,,1/
40 FRINT,:+25,/r-.75
50 FRTNT,,-.5
99 ENI
REAIIY
10 FFFTNT, ,.5,,,,,25,,75,,0,,,,1,,--25,,-,75,,,,-.5
99 END

```

14.

15.

FUNNH
THTS FROGRAM WTLI FTND THE AREA OF A CHFCLE FOR WHICH THE FAMTUS IS ENTEFEI.

ENTEF BELOW THE FADTUS OF A CIRCLE:
YOUF FTRST CTRCLE'S FAOTUS? 3

RAMTUS
3
AREA
28.26

YOUF NEXT CTRCLE'S FALIUS?A
FADITUS
4
AFIEM
50.24

YOUR NEXT CIRCLE'S RAMTUSTCC
17. The maximum number of lines that the CLASSIC screen can display at once is 12 .
23.
\begin{tabular}{|c|c|c|c|c|}
\hline \multicolumn{2}{|l|}{Before} & Statement & \multicolumn{2}{|r|}{After} \\
\hline K & 25 & 30 LET K = K + L & K & 26 \\
\hline E & 6 & 40 LET E=E+2 & E & 8 \\
\hline N & 4.2 & 200 LET \(\mathrm{N}=\mathrm{N}^{*} 5\) & N & 21 \\
\hline X & -10 & 235 LET X=X+5 & X & -5 \\
\hline P & 0 & 280 LET P = P-20 & P & -20 \\
\hline Q & -3.1 & 310 LET Q \(=15+\mathrm{Q}\) & Q & 11.9 \\
\hline L & 5 & 325 LET L \(=\mathrm{L}+\mathrm{L}+\mathrm{L}\) & L & 15 \\
\hline B & 7 & 340 LET B \(=-B+B\) & B & 0 \\
\hline
\end{tabular}
24. Statement \begin{tabular}{lllll}
\hline A B & C & Remarks \\
\hline
\end{tabular}
\begin{tabular}{|c|c|c|c|c|}
\hline \[
\begin{aligned}
& 10 \text { LET } A=1 \\
& 17 \text { LET } B=1
\end{aligned}
\] & \[
\frac{1}{1}
\] & 1 & & These statements are done once. \\
\hline & & & & \\
\hline 25 LET C = A + B & 1 & 1 & \(\underline{2}\) & \multirow[t]{5}{*}{First time through loop.} \\
\hline 30 PRINT A & 1 & 1 & 2 & \\
\hline 36 LET A \(=\mathrm{B}\) & 1 & 1 & \(\underline{2}\) & \\
\hline 43 LET B=C & 1 & 2 & 2 & \\
\hline \multicolumn{4}{|l|}{50 GO TO 25} & \\
\hline 25 LET C \(=\) A + B & 1 & & 3 & \multirow[t]{5}{*}{Second time through loop.} \\
\hline 30 PRINT A & 1 & 2 & \(\frac{3}{3}\) & \\
\hline 36 LET A = B & 2 & 2 & \(\frac{3}{3}\) & \\
\hline 43 LET B=C & \(\underline{2}\) & 3 & 3 & \\
\hline 50 GO TO 25 & & & & \\
\hline 25 LET C=A + B & 2 & & 5 & \multirow[t]{5}{*}{Third time through loop.} \\
\hline 30 PRINT A & 2 & 3 & 5 & \\
\hline 36 LET A = B & 3 & 3 & 5 & \\
\hline 43 LET B=C & 3 & 5 & 5 & \\
\hline 50 GO TO 25 & & & & \\
\hline 25 LET C \(=\) A + B & 3 & & 8 & \multirow[t]{5}{*}{Fourth time through loop.} \\
\hline 30 PRINT A & 3 & 5 & 8 & \\
\hline 36 LET A = B & 5 & 5 & 8 & \\
\hline 43 LET B=C & 5 & 8 & 8 & \\
\hline 50 GO TO 25 & & & & \\
\hline
\end{tabular}
25.

READY
10 LET \(X=1\)
20 FRINT \(X\)
30 LET \(X=X+2\)
40 GOTO 20
99 ENN
\(\frac{\text { FUNNH }}{1}\)
3
5

\begin{tabular}{lc}
7 & 10 \\
9 & 12 \\
11 & 14 \\
13 & 16 \\
15 & 18 \\
17 & 20 \\
19 & \(22-C\) \\
21 C & REALY \\
REAIIY &
\end{tabular}
26.
\begin{tabular}{|c|c|c|c|c|c|}
\hline 10 & LEET J=0 & 10 & LET \(\mathrm{F}=1\) & & LEET S=36 \\
\hline 20 & FRINT .J & 20 & Fkint F & 20 & LEET \(\mathrm{S}=\mathrm{S} / 3\) \\
\hline 30 & LEET J JoJat & 30 & LET FPFF*2 & 30 & FRINT \\
\hline 40 & goro 20 & 40 & Goro 20 & 40 & goto 20 \\
\hline 99 & Eni & 99 & ENO & 99 & END \\
\hline
\end{tabular}
27.

28.

29.

10 FRINT "NUMEERS TO EE TESTEN:
20 TNFUT A,E
30 LET T=E
40 LEET T=T-A
50 IF T=0 THEN 90
60 IF TOO THEN 40
70 FFINT A; "IS NOT A FACTOR OF" \(\quad \mathrm{B}\) B
80 GOTO 10
90 FRTNT Aシ"IS A FACTOK OF"シB
95 GOTO 10
99 END
30.
\begin{tabular}{ccc}
\hline \begin{tabular}{c} 
First \\
Number
\end{tabular} & \begin{tabular}{c} 
Second \\
Number
\end{tabular} & \begin{tabular}{c} 
Is the First a Factor \\
of the Second?
\end{tabular} \\
\hline & & Yes \\
6 & 64 & No \\
12 & 44 & Yes \\
42 & 576 & Yes \\
103 & 840 & Yes \\
13 & 103 & No \\
11 & 6336 & Yes \\
231 & 591 & No \\
208 & 5200 & No \\
184 & 1417 & No \\
276 & 826 & Yes \\
55 & 1870 & \\
\hline & & \\
\hline
\end{tabular}
31.

10 FRINT＂NUMEEFS TO BE TESTELI＂
20 TNFUT AgB
30 LET \(\mathrm{T}=\mathrm{B}\)
40 LETT TN．．T－A
50 IF \(\mathrm{T}=0\) THEN 90
60 IF TOO THEN 40
70 FRINT A产 ISS NOT A FACTOR OF：\(\ddagger\)
80 GOTO 91

91 FRINT
93 FRINT＂IO YOU HAVE MORE NUMEEFS＂
95 INFUT A多
97 TF A米＝＂YES＂THEN 1.0
99 ENI
REALIY
EUNNH
NUMEEFS TO EE TESTEDTG， 30
5 IS A FACTOR OF 30
WO YOU HAVE MORE NUMEERSTYES NUMBERS TO EE TESTED？Sy31
5 IS NOT A FACTOR OF 31.
DO YOU HAVE MORE NUMBERSTNO
REEAKIY

32．Statements 25 and 30 make up the body of the loop in this ，rogram．
33.

34.
\begin{tabular}{lcc}
\hline FOR Statement & Variable & \begin{tabular}{c} 
Set of Values \\
for the Variable
\end{tabular} \\
\hline FOR \(\mathrm{N}=1\) TO 6 & N & {\([1,2,3,4,5,6]\)} \\
FOR \(\mathrm{C}=0\) TO 5 & C & {\([0,1,2,3,4,5]\)} \\
FOR \(W=-3\) TO 0 & \(\underline{\mathrm{~W}}\) & {\([-3,-2,-1,0]\)} \\
FOR \(E=12\) TO 12 & \(\underline{\mathrm{E}}\) & {\([12]\)} \\
FOR \(T=7\) TO 5 & \(\underline{\mathrm{~T}}\) & Empty \\
FOR \(X=.5\) TO 2.5 & \(\underline{X}\) & {\([.5,1.5,2.5]\)} \\
FOR Y \(=1\) TO 2.5 & \(\underline{Y}\) & {\([1,2]\)} \\
FOR \(Z=.5\) TO 3 & \(\underline{Z}\) & {\([.5,1.5,2.5]\)} \\
\hline
\end{tabular}
35.
\begin{tabular}{ll}
\hline FOR Statement & Values of the variable \\
\hline FOR T \(=0\) TO 6 STEP 3 & \(\mathrm{~T}=[0,3,6]\) \\
FOR \(\mathrm{N}=1\) TO 5 STEP 1 & \(\mathrm{~N}=[1,2,3,4,5]\) \\
FOR K \(=100\) TO 130 STEP 10 & \(\mathrm{K}=[100,110,120,130]\) \\
FOR X \(=0\) TO 1 STEP ．25 & \(\mathrm{X}=[0, .25, .5, .75,1]\) \\
FOR \(=0\) TO 0 STEP 2 & \(\mathrm{E}=[0]\) \\
FOR B \(=3\) TO 0 STEP -1 & \(\mathrm{~B}=[3,2,1,0]\) \\
\hline
\end{tabular}
36.

10．FRINT＂FALITUS＂，＂SURFACE AREA＂
20 FFaF Fi＝10 TO 100 STEF 10
\(30 \mathrm{FREINR} \mathrm{Ry} 43.14 * \mathrm{Fr} 2\)
40 NEXT R
99 ENW
REARIY
RUNiNH
FALITUS SUFFACE AREA
10
20
30
40
50
60
70
\(80 \quad 80384\)
\(90 \quad 101736\)
\(100 \quad 125600\)
BEEARY

1256
5024
11304
20096
31400
45216
61544
37.
\begin{tabular}{clll}
\hline \begin{tabular}{c} 
Initial \\
value
\end{tabular} & \begin{tabular}{c} 
Terminal \\
value
\end{tabular} & \begin{tabular}{c} 
Step \\
value
\end{tabular} & \multicolumn{1}{c}{\begin{tabular}{c} 
Index \\
values
\end{tabular}} \\
\hline & & & \\
0 & 1 & 0.2 & {\([0, .2,4, .6, .8,1]\)} \\
10 & 0 & 3 & Empty \\
2 & 5 & 2 & {\([2,4]\)} \\
6 & 6 & 3 & {\([6]\)} \\
0.0010 & 0.0013 & 0.0001 & {\([001, .0011, .0012, .0013]\)} \\
8 & 8 & -1 & {\([8]\)} \\
-3 & -4 & -0.3 & {\([-3,-3.3,-3.6,-3.9]\)} \\
-4 & -3 & -0.3 & Empty \\
926 & 1852 & 463 & {\([926,1389,1852]\)} \\
0.01 & -0.01 & -0.005 & {\([01,005,0,-.005,-.0]\)} \\
\hline
\end{tabular}
38.
\begin{tabular}{|c|c|}
\hline 100 & FOR Y \(=-5\) TO 5 \\
\hline 110 & FRINT \\
\hline 120 & L.EET \(X=Y \sim 2\) \\
\hline 130 & FOR C=-35 TO 36 \\
\hline 1.40 & IF C- =X THEN 170 \\
\hline 1.70 & FRENT " " \\
\hline 1.60 & NEXTC \\
\hline 170 & FRINT "*" \\
\hline 180 & NEXT Y \\
\hline 999 & ENSI \\
\hline RUNN & \\
\hline
\end{tabular}
*

READY
39.
\begin{tabular}{|c|c|}
\hline 100 & FRINT "NUMBEF" \\
\hline 110 & FRINT "OF SCORES", "AUERAGE" \\
\hline 120 & PRINT \\
\hline 1. 30 & REAI \(N\) \\
\hline 140 & LEET \(\mathrm{S}=0\) \\
\hline 1.50 & FORK K゙=1 TO N \\
\hline :160) & FEALI \\
\hline 170 & LET \(\mathrm{S}=5+\mathrm{T}\) \\
\hline 180 & NEXT K \\
\hline 190) & FFINT N9S/N \\
\hline 200 & GOTO 130 \\
\hline 900 & liata 3,82,88,97 \\
\hline
\end{tabular}

910 IATA 5,66,78,71,82,75
920 IIATA \(4,82,86,100,91\)
930 IIATA \(4,72,82,73,82\)
940 IIATA \(6,61,73,67,80,84,79\)
999 ENI
REALIY
RUNNH
NUMBEF
OF SCOFES AUEFAGE
\begin{tabular}{ll}
3 & 89 \\
5 & \(74+4\) \\
4 & \(89+75\) \\
4 & \(77+25\) \\
6 & 74
\end{tabular}

MA AT LTNE OOJ.30
REALIY
40.

100 FRINT "NUMEER"
110 FRINT "OF SCORES","AUEFAGE"
120 FRINT
130 FEADI N
135 IF \(N=-99999\) THEN 999
140 LET \(5=0\)
150 FOF K=1 TO N 160 FEALI T
170 LET \(\mathrm{S}=\mathrm{S}+\mathrm{T}\)
1.80 NEXT K

190 FRINT N.S/N
200 GOTO 130
900 [IATA \(3.82,88,97\)
910 LIATA \(5,66,78,71,82,75\)
920 IAATA \(4,82,86,100,91\)
930 LIATA \(4,72,82,73,82\)
940 IIATA \(6,61,73,67,80,84,79\)
950 IATA -99999
999 ENII
READYY
RUNNH
NUMEEF
OF SCORES AVERAGE
3
\(5 \quad 74.4\)
\(4 \quad 89.75\)
\(4 \quad 77.25\)
6
READY
39.

41.
```

100 FKINT 'COUEN MESSAGE":
110 TNFUT C
120 IF E%O THEN 130
123 FFRINT
123 FRINT
12\ GRINT }1
127 GOTO 100
130 IF C }=26\mathrm{ THEN 160
140 PRINT " ";
150 GOTO 110
160 RESTORE
170 FOR K゙=1 TO C
180 REAI L\$
190 NEXT K

200 F'RINT L\$\$
210 GOTO 110
500 nATA "A","E","C", "I',"E","F',"G*
``````
520 LIATA "O","F'","G","K","S', "T*",U"
!330 [AATA "U",'W', "X',"Y', "Z"
9 9 9 ~ E N I I
REAIIY
COLEI MESSAGE?20,8,9,19,32,9,19,28,20,8,5,34,13,5,19,19,1,7,5,0
THIS IS THE MESSAGE
COLELI MESSAGE?MC
FEAIY
```
42.

| Incorrect statement | Reason |
| :---: | :---: |
| 10 READ ${ }_{\text {d, }}$, B,C | Extra comma |
| 20 READ 4 | Extra comma and invalid variable name |
| 30 REED P,Q,R,S,T 40 READ A $\oplus B$ | READ spelled incorrectly Calculations not allowed in READ statements |
| 50 READ I®JⓀ | Commas required between variables |
| $60 \mathrm{READ} \triangle \mathrm{AA}, \mathrm{BB}$ | Invalid variable names |
| 70 READ $\triangle$ ABC | Commas omitted |
| 80 READ 3.14 | Constants not allowed in READ statements |
| 120 DATA 1 DR, 2 D 3,314 | Calculations not allowed in DATA statements |
| 130 DATA (A), (B),C(D), C $^{\text {( }}$ | Variables not allowed DATA statements |
| 140 DATA $3.7,2.9$ | Extra comma |

43:

| Subscripted variable | Value | Subscripted variable | Value |
| :---: | :---: | :---: | :---: |
| A(1) | 8 | A(2*I) | -6 |
| A(I) | 8 | A( $1+\mathrm{J}$ ) | 10 |
| A(K) | $\frac{10}{10}$ | $\mathrm{A}(1+2)$ | $\frac{10}{10}$ |
| A(X) | 13 | A (2* ${ }^{\text {J }}$-1) | 10 |
| B(I) | 3.7 | A(X-3) | 8 |
| B(3) | 3 | A(X-K +J ) | $\underline{10}$ |
| B(J) | 9.2 | A(J*K-X) | $\frac{-6}{13}$ |
| C(J) | 4 | A(C)(2)) | $\frac{13}{10}$ |
| B(1 + I) | 9.2 | $\mathrm{A}(\mathrm{B}(\mathrm{C}(2)-1))$ | 10 |

44. 

| 10 FOR $\mathrm{N}=1$ TO 4 $20 \operatorname{LET} \mathrm{P}(\mathrm{N})=2 \mathrm{~N}$ 30 NEXT N |
| :---: |
| $\begin{aligned} & 70 \text { LET } F(1)=1 \\ & 75 \text { FOR } K=\text { TO } 6 \\ & 80 \text { LET } F(K)=K^{*} F(K \\ & 85 \text { NEXT K } \end{aligned}$ |


| $P(1)$ | 2 |
| :--- | :--- |
| $P(2)$ | 4 |

$P(3)$
P(4)
$\frac{8}{16}$

70 LET F(1)=1
75 FOR K = TO 6 85 NEXT K

|  |  |
| :--- | :--- |
|  |  |
| $F(2)$ | 1 |
|  | 2 |
| $F(3)$ | 6 |
|  |  |

F(4) 24
F(5) 120
F(6) 720
45.

| 100 11.0 | FRINT＂ORTGINAL MATA： FOR K＝1．TO 1.0 |
| :---: | :---: |
| 120 | FEALIN（K） |
| 1.30 | FRENT N（K）$\hat{y}$ |
| 140 | NEXT K |
| 1.50 | FRINT |
| 160 | FRINT |
| 170 | FORK K＝1 F O |
| 180 | LIET T T $=$ N（K） |
| 1.90 | LEET N（K゙）＝－N（11－KK） |
| 200 | LET $N(1.1-K)=$ K |
| 210 | NE：XY K |
| 220 | FRENT＂TNUEETED DATA：＂ |
| 230 | FOF $\mathrm{F}=1 . \mathrm{TO} 10$ |
| 240 | FRTNT N（K） |
| 250 | NEXT K |
| 500 | ［1ATA 23，4．35，32，19．7926．8914．13 |
| 999 | ENI： |

READY
RUNNH
DRIGINAL RATA：
$\begin{array}{llllllllll}23 & 4 & 35 & 32 & 19 & 7 & 26 & 8 & 14 & 13\end{array}$
inverted mata：
$\begin{array}{llllllllll}13 & 14 & 8 & 26 & 7 & 1.9 & 32 & 35 & 4 & 23\end{array}$ REALY
46.

| 80 | LIM N $(100)$ |
| :--- | :--- |
| 90 | FEAD 5 |

100 FRTNT＝UNSORTEN IATA：：
110 FOK $K=1$ TO 5
120 REAI N（K）
130 FFINT $N(K)$ औ $\backslash$ KF K 12 THEN 140 \FFINT
140 NEXT K
：I50 PRINT
1.60 PFINT

170 FOF K゙J＝1 TO 5－1
：180 FOF K2＝K゙1＋1 TOG
190 IF N（K゙1）$=N($ K゙2）THEN 230
200 LET T＝N（バ1）
210 LET N（K゙1）$=\mathrm{N}($ ド2）
220 LETV N（K゙2）＝T
230 NEXT K゙2
240 NEXT K゙1
250 FRTNT＂GORTEL DATA：＂
260 FOR K゙＝1 TO 5

```
2% FFINT N(K): \ TFFK<2I2 THEN 28O \FFINT
280 NEXT K゙
GOO LMATA 2S
#10 LATA 21,60,44920,72967,12,63,76
520 DATA 2",92,54%39,64,52,2",65,46y55
#30 DATA 34y60%23:96,43
%40 LATA 64
999 E:iNIM

FEARY
EUNNH
UNSORTEI MATA：
\begin{tabular}{ccccccccccccc}
2 L & 60 & 44 & 20 & 72 & 67 & 12 & 63 & 76 & 27 & 92 & 54 & \\
39 & 64 & 52 & 22 & 63 & 46 & 55 & 34 & 68 & 23 & 96 & 43 & 64 \\
SORTEH LATA： & & & & & & & & & & \\
12 & 20 & 21 & 22 & 23 & 27 & 34 & 39 & 43 & 44 & 46 & 52 & \\
54 & 55 & 60 & 63 & 64 & 64 & 65 & 67 & 68 & 72 & 76 & 92 & 96
\end{tabular}

FEADY
47.

LISTNH
\(\frac{\text { LSSN }}{100 \text { DIM }} \mathrm{C}(8), \mathrm{T}(8,2)\)


\section*{170 REAL N}

180 FOK K゙1＝1 TO N
190 FOR K2＝1 TO 8
200 READ R
210 IF R．\％THEN 240
220 LET TSK2，O）\(=\mathrm{T}(\mathrm{K} 2 ; 0)+1\)
230 GOTO 280
240 IF \(\mathrm{F}=\mathrm{C}(\mathrm{K} 2)\) THEN 270
250 LET T（K2，1）＝T（K2，1）＋2
2.60 GOTO 280

270 LET T（K2，2）＝T（K2，2）＋1
```

280 NEXT K゙2

```
290 NEXT K゙1
300 FRINT "QUESTION", "COFRECT", "INCORFECT"
3:LO FRINT "NUMEER","RESFONSES","RESFONSES", "OMITTEL"
\begin{tabular}{|c|c|}
\hline 320 & FOF K1＝1 TO 8 \\
\hline 330 & FRINT K1， \\
\hline 340 & FOR K2＝2 TO O STEF－－ 1 \\
\hline 350 & FRINT T（k゙1， \\
\hline 360 & NEXT K2 \\
\hline 370 & FRINT \\
\hline & NEXT K1 \\
\hline
\end{tabular}

500 LATA \(2,3,3,2,1,2,1,3\)
510 IATA 10
520 IIATA \(2,1,3,0,3,3,2,2\)
530 LIATA \(2,3,3,2,1,1,2,2\)
540 LIATA \(1,3,2 y 3,1,2 y 0 y 0\)
：550 LAATA 2，1，2，1，3，2，3，3
560 LIATA \(2,2,3,0,1,3,3,2\)
！50 LATA 2，3，2y1，3，2，0，2
580 LIATA \(1,3,3,2 y 1,3,1,0\)
590 LIATA \(2,1,2,0,0,1,3,3\)
600 IIATA 2，2，3，1，1，2，3．2
610 LIATA 2，3，2，3，3，2，3，1
999 ENI
REATIY
RUNNH
\(\begin{array}{lll}\text { QUESTION } & \text { CORFECT } & \text { INCORFECT } \\ \text { NUMEER } & \text { FESFONSES } & \text { FESFONSES }\end{array}\)
1
2
3
4
5
6
7
8
8
5
5
2
5
5
1
2

0
0
0
3
1
0
2
2

REALIY
48.


\section*{49.}
- R BASIC

NEW OF OLII-- NEWE EX49

\section*{REAIY}

10 FEATI N
30 IF NO THEN 90
35 IF \(N=0\) THEN 72
\(\leftrightarrows 0\) FOK \(N=1\) TO N
© ( FFINT X';
70 NEXT K゙
71 GOTO 10
\(\rightarrow 2\) FRINT

51.
```

100 FRINT "UNSOFTEL DATA:"
I10 FOF K゙=1 TO 10 \ READ N(K゙) \ NEXT K

```
120 GOSUE 700

150 FFRINT
1．60 FRINT
170 FOF K゙1＝1 TO 9
180 FOF \(K 2=k 1+1\) TO 10
190 1F N（K゙1）＝N（ド2）THEN 230
200 L．EET 「：N（K゙1）
210 LET N（K゙1）：＝N（K2．）
220 LET \(N(K 2)=T\)
230 NEXT K2
240 NEXT ド」
250 FFINT SORTED IIATA＂
260 GOSUE 700
```

2"% sTOF
500 19ATA 66,75959,93,97%85948992,67%78

```
\begin{tabular}{|ll|}
\hline 700 & FOF K゙ \\
710 & FRTNT NO \\
720 & NEXTK K \\
730 & RETUKN \\
\hline
\end{tabular}
```

999 ENN:
HEALIY
BUNNH
$\begin{array}{cccccccccc}\text { UNSOFTEM LIATA：} & & & & & \\ 66 & 75 & 69 & 93 & 77 & 85 & 48 & 92 & 67 & 78\end{array}$
$\begin{array}{cccccccccc}\text { SOFTEO NATA } \\ 48 & 59 & 66 & 67 & 75 & 77 & 78 & 85 & 92 & 93\end{array}$
BEALY

```
52.

20 FEALI A，C
30 LET \(E=5 Q R\left(C^{\cdots 2-A M 2}\right)\)
40）FFINT AgC゙ロ
\(5060 T 020\)
90 IIATA \(1929293,3.694 .7\)
99 ENH
\begin{tabular}{|c|c|c|}
\hline \multicolumn{3}{|l|}{REALIY} \\
\hline RUNNH & & \\
\hline A & C & H \\
\hline 1. & 2 & 1.73205 \\
\hline 2 & 3 & 2.23607 \\
\hline 3.6 & \(4 \cdot 7\) & 3.021 .59 \\
\hline
\end{tabular}

DA AT LITNE 00020
READY
53.


REACIY
FUNNH
YOUR NUMEEETG
ANSWER \(=-36\)
YOUR NUMBERT－2
ANSWER＝\(=4\)
YOUF NUMEEF？ 3.14
ANSWER \(=-9.85959\)
YOUR NUMBEF？＂C
REATIY
54.

10 INFUT X
20 FFTNT TNT \((x+0+5)\)
30 goto 10
99 ENH
RUNNH
？\(\frac{2.1}{2}\)
\(\frac{26.8}{27}\)
\(\frac{9}{-\cdots}\)
\(7 \cdots 126+7\)
\(\cdots\)
READY

55．Rounding to the nearest tenth：

1．0 INFUT X
20 FRINT TNT（10＊X＋0．5）／10
30 30T0 10
99 ENH
REAMY
RUNiv．
\(\frac{915.21}{15.2}\)
\(\frac{9-121+03}{-121}\)
\(\frac{72.617}{2.6}\)
\(\frac{P^{\prime} \mathrm{C}}{\text { EEACY }}\)

Rounding to the nearest hundredth:
10 INFUT X
20 FRINT INT(100 \(* X+0) / 100\)
30 GOTO 10
99 END
FEALIY
EUNNH
? 1.3156
1.31
\(\frac{366+449}{66+44}\)
? -15.326
\(-15+33\)
? "C
FEEAITY
Rounding to the nearest ten:
20 FRINT 10*INT(X/10+0.5) LISTNH

10 INFUT \(X\)
20 FRINT 10*INT(X/10+0.5)
30 GOTO 10
99 ENI
REALIY
RUNNH
\(\frac{55}{60}\)
\(\frac{7224.5}{220}\)
\(\frac{?-77}{-80}\)
\(\frac{?-80}{-80}\)
? C
FEADIY
Rounding to the nearest hundred:
10 INFUT \(X\)
20 FFTNT \(100 *\) INT ( \(\mathrm{X} / 100+0.5\) )
30 gOTO 10
99 END
REALIY
RUNNH
\(\frac{1.6}{0}\)
? 450.02 500
?-270
\(-300\)
\(?^{\circ} \mathrm{C}\)
FEALIY
56.
```

10 REALI X
20 L.ET Y=INT(X/10)+10*(X/10-INT(X/10))
25 REM
30 FFINT X,Y
40 GOTO 10
90 IATA 10,15,23,37,40,99
9 9 ~ E N I I ~
REAIM
RUNNH
1.0 1
1.5 6
23 5
37 10
40 4
99 18
IIA AT LINE 00010
REAIY

```
57.

10 REALI X
20 LET \(Y=\operatorname{TNT}(X / 10)+100 *(X / 10-T N T(X / 10))\)

30 FRINT \(X, Y\)
40 goro 10
90 RATA 10.37 .99
99 END
\begin{tabular}{ll} 
REALY & \\
\begin{tabular}{ll} 
FUNNH & \\
\hline 10 & 1 \\
37 & 73 \\
99 & 98.9999
\end{tabular}
\end{tabular}
diA AT LINE OOO:10
keadiy
58.
```

10 FRINT "HYMROGEN ION CONCENTRATION";
20 INFUT C
30 FFINT "FFH="% -LOG(C)/LOG(10)
40 goro 10
9 9 ~ E N D ~ D
READY
RUNNH
HYIROGEN I.ON CONCENTRATION?+0000001
PH == %
HYMROGEN ION CONCENTRATION?+0000387S
FH=4.41173
HYLROGEN ION CONCENTRATIONP+00000000387
FHH=8.41229
HYDROGEN ION CONCENTRATHONT1.24E-10
FH=9.90658
HYDROGEN ION CONCENTRATHONT2.TDE-2
FH=1.5E752
HYDROGEN ION CONCENTRATION?CC
READIY

```
59.
10 PRINT "PH";
20 INPUT \(P\)
30 PRINT "HYDROGEN ION CONCENTRATION \(=\) "; EXF(-P*LOG(10))
40. GOTO 10 40. GOTO 10

READY
\(\frac{\text { RUNNH }}{\mathrm{PH}^{\prime} \text { PI }}\)
HYDROGEN ION CONCENTRATION \(=.100001 E-006\)
PH?4.41173
HYDREAGEN ION CONCENTRATION \(=0.00003875\)
PH PG, 41229
HYDROGEN ION CONCENTRATION \(=.387006 E-008\)
H?9.90658
HYDROGEN ION CONCENTRATION \(=.124002 E \div 009\)
PH?1. 55752
HYDROEEN ION CONCENTRATION \(=0.0277001\)
PHPOC
60.

100 FRINT
110 PRINT "ANGLE",'SINE","COSINE","TANGENT","ANGLE"
120 PRINT
130 LET \(\mathrm{F}=180\)
140 FOK K=0 TO 4*P STEF P/4
150 LET \(A=3.14159 * K / 180\)
160 PRINT \(\operatorname{KisIN}(A), \operatorname{COS}(A)\),
170 LET T=SIN(A)/COS(A)
180 PRINT T,180*ATN(T)/3.14159
190 NEXT K
200 ENL
READY
RUNNH
\begin{tabular}{|c|c|c|c|c|}
\hline ANGLE & SINE & COSINE & TANGENT & ANGLE \\
\hline 0 & 0 & 0.999999 & 0 & 0 \\
\hline 45 & 0.707106 & 0.707108 & 0.999998 & 45 \\
\hline 90 & 0.999999 & 0.0000015 & 667544 & 90 \\
\hline 135 & 0.707109 & -0.707105 & -1 & -45.0002 \\
\hline 180 & 0.00000337 & -0.999999 & -0.00000337 & -0.00019312 \\
\hline 225 & -0.707104 & -0.70711 & 0.999991 & 44.9998 \\
\hline 270 & -0.999999 & -0.00000599 & 166886 & 89.9997 \\
\hline 315 & -0.707112 & 0.707102 & -1.00001 & -45.0005 \\
\hline 360 & -0.00000674 & 0.999999 & -0.00000674 & -0.00038624 \\
\hline 405 & 0.707102 & 0.707112 & 0.999985 & 44.9996 \\
\hline 450 & 0.999999 & 0.00001049 & 95363.4 & 89.9995 \\
\hline 495 & 0.707114 & -0.707098 & -1.00002 & -45.0007 \\
\hline 540 & 0.00001198 & -0.999999 & -0.00001198 & -0,00068665 \\
\hline 585 & -0.707098 & -0.707115 & 0.999976 & 44.9993 \\
\hline 630 & -0.999999 & -0.00001348 & 74171.6 & 89.9993 \\
\hline 675 & -0.707118 & 0.707096 & -1.00003 & -45.0009 \\
\hline 720 & -0.00001348 & 0.999999 & -0,00001348 & -0.00077248 \\
\hline
\end{tabular}

READY
61.
```

10 FRINT "IISTANCE.IN METERS";
20 INPUT I
30 FRINT "ANGLE IN IIEGREES";
40 INFUT A
50 LET A=3.14159*A/180
60 PRINT "HEIGHT = ";D*SIN(A)/COS(A);"METERS"
70 F'RINT
80 GOTO 10
99 ENI

```

REALIY
EDWNH
IISTANCE IN METERS?SO
ANGLE IN LIEGREES?60
HEIGHT \(=86.6022\) METEFS
IISTANCE IN METERS?126.3
ANGLE IN DEGREES? 4B.E
HEIGHT \(=142.756\) METERS
IISTANCE IN METERS?85.37
ANGLE IN LIEGREES?1.90
HEIGHT \(=2.83201\) METEFS
IISTANCE IN METERS? 드
READY
62.
(1) \([0,1,2]\)
(2) \([0,1,2,3,4,5]\)
(3) \([1,2,3,4,5,6]\)
(4) \([0,1,2,3,4,5,6,7,8,9]\)
(5) \([0, .1, .2, .3, .4, .5, .6, .7, .8, .9]\)
63.

100 FEM *** INITIALIZATION
110 FEM
120 IIM T(12)
130 FOF \(K=1\) TO 12 \ LET \(T(K)=0 \backslash N E X T\) K
140 FRINT "TOTAL LIOTS SHOWN", "FEFCEENT OCCURRENCE"
:L50 FANDOMIZE
160 REM
170 FEM *** SIMULATION
180 REM
190 FOR K=1 TO 1000
200 LET \(A=1+I N T(6 * R N L(0))\)
210 LET \(\mathrm{E}=1+\mathrm{INT}(6 * \mathrm{FNL}(0))\)
220 LET \(T(A+B)=T(A+B)+1\)
230 NEXT \(\kappa\)
240 FEM
250 FEM *** OUTFUT
260 REM
270 FOR K゙=2 TO \(12 \backslash \mathrm{FRJNT}\) Kッy \(T(K) / 10\) \NEXT K 280 ENII

REAIIY
RUNNH


REALIY
64.


67.


260 IF H＞M THEN 320
270 IF \(H=I N T(H)\) THEN 290
280 GOTO 320
290 IF H＞0 THEN 310
300 GOTO 320
310 IF H＜4 THEN 340
310 IF Hく4 THEN 340
320 PRINT YOU CHEATEI！I＇LL GIVE YOU ANOTHER CHANCE：＂
330 GOTO 230
350 IF M＝O THEN 530
350 IF M＝0 THEN 530
360 REM
370 REM
\(3 * *\)
＊HE COMFUTER MOUES
380 REM
390 LET
R \(=M-4 * I N T(M / 4)\)
400 IF M＝1 THEN SB0

430 GOTO 450
440 LET \(\mathrm{C}=(M+3)-4 * \operatorname{INT}((M+3) / 4)\)
450 LET M＝M－C
460 IF M＝O THEN 580
470 FRINT
470 FFINT
480 FRINT＇I TOOK＇；C；＂MATCHES．＂
490 RANMOMIZE
500 GOTO 180
\(\begin{array}{ll}510 & \text { KEM } \\ 1520 & \text { FEM } \\ & * * * \\ \text { SOMEBODY WON }\end{array}\)
520 FEM
530 FRINT
530 FRINT
550 FRINT＊I WON！BETTER LUCK NEXT TIME．．．＂
560 LET \(M=23\)
560 LET M＝23
570 GOTO 160
590 FRINT
600 FRINT＂CONGRATULATIONS！yOU MALE ME TAKE THE LAST MATCH．＂
610 PRINT
620 PRINT YOU WON THIS TIME，FUT LET＇S PLAY AGAIN．．．＂
630 GOTO 560
640 ENI
READY
FUNNH
WE STAFT WITH 23 MATCHES．WHEN IT IS YOUR TURN，YOU MAY TAKE 1， 2 ，OR 3 MATCHES．THE ONE WHO MUST TAKE THE LAST MATCH LOSES．
there are now 23 matches．
how many matches yio you wish to take？
I TOOK 2 MATCHES．
there are now 19 matches．
how many matches yo you wish to takerz
I TOOK 3 MATCHES．
there are now 13 matches．
how many matches no you wish to take？uncle
O．K．，LET＇S StART AGAIN．．．

THERE ARE NOW 23 MATCHES．
how many matches do you wish to taker \(\underline{2}\)
I TOOK 3 MATCHES．
there are now 18 matches．
how many matches do you wish to take？
I TOOK 2 MATCHES．
there are now 13 matches．
HOW MANY HATCHES DO YOU WISH TO TAKE？\(\underline{\underline{2}}\)
I TOOK 2 MATCHES．

THERE ARE NDW 9 MATCHES．
HDW MANY MATCHES DO YDU WISH TO TAKE？\(\underline{1}\)
I TOOK 3 MATCHES．
there are now 5 matches．
HOW MANY MATCHES DO YOU WISH tO TAKE？ 2
I TOOK 2 MATCHES．
there is now only 1．MATCH LEFT．
how many matches mo you wish to take？ 1

I WON：BETTER LUCK NEXT TIME．．．
THERE ARE NOW 23 MATCHES．
HOW MANY MATCHES IO YOU WISH TO TAKE？C READY
68.

N LEN（STRS（N））
47
126
8
2873
61045
61045
2
3
1
\(\frac{1}{5}\)
6－LEN（STR\＄（N））

10 REAI N
20 FRINT N，LEN（STF\＄（N））， 6 －LEN（STR（N））
30 GOTO 10
40 IIATA \(47,126,8,2873,61045\)
99 END
REALIY
GUNNH
\begin{tabular}{lll}
\hline 47 & 2 & 4 \\
126 & 3 & 3 \\
8 & 1 & 5 \\
2873 & 4 & 2 \\
61045 & 5 & 1
\end{tabular}

DA AT LINE 00010

\section*{REEALHY}

69
```

10 FRINT "N","SQUARE ROOT","FOURTH ROOT"
20 LEET N=.1.
30 FOF K゙=1 TO 7

```
\begin{tabular}{|lll|}
\hline 40 & LET & \(S=N\) \\
45 & GOSUF & 100 \\
50 & LET & \(S=S Q K(N)\) \\
SS & GOSUR 100 \\
60 & LET & \(S=S Q F(S Q R(N))\) \\
63 & \(G O S U R\) & 100 \\
65 & FRINT \\
\hline
\end{tabular}

70 LET N＝INT（N＊10＋．E）
80 NEXT K゙
90 STOF
100 FOF KKO＝1 TO G－LEN（STF\＄（JNT（S）））
：10 FRINT＊＊
120 NEXT KO
130 FRINT STR末（S），
：L 40 FETUFN
FEARIY
RUNNH
N
0.1
1
10
100
1000
10000
100000
\begin{tabular}{cc} 
SQUAFE FIOOT & FOURTH FOOT \\
0.316228 & 0.562341 \\
1 & 1 \\
3.16228 & 1.77828 \\
10 & 3.16228 \\
31.6228 & 5.62341 \\
100 & 10 \\
316.228 & 17.7828
\end{tabular}

REAGIY

\section*{71.}

\section*{S. DEF FNF \((X)=7-L E N\left(S T R^{3}(\operatorname{INT}(X)) 1\right.\) \\ 10 PRINT "N","SQUARE ROOT","FOURTH ROOT" \\ 20 LET \(N=.1\) \\ 30 FOR \(K=1\) TO 7}


70 LET N=INT (N*10+.5)
80 NEXT K
99 ENII

\section*{REAIIY}

RUNNH
0.1
1
10
100
1000
10000
100000
\begin{tabular}{cc} 
SQUARE ROOT & FOURTH ROOT \\
0.316228 & 0.562341 \\
1 & 1 \\
3.16228 & 1.77828 \\
10 & 3.16228 \\
31.6228 & 5.62341 \\
100 & 10 \\
316.228 & 17.7828
\end{tabular}

READY
72.

10 GOSUB 80
20 FOR \(K=1\)
30 LET \(T=36+((4-K) / 2){ }^{-3}\)


123456789-123456789-123456789-123456789-123456789-123456789-123456789-12
REALIY
30 LET T=72*RND(0)
\(\frac{\text { RUNNH }}{123456789-123456789-123456789-123456789-123456789-123456789-123456789-12 ~}\)

*
123456789-123456789-123456789-123456789-123456789-123456789-123456789-12


123456789-123456789-123456789-123456789-123456789-123456789-123456789-12 REALIY

81.

100 IIM A \(\$(72)\)
120 PRINT ，FRINT＂THIS FROGRAM HELFS YOU FRACTICE AFITHMETIC．＂
140 RANLIOMIZE
160 LET A＝INT（10＊RNLI（0））
180 LET B＝INT（10＊FNI（O）
200 FRINT \(\backslash\) FFINT \({ }^{2} \mathrm{HOW}\) MUCH IS＂；A；＂＋＇； \(\mathrm{B} ;\)
220 INFUT A\＄
240 LET C \(\$=5 T F \$(A+E)\)
260 IF FOS（A\＄，＇QUIT＇， 1 ）\(>0\) THEN 560
\(2 B 0^{\circ}\) IF FOSS（A\＄，＂HELF＂， 1 ）＞0 THEN 520
300 IF FOS（A\＄，C \(\$, 1\) ） \(\mathbf{~ O}\) THEN 380
320 FRINT＇INCORFECT．FLEASE TRY AGAIN．．．．
340 GOTO 200
380 LET F＝FOS（Aも，C末y1）
400 IF SEG\＄（A\＄，F－1，F－1）く．－＇THEN 440
420 GOTO 320
440 IF FOS（AS，＂NOT＊， 1 ）＝0 THEN 480
460 IF FOS（A\＄，＂NOT＇， 1 ） 4 FOS \(\langle A \$, C \$, 1\) T THEN 320
480 IF FOS（A9，＂N＇T＂，1）\(=0\) THEN 490
490 FRINT＊CORFECT！

540 GOTO 160
540 ENII
READY
RUNNH
this friggkam helfs you practice arithmetic．
HOW MUCH IS \(4+5\) ？+ IT ISN＇T 9
INCORFECT，FLEASE TRY AGAIN．
HOW MUCH IS \(4+5\) ？I GUESS IT MUST EE 9 CORRECT！
HOW MUCH IS \(2+5\) ？IMM QUITTING NOW！！！
REALY
82.
```

100 DIM AS(72)
120 PRINT \ FFINT "THIS FROGFAM HELF'S YOU F'RACTICE ARITHMETIC."
I40 RANNIOMIZE
160 LET A=INT(10*FNI(0))
180 LET E=INT(10*FNL(O))
200 FRINT \ FRINT "HOW MUCH IS"; A; '+"; B;
220 INFUT A\$
240 LET C\#=STRF{(A:E)
260 IF FOS(A$, 'RUIT', 1)>0 THEN 560
280 IF FOS(A&, 'HELF',1)ミ0 THEN 520
300 IF FOS(A$,C$,1)\0 THEN 380
320 PRINT U INCORRECT. PLEASE TRY AGAIN..."
380 GET F=FO
400 IF SEG$(A$,F-1,F-1)<,-= THEN 440
420 GOTO 320
440 IF FOS(A$,"NOT:,1)=0 THEN 480
460 IF FOS(A$,"NOT",1)<FOS(A$,C$,1) THEN 320
480 IF FOS (A$, "N'T",1)=0 THEN 490
485 IF FOS(AS,'N'T:,1)CPOS(AS,C$,1) THEN 320
490 IF ASC(SEG$(A$,F-1,F-1))C48 THEN 493
491 IF ASC(S
49`2 GOTD 320
494 IF ASC(SEG$(A$,F1,P1))<43 THEN 496
495 IF ASC(SEG$(A\&,F\,F'1))<57 THEN 320
500 GOTO 160

```

```

540 GOTO 160
560 ENR
READY
FUNNH
THIS FROGGAM HELFOS YOU FRACTICE ARITHMETIC.
HOW MUCH IS 3+4 ?THAT'S 7
HOW MUCH IS 4 + 4 ?123456789101112131415161718
INCOFFECT, FLEEASE TFY AGAIN...
HOW MUCH IS 4 + 4 ?WELL, I GUESS IT MUST BE 8
CORRECT!
HOW MUCH IS 3 + O ?THAT'S ENOUGH, I QUIT!
REAIIY

```

120 PRINT
160 LET \(A=I N T(10 * F N D(0)\)
180 LET \(\mathrm{B}=\mathrm{INT}(10 * \mathrm{FNL}(0))\)
200 FRINT FRINT HOW MUCH IS＇；A；＇＋＂；B；
220 INFUT A\＄

280 IF FOS（A\＆，\({ }^{2}\) HELF＇， 1 ） XO THEN 520
300 IF FOS（A\＄，C\＄，1） OO THEN 380
340 GOTO 2000 （A\＆，C\＄，1）
400 IF SEG \(\$\left(A^{2}, F-1, F-1\right) \times\)－- THEN 440
420 GOTO 320


490 IF ASC（SEG\＄（A末，F－1，F－1））S48 THEN 493
491 IF ASC（S
492 GOTO 320
493 LET F1＝F＋LEN（C\＄）
495 IF ASC（SEG\＄（A\＆）Fi，F1）） 57 THEN 320
496 PRINT CORRECT！

\section*{520 FRINT}

540 GOTO 160

REAGY
FUNNH
THIS FROGRAM HELFOS YOU FRACTICE ARITHMETIC．
HOW MUCH IS \(3+4\) ？THAT＇S 7

HOW MUCH IS \(4+4\) ？ 123456789101112131415161718
INCORFECT，FLEASE TFY AGAIN．．．
HOW MUCH IS \(4+4\) ？WELL，I GUESS IT MUST BE 8

HOW MUCH IS \(3+0\) ？THAT＇S ENOUGH，I QUIT！
REALIY
85.
```

10 FILEV \#1: "FXA1:JABEEFF.LC"
20 PKINT \#1: "'TWAS BFILLIG, AN[I THE SLITHY TOUES"
30 FFINT \#1: " IIIL GYFEE ANII GIMBEL. IN THE WABE"
40 FRINT 41:"ALLL MIMSEY WERE THE EOROGFOUES"
50 FFINT \#1:" ANI T"HE MOME FATHS OUTGFAEE*
60 CLOSE \$1
70 FRFINT "JABEERWOCKY FTLEE CREATELI"
9 9 ~ E N L I N T
REALIY
RUNNH
JABBERWOCK゙Y FILE CREATEI
REALIY
BYE
.TYFE F'XA1:JABEER,LC
'TWAS ERILLIG, ANI'THE SLITHY TOVES
IILI GYFEE ANII GIMBEL IN THE WABE
ALL MIMSEY WERE THE BOROGROUES
ANI THE MOME FIATHS OLITGFAEE

- F BASIC
NEW OF OLLI--NEW FXA:L:XBEA
RE:ADIY
10 FTLE \＃1：＂FXA1：JABREB＋LC＂
20 DIM L事（72）
30 FOR K゙＝1，TO 4
40 INFUT $\# 1$ 1 L $\$$
50 F＇RINT L\＄
60 NEXT K゙
9.9 ENII
FEALIY
RUNNH
TWAS ERTLLIG AND THE SLITHY TOVES
IIII GYFE ANI GIMELE IN THE WABE
ALI．MIMSY WEFE THE BOFOGOUES，
ANII THE MOME FATHS OUTGFABE．

```

FEALIY
86.

LIST
10 Fate
20 FFTNT \＃1：＂THTS XATA TS STGREM IN A AJSK FXLE。＂
25 F＇FINT HI：＂THJS TS THE SECOND LTNE DF THF MATA．＂
30 ClosE \＃l
40 IIM A生（72）
50 FILE \＃\＃1：＂FXAI：OUTFUT．JH＂
60 JNFUT \(\# 1:\) A \(\$\)
65 IF END \＃I THEN 90
70 FRINTA\＄
80 GOTO 60
\begin{tabular}{|ll|}
\hline 90 & FEGTOFE \\
95 & GOTO \\
\hline
\end{tabular}

99 ENO
REALIY
REUNNH
THJS LATA TS STORNM TIN A TTSK FTLE
THIS TS THE SECONG INE OF THE：LMTA．
THIS DATA IS STORED IN A ITGK FItE，
THIS IS THE SECONA LINE OF THE MATA．
THIS LATA IS GTOFED JN A TISK FIIEE．
THIS TS THE SECONL LINE OF THE LIATA．
THIS LIACC
REALIY

88．All three arrangements produce the same results：
```

100 LET K゙=10
110 FTLEUN \＃I：＂RXAI：TEST＂

```
```

12C FRINT \#1: K゙ッ,K+1ッバ+2,
130 CLOSE \#1
140 FILEN \#1: "FXAI:TEST"
150 INFUT \#I: Ag\&yC
160 FRINT A名䚗
9 9 9 ~ E N I I

```
    REAIIY
    FLINNH
        101112
    REALIY
    120 FRINT \(\# 1:\) K゙, K゙な., K゙な2
    FIUNNH
    101112
    REALIY
    120-FRLNT \#1: K

    12 FFRINT \#1: K゙+2
    FUNNH
        \(1.0 \quad 11 \quad 12\)
    feAdiy
89.
```

100 REM
110 REM
120 REM
130 FEM
140 FILEUN \#1; "RXA:: QUESTI.ON*
150 FEAII N
160 F'FINT *1: N
170 FOF K゙1=1 TO N
190 FEAII R
200 FKINT \#1: R
210 NEXT K2
2 2 0 ~ N E X T ~ K K L
230 CLOSE \#1
240 FRINT "QUESTION LIATA FILE WFITTEN."
510 REM
520 FEMM *** LIATA TAELE
F30 REM
540 IIATA 5
550 REM THE FIFST LIATA ITEM INIIICATES THE NUMEEFG OF
560 FEM SURUEYS TO EE TALLJED. THE ACTUAL FESFONSES
570 FEM GIUEN FOLLOW EELOW:
580 IIATA 2,1,4,4,1,3,1,4
590 IIATA 1,1,3,4,2,4,1,3
SOO LIATA 2,1,4,4,1,3,1,3
610 [IATA 2,2,4,4,1,3,2,1
620 IIATA 4,3,4,j,5,3,3,2,2
\$30 ENII
REALIY
FUUNNH
GUESTIDN IAT'A FILE WRITTEN

```
REALIY


\section*{READER'S COMMENTS}

NOTE: This form is for document comments only. Problems with software should be reported on a Software Problem Report (SPR) form.

Did you find errors in this manual? If so, specify by page.

Is there sufficient documentation on associated system programs required for use of the software described in this manual? If not, what material is missing and where should it be placed?
\(\qquad\)
\(\qquad\)
\(\qquad\)

Please indicate the type of user/reader that you most nearly represent.
\(\square\) Assembly language programmer
\(\square\) Higher-level language programmer
\(\square\) Occasional programmer (experienced)
\(\square\) User with little programming experience
\(\square\) Student programmer
\(\square \quad\) Non-programmer interested in computer concepts and capabilities
Name \(\qquad\) Date \(\qquad\)

Organization \(\qquad\)
Street \(\qquad\)
City \(\qquad\) State \(\qquad\) Zip Code \(\qquad\) or
Country
If you require a written reply, please check here.

Postage will be paid by:
\(\square\)

\section*{digita}
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[^0]:    Typing C while holding down the CTRL key tells CLASSIC to stop
    whatever it is doing and let you type new lines.

[^1]:    . R BASIC
    NEW OR OLD-NEW PROG1
    READY

[^2]:    LISTNH
    
    
    30 FRIN
    99 ENI
    REATIY
    RUNNH
    $\frac{12}{2}$

    | RUNNH |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
    | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- | :--- |
    | 1 | 2 | 3 | 4 | 5 | 3 | 7 | 3 | 9 | 10 | 13 | 12 | 1.8 | 1.4 | 15 | 10 | 17 | 18 | 19 |
    | 20 |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |

    
    FEAIIY

[^3]:    L.ISTNH

    CO FFIINT GTRINGS ARE MATIE UF OF LETTERS AND NUMERS
    97 ENL
    inizery
    F:ITNAH
    STRADGS ARE MADF IN UF IEETLERS ANL NUMEERS.
    REALIY

[^4]:    The monitor DIRECT command is used to print the directory of a disk on the terminal.

[^5]:    L-1.STNH
    
    
    30 REALI $X, Y, Z$
    40 LET $M=(X+Y+7) / 3$

[^6]:    Exercise 44. Following are two sections of a program. Write down the values that will be stored in each variable location after these statements have been executed.

[^7]:    160 PRINT $\operatorname{SIN}(A), \operatorname{COS}(A)$

[^8]:    10 PRINT "FIRST PART "; CHR末(28); "SECONI PART" 99 END
    FIUNNH
    FIRST PART \SECOND PART
    READY

[^9]:    10 DIM As（26）
    
    
    AO FRINT As So Fiint ifint－lhhat letter do you need：；
    
    70 FFINT：C；T\＄；IS AT POSITION＇；
    80 GOTO 50
    99
    90
    ENII

    | REATYY |
    | :--- |
    | REWNH |

    $123456789-123456789-123456$
    ARCIEFGHI JKLMNOFRKSTUVNXYZ
    WHAT LETTER DO YOU NEEII？E
    E SS AT POSTHON
    WHAT LETTER RIO YOU NEEDTU
    hat letter no you neen？
    JKL IS AT FOSITION 10
    JHAT LETTER IIO YOU NEEII？
    －is at fosition o
    What lettek no you neenioc

[^10]:    .COPY SYS:LOAN.DM $<$ RXA1:MORGAG.BA

[^11]:    ${ }^{1}$ Quadratic equations are usually studied in beginning algebra. They may always be written in the form $A x^{2}+B x+C=$ 0 and have one or two "roots", which are values that may be substituted for " $x$ " to make the equation true.

